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# JS Tutorial

## JS HOME

JavaScript is the programming language of HTML and the Web.

Programming makes computers do what you want them to do.

JavaScript is easy to learn.

This tutorial will teach you JavaScript from basic to advanced.

### Examples in Each Chapter

With our "Try it Yourself" editor, you can change all examples and view the results.

#### Example

### My First JavaScript

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_myfirst)

|  |  |
| --- | --- |
| **Note** | We recommend reading this tutorial, in the sequence listed in the left menu. |

### Learn by Examples

Examples are better than 1000 words. Examples are often easier to understand than text explanations.

This tutorial supplements all explanations with clarifying "Try it Yourself" examples.

|  |  |
| --- | --- |
| **Note** | If you try all the examples, you will learn a lot about JavaScript, in a very short time! |

### Why Study JavaScript?

JavaScript is one of the **3 languages** all web developers **must** learn:

   1. **HTML** to define the content of web pages

   2. **CSS** to specify the layout of web pages

   3. **JavaScript** to program the behavior of web pages

This tutorial is about JavaScript, and how JavaScript works with HTML and CSS.

### Learning Speed

In this tutorial, the learning speed is your choice.

Everything is up to you.

If you are struggling, take a break, or reread the material.

**Always** make sure you understand the "Try-it-Yourself" examples and exercises.

### JavaScript References

W3Schools maintains a complete JavaScript reference, including all HTML DOM, and browser objects.

The reference contains examples for all objects, properties, and methods, and is continuously updated according to the latest web standards.

[Complete JavaScript Reference](http://www.w3schools.com/jsref/default.asp)

### JavaScript Quiz Test

Test your JavaScript skills at W3Schools!

[Start JavaScript Quiz!](http://www.w3schools.com/js/js_quiz.asp)

### JavaScript Exam - Get Your Diploma!

[![W3Schools Certification](data:image/gif;base64,R0lGODlhyABEAPcHAKrQRlyIUcLZmEV3OPD16oyrhM3byf///wgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAEAAAcALAAAAADIAEQAAAj/AA8IHEiwoMGDCBMiJCCgQICHEAsUMEBAocWLGDNq3Mixo8ePHw04HECypMkBAQRUBMmypcuXMGNeJFDgpM2TAQzI3Mmzp8+dNG8KNSlAIQEDSJMqXcq0qdOnUKNKnRqVgNWfMgkEGMqVZIGENbuKHUu2rNmzOCeuxMoyLNqSOg+6fUu3rl27AQqsZcvRwNC8EkcKDbB34Ny7iBMrvpmyMF+LWoWqJHj0cMmvBi0v3sy5rt7HGf3azAmWsWPNnVOrFksatEXNcUvbjG14te3bXVu7Phj5JGajN38PPEq1uPHjyJMnbfjX8e4Dok/Slm1S+PPrL4MGx05QwE3nmUeD/+dOfqOBrTaLtmQooH378QXPQ3xoPWH0koTL6wfZ22R+lgSkx9d9JP2334Eb9VeSevwJyJZ3OMGH4ITxiefQfAzOZFN9CAkwH30SCmRZAI8pFaJPxCEVk2UEDsAhQi2+GB5OGCno1WPoGfhcdDJ2FCN6+Gk04olAXoYRbDgWeGJPPMZko2AmLVlkSSEGuOFFLaK0ZEs5brlTkyumdSWWQvUo4k3TFaSdg3x1yR2YMEGIX5ZpqjklfvBlqaNVxEEZoVF8Bsonb4JedUCOFAVqFFICULSoAY06WuGNlBWqqEUEEnbnAHUKtKZpMG5qnY2gwuindJR5uN2hg32m5qkTHf+kqn+uCgQnTZtSqlCmB6CmFmXnsSapp6gNUJiVXOk4KVexfeqbQLkWSFuwZRZUrG5gOjvmrjQiy1hgp+YWWLQuGkQqUa/59+FDsR32IWbklutpkXkVyaCcKPn5H5j3rUsfmf4JhO9bxbLm2LmXdQotXJYaep9ehS6sJZ/4ruRWa2vm562r1MoLppwQWwpwkGfS9VXBzfEW7wAZFgSkhG716GZtJOnU33RA6gTysvl9bGRINBL7lsYr49Spt1y9CCRg4Db7skIzl8wpdCR3Z6Rb0/VXkc+XgVvAZCMXSBnK4g1XtFfjpShRtC1LXWZFvSnrspIEYU21rgM1mfOMU2f/m5vCeQdNkEhj5XUs2bplpC3dr3b1VdzwRd0rXHfLO7iRe1tLOZwDl81twAeJdCp9YPN2obq/etRxdTBC6h5zSmoNNeNS6xQdiQXt7FbbT8N5wFGvt5e5fYIvlOKgihNnaEt6bulmzLNrWTflN1O2t5y4B0637x0uiGnxzx2/fLqzqdkwtT1Xl+ilkts9ubRC090fx0Cqd2vD7hMPOnYMNa34TS270LpY57YxtY9yv6PXQ0wSG3zVyz8r4Ze/Fkil7+0PO0mRCOA096zpdaVZxYIX7d43NVuxjYOlqhxmstTBz1WNf4IS0rYK6JusNeROIpQezUpIrCnFyiCry9de//iVrLaFDnwUUohlRtWw8ZlLZL+7lKekOBwTQcaK5kNeE5EXNpQACIqQESBEtrTEJJrRgi/syMDkxhs0ybCFZ4zj5S6oxj/NBIeKw6Mc92grJG5kjUsaEkayZET2vG4vhnTPShJ5yLwFr5G/e4+aghcb1xXGda9z5CO9xCuQADIjmjGinb5jEAEA4JSoBMBaDJBKVC6ylai8FyxdKbBT7sWUrZSlKoeDy1TqEpYbnGMaOfLJQQoFcIvL3nB8qUhPMVOSv4tle2gJHfdIE2ys3KUzT/m6Btoyb9dsz0BwaU1qdlGZdYSgRnJVusGhpm3kdE42RUkAbo7zm5SxZ3zwef8AXILHnwNBZacAGs1TBrOPdCSmHY3ZKqXALoX31GYpudnNVwJAJVYh6DIvCkR+khOS/cRnPSnazFpKlJyh8aNGignKxNTJnLmbpTZHOstj6XNw/JSpLi0Ky52Ck6MMHeYfF1qjsw1FlDDtzizBRtNWHuymP12LTL05U51GdJVQdaHYPEnUonomISiVVVY3qpKwqmms2ZSqLWNoUp7+06MGTWlCh6pOjizub7sSKFtpilEt2pOmTwUqTiWa1KtGFADrW0s8GVJYGKk0Iyzti1FrtZBeplKxNd2mesxK1o4Slp8xlWhTY3nYXGqkkx+JrF1FkquHtNMoluUnY52q2W3eSrS2+/zsbZV629mS1qS53BJqVWcTLxkPk5Ey7hTZOpyIRXF5VHzuwbgY3eY6UbrQBSNkHxtUBPLxu9dxF4B8CN7yuuZJXOqqedf7JTZ9xDKiZK98WXIn5arJc/PNL0s6h8734le/AD6tG12SJcoG+MCh+m9bGHNQBM+3czVzUq5+6OADH2XC7f3L15TD4Q57+MMgdsoNU5Zh3Jj4xCgmCxtfEsQUu/jFt1kxTBAG4xrb2DP2tWu4bszjHierwTPesY+HzOPG8E90E0yykpfM5CY7+clQjrKU57PhiwQEADs=)](http://www.w3schools.com/cert/default.asp)

### W3Schools' Online Certification

The perfect solution for professionals who need to balance work, family, and career building.

More than 10 000 certificates already issued!

[Get Your Certificate »](http://www.w3schools.com/cert/default.asp)

The [HTML Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of HTML.

The [HTML5 Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of advanced HTML5.

The [CSS Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of advanced CSS.

The [JavaScript Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of JavaScript and HTML DOM.

The [jQuery Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of jQuery.

The [PHP Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of PHP and SQL (MySQL).

The [XML Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of XML, XML DOM and XSLT.

## JavaScript Introduction

JavaScript is the most popular programming language in the world.

This page contains some examples of what JavaScript can do.

### JavaScript Can Change HTML Content

One of many HTML methods is **getElementById()**.

This example uses the method to "find" an HTML element (with id="demo"**)**, and changes the element content (**innerHTML**) to "Hello JavaScript":

#### Example

document.getElementById("demo").innerHTML = "Hello JavaScript";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_intro_inner_html)

### JavaScript Can Change HTML Attributes

This example changes an HTML image, by changing the src attribute of an <img> tag:

#### The Light bulb

![http://www.w3schools.com/js/pic_bulboff.gif](data:image/gif;base64,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)

Click the light bulb to turn on/off the light

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_intro_lightbulb)

### JavaScript Can Change HTML Styles (CSS)

Changing the style of an HTML element, is a variant of changing an HTML attribute:

#### Example

document.getElementById("demo").style.fontSize = "25px";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_intro_style)

### JavaScript Can Validate Data

JavaScript is often used to validate input:

Please input a number between 1 and 10

![](data:image/x-wmf;base64,183GmgAAAAAAAGsAJACQAAAAAADOVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAiQAawADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwACQAAgAAAGkACQAAAB0GIQDwAAIAaQAiAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAiAAIAAAAAAAkAAAAdBiEA8AACAGcAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAIAABAAIAaAAJAAAAHQYhAPAAAQBmACEAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAB8AAQACAAIACQAAAB0GIQDwAAEAZQACAAMABQAAAAsCAAAAAAUAAAAMAiQAawAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwBoACEABAAAACcB//8DAAAAAAA=)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_intro_validate)

### Did You Know?

|  |  |
| --- | --- |
| **Note** | JavaScript and Java are completely different languages, both in concept and design. JavaScript was invented by Brendan Eich in 1995, and became an ECMA standard in 1997. ECMA-262 is the official name. ECMAScript 6 (released in June 2015) is the latest official version of JavaScript. |

## JavaScript Where To

JavaScript can be placed in the <body> and the <head> sections of an HTML page.

### The <script> Tag

In HTML, JavaScript code must be inserted between <script> and </script> tags.

#### Example

<script>  
document.getElementById("demo").innerHTML = "My First JavaScript";  
</script>

|  |  |
| --- | --- |
| **Note** | Older examples may use a type attribute: <script type="text/javascript">. The type attribute is not required. JavaScript is the default scripting language in HTML. |

### JavaScript Functions and Events

A JavaScript **function** is a block of JavaScript code, that can be executed when "asked" for.

For example, a function can be executed when an **event** occurs, like when the user clicks a button.

You will learn much more about functions and events in later chapters.

### JavaScript in <head> or <body>

You can place any number of scripts in an HTML document.

Scripts can be placed in the <body>, or in the <head> section of an HTML page, or in both.

|  |  |
| --- | --- |
| **Note** | Keeping all code in one place, is always a good habit. |

### JavaScript in <head>

In this example, a JavaScript function is placed in the <head> section of an HTML page.

The function is invoked (called) when a button is clicked:

#### Example

<!DOCTYPE html>  
<html>

<head>  
<script>  
function myFunction() {  
    document.getElementById("demo").innerHTML = "Paragraph changed.";  
}  
</script>  
</head>

<body>

<h1>My Web Page</h1>

<p id="demo">A Paragraph</p>

<button type="button" onclick="myFunction()">Try it</button>

</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_whereto_head)

### JavaScript in <body>

In this example, a JavaScript function is placed in the <body> section of an HTML page.

The function is invoked (called) when a button is clicked:

#### Example

<!DOCTYPE html>  
<html>  
<body>   
  
<h1>My Web Page</h1>  
  
<p id="demo">A Paragraph</p>  
  
<button type="button" onclick="myFunction()">Try it</button>  
  
<script>  
function myFunction() {  
   document.getElementById("demo").innerHTML = "Paragraph changed.";  
}  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_whereto_body)

|  |  |
| --- | --- |
| **Note** | It is a good idea to place scripts at the bottom of the <body> element. This can improve page load, because HTML display is not blocked by scripts loading. |

### External JavaScript

Scripts can also be placed in external files.

External scripts are practical when the same code is used in many different web pages.

JavaScript files have the **file extension .js**.

To use an external script, put the name of the script file in the src (source) attribute of the <script> tag:

#### Example

<!DOCTYPE html>  
<html>  
<body>  
<script src="myScript.js"></script>  
</body>  
</html>

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_whereto_external)

You can place an external script reference in <head> or <body> as you like.

The script will behave as if it was located exactly where the <script> tag is located.

|  |  |
| --- | --- |
| **Note** | External scripts cannot contain <script> tags. |

### External JavaScript Advantages

Placing JavaScripts in external files has some advantages:

* It separates HTML and code
* It makes HTML and JavaScript easier to read and maintain
* Cached JavaScript files can speed up page loads

## JavaScript Output

JavaScript does NOT have any built-in print or display functions.

### JavaScript Display Possibilities

JavaScript can "display" data in different ways:

* Writing into an alert box, using **window.alert()**.
* Writing into the HTML output using **document.write()**.
* Writing into an HTML element, using **innerHTML**.
* Writing into the browser console, using **console.log()**.

### Using window.alert()

You can use an alert box to display data:

#### Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My first paragraph.</p>  
  
<script>  
window.alert(5 + 6);  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_alert)

### Using document.write()

For testing purposes, it is convenient to use **document.write()**:

#### Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My first paragraph.</p>  
  
<script>  
document.write(5 + 6);  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_write)

Using document.write() after an HTML document is fully loaded, will **delete all existing HTML**:

#### Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My first paragraph.</p>  
  
<button onclick="document.write(5 + 6)">Try it</button>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_write_over)

|  |  |
| --- | --- |
| **Note** | The document.write() method should be used only for testing. |

### Using innerHTML

To access an HTML element, JavaScript can use the **document.getElementById(id)** method.

The **id** attribute defines the HTML element. The **innerHTML** property defines the HTML content:

#### Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My First Paragraph</p>  
  
<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = 5 + 6;  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_dom)

|  |  |
| --- | --- |
| **Note** | To "display data" in HTML, (in most cases) you will set the value of an innerHTML property. |

### Using console.log()

In your browser, you can use the **console.log()** method to display data.

Activate the browser console with F12, and select "Console" in the menu.

#### Example

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
<p>My first paragraph.</p>  
  
<script>  
console.log(5 + 6);  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_console)

## JavaScript Syntax

JavaScript **syntax** is the set of rules, how JavaScript programs are constructed.

### JavaScript Programs

A **computer program** is a list of "instructions" to be "executed" by the computer.

In a programming language, these program instructions are called **statements**.

JavaScript is a **programming language**.

JavaScript statements are separated by **semicolons**.

#### Example

var x = 5;  
var y = 6;  
var z = x + y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_statements)

|  |  |
| --- | --- |
| **Note** | In HTML, JavaScript programs can be executed by the web browser. |

### JavaScript Statements

JavaScript statements are composed of:

Values, Operators, Expressions, Keywords, and Comments.

### JavaScript Values

The JavaScript syntax defines two types of values: Fixed values and variable values.

Fixed values are called **literals**. Variable values are called **variables**.

### JavaScript Literals

The most important rules for writing fixed values are:

**Numbers** are written with or without decimals:

10.50  
  
1001

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_numbers)

**Strings** are text, written within double or single quotes:

"John Doe"  
  
'John Doe'

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_strings)

### JavaScript Variables

In a programming language, **variables** are used to **store** data values.

JavaScript uses the **var** keyword to **define** variables.

An **equal sign** is used to **assign values** to variables.

In this example, x is defined as a variable. Then, x is assigned (given) the value 6:

var x;  
  
x = 6;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_variables)

### JavaScript Operators

JavaScript uses an **assignment operator** ( = ) to **assign** values to variables:

var x = 5;  
var y = 6;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_assign)

JavaScript uses **arithmetic operators** ( + - \*  / ) to **compute** values:

(5 + 6) \* 10

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_operators)

### JavaScript Expressions

An expression is a combination of values, variables, and operators, which computes to a value.

The computation is called an evaluation.

For example, 5 \* 10 evaluates to 50:

5 \* 10

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_expressions)

Expressions can also contain variable values:

x \* 10

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_expressions_variables)

The values can be of various types, such as numbers and strings.

For example, "John" + " " + "Doe", evaluates to "John Doe":

"John" + " " + "Doe"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_expressions_strings)

### JavaScript Keywords

JavaScript **keywords** are used to identify actions to be performed.

The **var** keyword tells the browser to create a new variable:

var x = 5 + 6;  
var y = x \* 10;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_keywords)

### JavaScript Comments

Not all JavaScript statements are "executed".

Code after double slashes **//** or between **/\*** and **\*/** is treated as a **comment**.

Comments are ignored, and will not be executed:

var x = 5;   // I will be executed  
  
// var x = 6;   I will NOT be executed

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_comments)

### JavaScript Identifiers

Identifiers are names.

In JavaScript, identifiers are used to name variables (and keywords, and functions, and labels).

The rules for legal names are much the same in most programming languages.

In JavaScript, the first character must be a letter, an underscore (\_), or a dollar sign ($).

Subsequent characters may be letters, digits, underscores, or dollar signs.

|  |  |
| --- | --- |
| **Note** | Numbers are not allowed as the first character. This way JavaScript can easily distinguish identifiers from numbers. |

### JavaScript is Case Sensitive

All JavaScript identifiers are **case sensitive**.

The variables **lastName** and **lastname**, are two different variables.

lastName = "Doe";  
lastname = "Peterson";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_case)

JavaScript does not interpret **VAR** or **Var** as the keyword **var**.

### JavaScript and Camel Case

Historically, programmers have used three ways of joining multiple words into one variable name:

**Hyphens:**

first-name, last-name, master-card, inter-city.

**Underscore:**

first\_name, last\_name, master\_card, inter\_city.

**Camel Case:**

FirstName, LastName, MasterCard, InterCity.

![camelCase](data:image/jpeg;base64,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)

In programming languages, especially in JavaScript, camel case often starts with a lowercase letter:

firstName, lastName, masterCard, interCity.

|  |  |
| --- | --- |
| **Note** | Hyphens are not allowed in JavaScript. It is reserved for subtractions. |

### JavaScript Character Set

JavaScript uses the **Unicode** character set.

Unicode covers (almost) all the characters, punctuations, and symbols in the world.

For a closer look, please study our [Complete Unicode Reference](http://www.w3schools.com/charsets/ref_html_utf8.asp).

## JavaScript Statements

In HTML, JavaScript statements are "instructions" to be "executed" by the web browser.

### JavaScript Statements

This statement tells the browser to write "Hello Dolly." inside an HTML element with id="demo":

#### Example

document.getElementById("demo").innerHTML = "Hello Dolly.";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statement)

### JavaScript Programs

Most JavaScript programs contain many JavaScript statements.

The statements are executed, one by one, in the same order as they are written.

In this example, x, y, and z is given values, and finally z is displayed:

#### Example

var x = 5;  
var y = 6;  
var z = x + y;  
document.getElementById("demo").innerHTML = z;

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements)

|  |  |
| --- | --- |
| **Note** | JavaScript programs (and JavaScript statements) are often called JavaScript code. |

### Semicolons ;

Semicolons separate JavaScript statements.

Add a semicolon at the end of each executable statement:

a = 5;  
b = 6;  
c = a + b;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_semicolon1)

When separated by semicolons, multiple statements on one line are allowed:

a = 5; b = 6; c = a + b;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_semicolon2)

|  |  |
| --- | --- |
| **Note** | On the web, you might see examples without semicolons.  Ending statements with semicolon is not required, but highly recommended. |

### JavaScript White Space

JavaScript ignores multiple spaces. You can add white space to your script to make it more readable.

The following lines are equivalent:

var person = "Hege";  
var person="Hege";

A good practice is to put spaces around operators ( = + - \* / ):

var x = y + z;

### JavaScript Line Length and Line Breaks

For best readability, programmers often like to avoid code lines longer than 80 characters.

If a JavaScript statement does not fit on one line, the best place to break it, is after an operator:

#### Example

document.getElementById("demo").innerHTML =  
"Hello Dolly.";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_linebreak)

### JavaScript Code Blocks

JavaScript statements can be grouped together in code blocks, inside curly brackets {...}.

The purpose of code blocks is to define statements to be executed together.

One place you will find statements grouped together in blocks, are in JavaScript functions:

#### Example

function myFunction() {  
    document.getElementById("demo").innerHTML = "Hello Dolly.";  
    document.getElementById("myDIV").innerHTML = "How are you?";  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_blocks)

|  |  |
| --- | --- |
| **Note** | In this tutorial we use 4 spaces of indentation for code blocks. You will learn more about functions later in this tutorial. |

### JavaScript Keywords

JavaScript statements often start with a **keyword** to identify the JavaScript action to be performed.

Here is a list of some of the keywords you will learn about in this tutorial:

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| break | Terminates a switch or a loop |
| continue | Jumps out of a loop and starts at the top |
| debugger | Stops the execution of JavaScript, and calls (if available) the debugging function |
| do ... while | Executes a block of statements, and repeats the block, while a condition is true |
| for | Marks a block of statements to be executed, as long as a condition is true |
| function | Declares a function |
| if ... else | Marks a block of statements to be executed, depending on a condition |
| return | Exits a function |
| switch | Marks a block of statements to be executed, depending on different cases |
| try ... catch | Implements error handling to a block of statements |
| var | Declares a variable |

|  |  |
| --- | --- |
| **Note** | JavaScript keywords are reserved words. Reserved words cannot be used as names for variables. |

### JavaScript Comments

JavaScript comments can be used to explain JavaScript code, and to make it more readable.

JavaScript comments can also be used to prevent execution, when testing alternative code.

### Single Line Comments

Single line comments start with //.

Any text between // and the end of the line, will be ignored by JavaScript (will not be executed).

This example uses a single line comment before each line, to explain the code:

#### Example

// Change heading:  
document.getElementById("myH").innerHTML = "My First Page";  
// Change paragraph:  
document.getElementById("myP").innerHTML = "My first paragraph.";

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments1)

This example uses a single line comment at the end of each line, to explain the code:

#### Example

var x = 5;      // Declare x, give it the value of 5  
var y = x + 2;  // Declare y, give it the value of x + 2

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments5)

### Multi-line Comments

Multi-line comments start with /\* and end with \*/.

Any text between /\* and \*/ will be ignored by JavaScript.

This example uses a multi-line comment (a comment block) to explain the code:

#### Example

/\*  
The code below will change  
the heading with id = "myH"  
and the paragraph with id = "myP"  
in my web page:  
\*/  
document.getElementById("myH").innerHTML = "My First Page";  
document.getElementById("myP").innerHTML = "My first paragraph.";

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments2)

|  |  |
| --- | --- |
| **Note** | It is most common to use single line comments. Block comments are often used for formal documentation. |

### Using Comments to Prevent Execution

Using comments to prevent execution of code, is suitable for code testing.

Adding // in front of a code line changes the code lines from an executable line to a comment.

This example uses // to prevent execution of one of the code lines:

#### Example

//document.getElementById("myH").innerHTML = "My First Page";  
document.getElementById("myP").innerHTML = "My first paragraph.";

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments3)

This example uses a comment block to prevent execution of multiple lines:

#### Example

/\*  
document.getElementById("myH").innerHTML = "My First Page";  
document.getElementById("myP").innerHTML = "My first paragraph.";  
\*/

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments4)

## JavaScript Variables

### JavaScript Variables

JavaScript variables are containers for storing data values.

In this example, x, y, and z, are variables:

#### Example

var x = 5;  
var y = 6;  
var z = x + y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables)

From the example above, you can expect:

* x stores the value 5
* y stores the value 6
* z stores the value 11

### Much Like Algebra

In this example, price1, price2, and total, are variables:

#### Example

var price1 = 5;  
var price2 = 6;  
var total = price1 + price2;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_total)

In programming, just like in algebra, we use variables (like price1) to hold values.

In programming, just like in algebra, we use variables in expressions (total = price1 + price2).

From the example above, you can calculate the total to be 11.

|  |  |
| --- | --- |
| **Note** | JavaScript variables are containers for storing data values. |

### JavaScript Identifiers

All JavaScript **variables** must be **identified** with **unique names**.

These unique names are called **identifiers**.

Identifiers can be short names (like x and y), or more descriptive names (age, sum, totalVolume).

The general rules for constructing names for variables (unique identifiers) are:

* Names can contain letters, digits, underscores, and dollar signs.
* Names must begin with a letter
* Names can also begin with $ and \_ (but we will not use it in this tutorial)
* Names are case sensitive (y and Y are different variables)
* Reserved words (like JavaScript keywords) cannot be used as names

|  |  |
| --- | --- |
| **Note** | JavaScript identifiers are case-sensitive. |

### The Assignment Operator

In JavaScript, the equal sign (=) is an "assignment" operator, not an "equal to" operator.

This is different from algebra. The following does not make sense in algebra:

x = x + 5

In JavaScript, however, it makes perfect sense: it assigns the value of x + 5 to x.

(It calculates the value of x + 5 and puts the result into x. The value of x is incremented by 5.)

|  |  |
| --- | --- |
| **Note** | The "equal to" operator is written like == in JavaScript. |

### JavaScript Data Types

JavaScript variables can hold numbers like 100, and text values like "John Doe".

In programming, text values are called text strings.

JavaScript can handle many types of data, but for now, just think of numbers and strings.

Strings are written inside double or single quotes. Numbers are written without quotes.

If you put quotes around a number, it will be treated as a text string.

#### Example

var pi = 3.14;  
var person = "John Doe";  
var answer = 'Yes I am!';

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_types)

### Declaring (Creating) JavaScript Variables

Creating a variable in JavaScript is called "declaring" a variable.

You declare a JavaScript variable with the **var** keyword:

var carName;

After the declaration, the variable has no value. (Technically it has the value of **undefined**)

To **assign** a value to the variable, use the equal sign:

carName = "Volvo";

You can also assign a value to the variable when you declare it:

var carName = "Volvo";

In the example below, we create a variable called carName and assign the value "Volvo" to it.

Then we "output" the value inside an HTML paragraph with id="demo":

#### Example

<p id="demo"></p>  
  
<script>  
var carName = "Volvo";  
document.getElementById("demo").innerHTML = carName;   
</script>

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_create)

|  |  |
| --- | --- |
| **Note** | It's a good programming practice to declare all variables at the beginning of a script. |

### One Statement, Many Variables

You can declare many variables in one statement.

Start the statement with **var** and separate the variables by **comma**:

var person = "John Doe", carName = "Volvo", price = 200;

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_multi)

A declaration can span multiple lines:

var person = "John Doe",  
carName = "Volvo",  
price = 200;

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_multiline)

### Value = undefined

In computer programs, variables are often declared without a value. The value can be something that has to be calculated, or something that will be provided later, like user input.

A variable declared without a value will have the value **undefined**.

The variable carName will have the value undefined after the execution of this statement:

#### Example

var carName;

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_undefined)

### Re-Declaring JavaScript Variables

If you re-declare a JavaScript variable, it will not lose its value.

The variable carName will still have the value "Volvo" after the execution of these statements:

#### Example

var carName = "Volvo";  
var carName;

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_redefine)

### JavaScript Arithmetic

As with algebra, you can do arithmetic with JavaScript variables, using operators like = and +:

#### Example

var x = 5 + 2 + 3;

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_add_numbers)

You can also add strings, but strings will be concatenated (added end-to-end):

#### Example

var x = "John" + " " + "Doe";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_add_strings)

Also try this:

#### Example

var x = "5" + 2 + 3;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_add_string_number)

|  |  |
| --- | --- |
| **Note** | If you add a number to a string, the number will be treated as string, and concatenated. |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_variables1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_variables2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_variables3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_variables4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_variables5)  [Exercise 6 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_variables6)

## JavaScript Operators

#### Example

Assign values to variables and add them together:

var x = 5;         // assign the value 5 to x  
var y = 2;         // assign the value 2 to y  
var z = x + y;     // assign the value 7 to z (x + y)

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper)

### JavaScript Arithmetic Operators

Arithmetic operators are used to perform arithmetic on numbers (literals or variables).

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + | Addition |
| - | Subtraction |
| \* | Multiplication |
| / | Division |
| % | Modulus |
| ++ | Increment |
| -- | Decrement |

The **addition** operator (+) adds numbers:

#### Adding

var x = 5;  
var y = 2;  
var z = x + y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_add)

The **multiplication** operator (\*) multiplies numbers.

#### Multiplying

var x = 5;  
var y = 2;  
var z = x \* y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_mult)

|  |  |
| --- | --- |
| **Note** | You will learn more about JavaScript operators in the next chapters. |

### JavaScript Assignment Operators

Assignment operators assign values to JavaScript variables.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Example** | **Same As** |
| = | x = y | x = y |
| += | x += y | x = x + y |
| -= | x -= y | x = x - y |
| \*= | x \*= y | x = x \* y |
| /= | x /= y | x = x / y |
| %= | x %= y | x = x % y |

The **assignment** operator (=) assigns a value to a variable.

#### Assignment

var x = 10;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_equal)

The **addition assignment** operator (+=) adds a value to a variable.

#### Assignment

var x = 10;  
x += 5;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_plusequal)

### JavaScript String Operators

The + operator can also be used to add (concatenate) strings.

|  |  |
| --- | --- |
| **Note** | When used on strings, the + operator is called the concatenation operator. |

#### Example

txt1 = "John";  
txt2 = "Doe";  
txt3 = txt1 + " " + txt2;

The result of **txt3** will be:

John Doe

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_concatenate)

The += assignment operator can also be used to add (concatenate) strings:

#### Example

txt1 = "What a very ";  
txt1 += "nice day";

The result of **txt1** will be:

What a very nice day

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_concat4)

### Adding Strings and Numbers

Adding two numbers, will return the sum, but adding a number and a string will return a string:

#### Example

x = 5 + 5;  
y = "5" + 5;  
z= "Hello" + 5;

The result of *x*, *y*, and *z* will be:

10  
55  
Hello5

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_concat5)

The rule is: **If you add a number and a string, the result will be a string!**

### JavaScript Comparison and Logical Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | | **Description** |
| == | | equal to |
| === | | equal value and equal type |
| != | | not equal |
| !== | | not equal value or not equal type |
| > | | greater than |
| < | | less than |
| >= | | greater than or equal to |
| <= | | less than or equal to |
| **Note** | Comparison and logical operators are described in the **JS Comparisons** chapter. | | |

## JavaScript Arithmetic

A typical thing to do with numbers is arithmetic.

### JavaScript Arithmetic Operators

Arithmetic operators perform arithmetic on numbers (literals or variables).

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + | Addition |
| - | Subtraction |
| \* | Multiplication |
| / | Division |
| % | Modulus |
| ++ | Increment |
| -- | Decrement |

### Arithmetic Operations

A typical arithmetic operation operates on two numbers.

The two numbers can be literals:

#### Example

var x = 100 + 50;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_arithmetic_operation)

or variables:

#### Example

var x = a + b;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_arithmetic_variables)

or expressions:

#### Example

var x = (100 + 50) \* a;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_arithmetic_expressions)

### Operators and Operands

The numbers (in an arithmetic operation) are called **operands**.

The operation (to be performed between the two operands) is defined by an **operator**.

|  |  |  |
| --- | --- | --- |
| **Operand** | **Operator** | **Operand** |
| 100 | + | 50 |

The **addition** operator (+) adds numbers:

#### Adding

var x = 5;  
var y = 2;  
var z = x + y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_add)

The **subtraction** operator (-) subtracts numbers.

#### Subtracting

var x = 5;  
var y = 2;  
var z = x - y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_sub)

The **multiplication** operator (\*) multiplies numbers.

#### Multiplying

var x = 5;  
var y = 2;  
var z = x \* y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_mult)

The **division** operator (/) divides numbers.

#### Dividing

var x = 5;  
var y = 2;  
var z = x / y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_div)

The **modular** operator (%) returns the division remainder.

#### Modulus

var x = 5;  
var y = 2;  
var z = x % y;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_mod)

The **increment** operator (++) increments numbers.

#### Incrementing

var x = 5;  
x++;  
var z = x;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_increment)

The **decrement** operator (--) decrements numbers.

#### Decrementing

var x = 5;  
x--;  
var z = x;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_decrement)

### Operator Precedence

Operator precedence describes the order in which operations are performed in an arithmetic expression.

#### Example

var x = 100 + 50 \* 3;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_arithmetic_precedence1)

Is the result of example above the same as 150 \* 3, or is it the same as 100 + 150?

Is the addition or the multiplication done first?

As in traditional school mathematics, the multiplication is done first.

Multiplication (\*) and division (/) have higher **precedence** than addition (+) and subtraction (-).

And (as in school mathematics) the precedence can be changed by using parentheses:

#### Example

var x = (100 + 50) \* 3;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_arithmetic_precedence2)

When using parentheses, the operations inside the parentheses are computed first.

When many operations have the same precedence (like addition and subtraction), they are computed from left to right:

#### Example

var x = 100 + 50 - 3;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_arithmetic_precedence3)

### JavaScript Operator Precedence Values

|  |  |  |  |
| --- | --- | --- | --- |
| **Value** | **Operator** | **Description** | **Example** |
| 19 | ( ) | Expression grouping | (3 + 4) |
|  |  |  |  |
| 18 | . | Member | person.name |
| 18 | [] | Member | person["name"] |
|  |  |  |  |
| 17 | () | Function call | myFunction() |
| 17 | new | Create | new Date() |
|  |  |  |  |
| 16 | ++ | Postfix Increment | ++i |
| 16 | -- | Postfix Decrement | --i |
|  |  |  |  |
| 15 | ++ | Prefix Increment | i++ |
| 15 | -- | Prefix Decrement | i-- |
| 15 | ! | Logical not | !(x==y) |
| 15 | typeof | Type | typeof x |
|  |  |  |  |
| 14 | \* | Multiplication | 10 \* 5 |
| 14 | / | Division | 10 / 5 |
| 14 | % | Modulo division | 10 % 5 |
| 14 | \*\* | Exponentiation | 10 \*\* 2 |
|  |  |  |  |
| 13 | + | Addition | 10 + 5 |
| 13 | - | Subtraction | 10 - 5 |
|  |  |  |  |
| 12 | << | Shift left | x << 2 |
| 12 | >> | Shift right | x >> 2 |
|  |  |  |  |
| 11 | < | Less than | x < y |
| 11 | <= | Less than or equal | x <= y |
| 11 | > | Greater than | x > y |
| 11 | >= | Greater than or equal | x >= y |
|  |  |  |  |
| 10 | == | Equal | x == y |
| 10 | === | Strict equal | x === y |
| 10 | != | Unequal | x != y |
| 10 | !== | Strict unequal | x !== y |
|  |  |  |  |
| 6 | && | And | x && y |
| 5 | || | Or | x || y |
|  |  |  |  |
| 3 | = | Assignment | x = y |
| 3 | += | Assignment | x += y |
| 3 | -= | Assignment | x -= y |
| 3 | \*= | Assignment | x \*= y |
| 3 | /= | Assignment | x /= y |

|  |  |
| --- | --- |
| **Note** | Expressions in parentheses are fully computed before the value is used in the rest of the expression. |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arithmetic1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arithmetic2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arithmetic3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arithmetic4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arithmetic5)

## JavaScript Assignment

### JavaScript Assignment Operators

Assignment operators assign values to JavaScript variables.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Example** | **Same As** |
| = | x = y | x = y |
| += | x += y | x = x + y |
| -= | x -= y | x = x - y |
| \*= | x \*= y | x = x \* y |
| /= | x /= y | x = x / y |
| %= | x %= y | x = x % y |

The = assignment operator assigns a value to a variable.

#### Assignment

var x = 10;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_assign_equal)

The += assignment operator adds a value to a variable.

#### Assignment

var x = 10;  
x += 5;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_assign_plusequal)

The -= assignment operator subtracts a value from a variable.

#### Assignment

var x = 10;  
x -= 5;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_assign_minequal)

The \*= assignment operator multiplies a variable.

#### Assignment

var x = 10;  
x \*= 5;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_assign_multequal)

The /= assignment divides a variable.

#### Assignment

var x = 10;  
x /= 5;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_assign_divequal)

The %= assignment operator assigns a remainder to a variable.

#### Assignment

var x = 10;  
x %= 5;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_assign_modequal)

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_assignment1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_assignment2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_assignment3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_assignment4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_assignment5)

## JavaScript Data Types

String, Number, Boolean, Array, Object.

### JavaScript Data Types

JavaScript variables can hold many **data types**: numbers, strings, arrays, objects and more:

var length = 16;                               // Number  
var lastName = "Johnson";                      // String  
var cars = ["Saab", "Volvo", "BMW"];           // Array  
var x = {firstName:"John", lastName:"Doe"};    // Object

### The Concept of Data Types

In programming, data types is an important concept.

To be able to operate on variables, it is important to know something about the type.

Without data types, a computer cannot safely solve this:

var x = 16 + "Volvo";

Does it make any sense to add "Volvo" to sixteen? Will it produce a result? Will it produce an error?

JavaScript will treat the example above as:

var x = "16" + "Volvo";

|  |  |
| --- | --- |
| **Note** | If the second operand is a string, JavaScript will also treat the first operand as a string. |

#### Example

var x = 16 + "Volvo";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_addstring)

JavaScript evaluates expressions from left to right. Different sequences can produce different results:

#### JavaScript:

var x = 16 + 4 + "Volvo";

#### Result:

20Volvo

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_addstrings_1)

#### JavaScript:

var x = "Volvo" + 16 + 4;

#### Result:

Volvo164

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_addstrings_2)

In the first example, JavaScript treats 16 and 4 as numbers, until it reaches "Volvo".

In the second example, since the first operand is a string, all operands are treated as strings.

### JavaScript Has Dynamic Types

JavaScript has dynamic types. This means that the same variable can be used as different types:

#### Example

var x;               // Now x is undefined  
var x = 5;           // Now x is a Number  
var x = "John";      // Now x is a String

### JavaScript Strings

A string (or a text string) is a series of characters like "John Doe".

Strings are written with quotes. You can use single or double quotes:

#### Example

var carName = "Volvo XC60";   // Using double quotes  
var carName = 'Volvo XC60';   // Using single quotes

You can use quotes inside a string, as long as they don't match the quotes surrounding the string:

#### Example

var answer = "It's alright";             // Single quote inside double quotes  
var answer = "He is called 'Johnny'";    // Single quotes inside double quotes  
var answer = 'He is called "Johnny"';    // Double quotes inside single quotes

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_string)

You will learn more about strings later in this tutorial.

### JavaScript Numbers

JavaScript has only one type of numbers.

Numbers can be written with, or without decimals:

#### Example

var x1 = 34.00;     // Written with decimals  
var x2 = 34;        // Written without decimals

Extra large or extra small numbers can be written with scientific (exponential) notation:

#### Example

var y = 123e5;      // 12300000  
var z = 123e-5;     // 0.00123

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_numbers)

You will learn more about numbers later in this tutorial.

### JavaScript Booleans

Booleans can only have two values: true or false.

#### Example

var x = true;  
var y = false;

Booleans are often used in conditional testing.

You will learn more about conditional testing later in this tutorial.

### JavaScript Arrays

JavaScript arrays are written with square brackets.

Array items are separated by commas.

The following code declares (creates) an array called cars, containing three items (car names):

#### Example

var cars = ["Saab", "Volvo", "BMW"];

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_array)

Array indexes are zero-based, which means the first item is [0], second is [1], and so on.

You will learn more about arrays later in this tutorial.

### JavaScript Objects

JavaScript objects are written with curly braces.

Object properties are written as name:value pairs, separated by commas.

#### Example

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_object)

The object (person) in the example above has 4 properties: firstName, lastName, age, and eyeColor.

You will learn more about objects later in this tutorial.

### The typeof Operator

You can use the JavaScript **typeof** operator to find the type of a JavaScript variable:

#### Example

typeof "John"                // Returns string   
typeof 3.14                  // Returns number  
typeof false                 // Returns boolean  
typeof [1,2,3,4]             // Returns object  
typeof {name:'John', age:34} // Returns object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_typeof)

|  |  |
| --- | --- |
| **Note** | In JavaScript, an array is a special type of object. Therefore typeof [1,2,3,4] returns object. |

### Undefined

In JavaScript, a variable without a value, has the value **undefined**. The typeof is also **undefined**.

#### Example

var person;                  // Value is undefined, type is undefined

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_undefined)

Any variable can be emptied, by setting the value to **undefined**. The type will also be **undefined**.

#### Example

person = undefined;          // Value is undefined, type is undefined

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_undefined_2)

### Empty Values

An empty value has nothing to do with undefined.

An empty string variable has both a value and a type.

#### Example

var car = "";                // The value is "", the typeof is string

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_empty)

### Null

In JavaScript null is "nothing". It is supposed to be something that doesn't exist.

Unfortunately, in JavaScript, the data type of null is an object.

|  |  |
| --- | --- |
| **Note** | You can consider it a bug in JavaScript that typeof null is an object. It should be null. |

You can empty an object by setting it to null:

#### Example

var person = null;           // Value is null, but type is still an object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_null)

You can also empty an object by setting it to undefined:

#### Example

var person = undefined;     // Value is undefined, type is undefined

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_undefined_1)

### Difference Between Undefined and Null

typeof undefined             // undefined  
typeof null                  // object  
null === undefined           // false  
null == undefined            // true

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_typeof_undefined_3)

## JavaScript Functions

A JavaScript function is a block of code designed to perform a particular task.

A JavaScript function is executed when "something" invokes it (calls it).

#### Example

function myFunction(p1, p2) {  
    return p1 \* p2;              // The function returns the product of p1 and p2  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_return)

### JavaScript Function Syntax

A JavaScript function is defined with the **function** keyword, followed by a **name**, followed by parentheses **()**.

Function names can contain letters, digits, underscores, and dollar signs (same rules as variables).

The parentheses may include parameter names separated by commas: **(*parameter1,  parameter2, ...*)**

The code to be executed, by the function, is placed inside curly brackets: **{}**

function *name*(*parameter1, parameter2, parameter3*) {  
    *code to be executed*  
}

Function **parameters** are the **names** listed in the function definition.

Function **arguments** are the real **values** received by the function when it is invoked.

Inside the function, the arguments behaves as local variables.

|  |  |
| --- | --- |
| **Note** | A Function is much the same as a Procedure or a Subroutine, in other programming languages. |

### Function Invocation

The code inside the function will execute when "something" **invokes** (calls) the function:

* When an event occurs (when a user clicks a button)
* When it is invoked (called) from JavaScript code
* Automatically (self invoked)

You will learn a lot more about function invocation later in this tutorial.

### Function Return

When JavaScript reaches a **return statement**, the function will stop executing.

If the function was invoked from a statement, JavaScript will "return" to execute the code after the invoking statement.

Functions often compute a **return value**. The return value is "returned" back to the "caller":

#### Example

Calculate the product of two numbers, and return the result:

var x = myFunction(4, 3);        // Function is called, return value will end up in x  
  
function myFunction(a, b) {  
    return a \* b;                // Function returns the product of a and b  
}

The result in x will be:

12

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_return)

### Why Functions?

You can reuse code: Define the code once, and use it many times.

You can use the same code many times with different arguments, to produce different results.

#### Example

Convert Fahrenheit to Celsius:

function toCelsius(fahrenheit) {  
    return (5/9) \* (fahrenheit-32);  
}  
document.getElementById("demo").innerHTML = toCelsius(77);

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_farenheit_to_celsius)

### The () Operator Invokes the Function

Using the example above, toCelsius refers to the function object, and toCelsius() refers to the function result.

#### Example

Accessing a function without () will return the function definition:

function toCelsius(fahrenheit) {  
    return (5/9) \* (fahrenheit-32);  
}  
document.getElementById("demo").innerHTML = toCelsius;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_farenheit_to_celsius_2)

### Functions Used as Variables

In JavaScript, you can use functions the same way as you use variables.

#### Example

You can use:

var text = "The temperature is " + toCelsius(77) + " Celsius";

Instead of:

var x = toCelsius(32);  
var text = "The temperature is " + x + " Celsius";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_variable)

|  |  |
| --- | --- |
| **Note** | You will learn a lot more about functions later in this tutorial. |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_functions1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_functions2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_functions3)   [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_functions4)   [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_functions5)

## JavaScript Objects

### Real Life Objects, Properties, and Methods

In real life, a car is an **object**.

A car has **properties** like weight and color, and **methods** like start and stop:

|  |  |  |
| --- | --- | --- |
| **Object** | **Properties** | **Methods** |
| http://www.w3schools.com/js/objectExplained.gif | car.name = Fiat  car.model = 500  car.weight = 850kg  car.color = white | car.start()  car.drive()  car.brake()   car.stop() |

All cars have the same **properties**, but the property values differ from car to car.

All cars have the same **methods**, but the methods are performed at different times.

### JavaScript Objects

You have already learned that JavaScript variables are containers for data values.

This code assigns a **simple value** (Fiat) to a **variable** named car:

var car = "Fiat";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_variable)

Objects are variables too. But objects can contain many values.

This code assigns **many values** (Fiat, 500, white) to a **variable** named car:

var car = {type:"Fiat", model:500, color:"white"};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_object)

The values are written as **name:value** pairs (name and value separated by a colon).

|  |  |
| --- | --- |
| **Note** | JavaScript objects are containers for **named values**. |

### Object Properties

The name:values pairs (in JavaScript objects) are called **properties**.

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};

|  |  |
| --- | --- |
| **Property** | **Property Value** |
| firstName | John |
| lastName | Doe |
| age | 50 |
| eyeColor | blue |

### Object Methods

Methods are **actions** that can be performed on objects.

Methods are stored in properties as **function definitions**.

|  |  |
| --- | --- |
| **Property** | **Property Value** |
| firstName | John |
| lastName | Doe |
| age | 50 |
| eyeColor | blue |
| fullName | function() {return this.firstName + " " + this.lastName;} |

|  |  |
| --- | --- |
| **Note** | JavaScript objects are containers for named values (called properties) and methods. |

### Object Definition

You define (and create) a JavaScript object with an object literal:

#### Example

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_create_1)

Spaces and line breaks are not important. An object definition can span multiple lines:

#### Example

var person = {  
    firstName:"John",  
    lastName:"Doe",  
    age:50,  
    eyeColor:"blue"  
};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_create_2)

### Accessing Object Properties

You can access object properties in two ways:

*objectName.propertyName*

or

*objectName["propertyName"]*

#### Example1

person.lastName;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_properties_1)

#### Example2

person["lastName"];

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_properties_2)

### Accessing Object Methods

You access an object method with the following syntax:

*objectName.methodName()*

#### Example

name = person.fullName();

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_method)

If you access the fullName **property**, without (), it will return the **function definition**:

#### Example

name = person.fullName;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_function)

### Do Not Declare Strings, Numbers, and Booleans as Objects!

When a JavaScript variable is declared with the keyword "new", the variable is created as an object:

var x = new String();        // Declares x as a String object  
var y = new Number();        // Declares y as a Number object  
var z = new Boolean();       // Declares z as a Boolean object

Avoid String, Number, and Boolean objects. They complicate your code and slow down execution speed.

|  |  |
| --- | --- |
| **Note** | You will learn more about objects later in this tutorial. |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_objects1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_objects2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_objects3)

## JavaScript Scope

Scope is the set of variables you have access to.

### JavaScript Scope

In JavaScript, objects and functions are also variables.

**In JavaScript, scope is the set of variables, objects, and functions you have access to.**

JavaScript has function scope: The scope changes inside functions.

### Local JavaScript Variables

Variables declared within a JavaScript function, become **LOCAL** to the function.

Local variables have **local scope**: They can only be accessed within the function.

#### Example

// code here can not use carName  
  
function myFunction() {  
    var carName = "Volvo";  
  
    // code here can use carName  
  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_scope_local)

Since local variables are only recognized inside their functions, variables with the same name can be used in different functions.

Local variables are created when a function starts, and deleted when the function is completed.

### Global JavaScript Variables

A variable declared outside a function, becomes **GLOBAL**.

A global variable has **global scope**: All scripts and functions on a web page can access it.

#### Example

var carName = " Volvo";  
  
// code here can use carName  
  
function myFunction() {  
  
    // code here can use carName   
  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_scope_global)

### Automatically Global

If you assign a value to a variable that has not been declared, it will automatically become a **GLOBAL** variable.

This code example will declare carName as a global variable, even if it is executed inside a function.

#### Example

// code here can use carName  
  
function myFunction() {  
    carName = "Volvo";  
  
    // code here can use carName  
  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_local_global)

### The Lifetime of JavaScript Variables

The lifetime of a JavaScript variable starts when it is declared.

Local variables are deleted when the function is completed.

Global variables are deleted when you close the page.

### Function Arguments

Function arguments (parameters) work as local variables inside functions.

### Global Variables in HTML

With JavaScript, the global scope is the complete JavaScript environment.

In HTML, the global scope is the window object: All global variables belong to the window object.

#### Example

// code here can use window.carName  
  
function myFunction() {  
    carName = "Volvo";  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_scope_window)

#### Did You Know?

|  |  |
| --- | --- |
| **Note** | Your global variables (or functions) can overwrite window variables (or functions). Any function, including the window object, can overwrite your global variables and functions. |

## JavaScript Events

HTML events are **"things"** that happen to HTML elements.

When JavaScript is used in HTML pages, JavaScript can **"react"** on these events.

### HTML Events

An HTML event can be something the browser does, or something a user does.

Here are some examples of HTML events:

* An HTML web page has finished loading
* An HTML input field was changed
* An HTML button was clicked

Often, when events happen, you may want to do something.

JavaScript lets you execute code when events are detected.

HTML allows event handler attributes, **with JavaScript code**, to be added to HTML elements.

With single quotes:

<*some-HTML-element* *some-event*=**'*some JavaScript*'**>

With double quotes:

<*some-HTML-element* *some-event*=**"*some JavaScript*"**>

In the following example, an onclick attribute (with code), is added to a button element:

#### Example

<button onclick='getElementById("demo").innerHTML=Date()'>The time is?</button>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onclick1)

In the example above, the JavaScript code changes the content of the element with id="demo".

In the next example, the code changes the content of its own element (using **this**.innerHTML):

#### Example

<button onclick="this.innerHTML=Date()">The time is?</button>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onclick)

|  |  |
| --- | --- |
| **Note** | JavaScript code is often several lines long. It is more common to see event attributes calling functions: |

#### Example

<button onclick="displayDate()">The time is?</button>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events1)

### Common HTML Events

Here is a list of some common HTML events:

|  |  |
| --- | --- |
| **Event** | **Description** |
| onchange | An HTML element has been changed |
| onclick | The user clicks an HTML element |
| onmouseover | The user moves the mouse over an HTML element |
| onmouseout | The user moves the mouse away from an HTML element |
| onkeydown | The user pushes a keyboard key |
| onload | The browser has finished loading the page |

The list is much longer: [W3Schools JavaScript Reference HTML DOM Events](http://www.w3schools.com/jsref/dom_obj_event.asp).

### What can JavaScript Do?

Event handlers can be used to handle, and verify, user input, user actions, and browser actions:

* Things that should be done every time a page loads
* Things that should be done when the page is closed
* Action that should be performed when a user clicks a button
* Content that should be verified when a user inputs data
* And more ...

Many different methods can be used to let JavaScript work with events:

* HTML event attributes can execute JavaScript code directly
* HTML event attributes can call JavaScript functions
* You can assign your own event handler functions to HTML elements
* You can prevent events from being sent or being handled
* And more ...

|  |  |
| --- | --- |
| **Note** | You will learn a lot more about events and event handlers in the HTML DOM chapters. |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_events1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_events2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_events3)

## JavaScript Strings

JavaScript strings are used for storing and manipulating text.

### JavaScript Strings

A JavaScript string simply stores a series of characters like "John Doe".

A string can be any text inside quotes. You can use single or double quotes:

#### Example

var carname = "Volvo XC60";  
var carname = 'Volvo XC60';

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strings)

You can use quotes inside a string, as long as they don't match the quotes surrounding the string:

#### Example

var answer = "It's alright";  
var answer = "He is called 'Johnny'";  
var answer = 'He is called "Johnny"';

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strings_quotes)

### String Length

The length of a string is found in the built in property **length**:

#### Example

var txt = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";  
var sln = txt.length;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_length)

### Special Characters

Because strings must be written within quotes, JavaScript will misunderstand this string:

var y = "We are the so-called "Vikings" from the north."

The string will be chopped to "We are the so-called ".

The solution to avoid this problem, is to use the **\ escape character**.

The backslash escape character turns special characters into string characters:

#### Example

var x = 'It\'s alright';  
var y = "We are the so-called \"Vikings\" from the north."

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strings_escape)

The escape character (\) can also be used to insert other special characters in a string.

This is the list of special characters that can be added to a text string with the backslash sign:

|  |  |
| --- | --- |
| **Code** | **Outputs** |
| \' | single quote |
| \" | double quote |
| \\ | backslash |
| \n | new line |
| \r | carriage return |
| \t | tab |
| \b | backspace |
| \f | form feed |

### Breaking Long Code Lines

For best readability, programmers often like to avoid code lines longer than 80 characters.

If a JavaScript statement does not fit on one line, the best place to break it is after an operator:

#### Example

document.getElementById("demo").innerHTML =  
"Hello Dolly.";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_linebreak)

You can also break up a code line **within a text string** with a single backslash:

#### Example

document.getElementById("demo").innerHTML = "Hello \  
Dolly!";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_break)

|  |  |
| --- | --- |
| **Note** | The \ method is not a ECMAScript (JavaScript) standard. Some browsers do not allow spaces behind the \ character. |

The safest (but a little slower) way to break a long string is to use string addition:

#### Example

document.getElementById("demo").innerHTML = "Hello" +   
"Dolly!";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_break_ok)

You cannot break up a code line with a backslash:

#### Example

document.getElementById("demo").innerHTML = \   
"Hello Dolly!";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strings_codebreak)

### Strings Can be Objects

Normally, JavaScript strings are primitive values, created from literals: **var firstName = "John"**

But strings can also be defined as objects with the keyword new: **var firstName = new String("John")**

#### Example

var x = "John";  
var y = new String("John");  
  
// typeof x will return string  
// typeof y will return object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_object)

|  |  |
| --- | --- |
| **Note** | Don't create strings as objects. It slows down execution speed, and produces nasty side effects: |

When using the == equality operator, equal strings looks equal:

#### Example

var x = "John";               
var y = new String("John");  
  
// (x == y) is true because x and y have equal values

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_object1)

When using the === equality operator, equal strings are not equal, because the === operator expects equality in both type and value.

#### Example

var x = "John";               
var y = new String("John");  
  
// (x === y) is false because x and y have different types (string and object)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_object2)

Or even worse. Objects cannot be compared:

#### Example

var x = new String("John");               
var y = new String("John");  
  
// (x == y) is false because x and y are different objects  
// (x == x) is true because both are the same object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_object3)

|  |  |
| --- | --- |
| **Note** | JavaScript objects cannot be compared. |

### String Properties and Methods

Primitive values, like "John Doe", cannot have properties or methods (because they are not objects).

But with JavaScript, methods and properties are also available to primitive values, because JavaScript treats primitive values as objects when executing methods and properties.

**String methods are covered in next chapter.**

### String Properties

|  |  |
| --- | --- |
| **Property** | **Description** |
| constructor | Returns the function that created the String object's prototype |
| length | Returns the length of a string |
| prototype | Allows you to add properties and methods to an object |

### String Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| charAt() | Returns the character at the specified index (position) |
| charCodeAt() | Returns the Unicode of the character at the specified index |
| concat() | Joins two or more strings, and returns a copy of the joined strings |
| fromCharCode() | Converts Unicode values to characters |
| indexOf() | Returns the position of the first found occurrence of a specified value in a string |
| lastIndexOf() | Returns the position of the last found occurrence of a specified value in a string |
| localeCompare() | Compares two strings in the current locale |
| match() | Searches a string for a match against a regular expression, and returns the matches |
| replace() | Searches a string for a value and returns a new string with the value replaced |
| search() | Searches a string for a value and returns the position of the match |
| slice() | Extracts a part of a string and returns a new string |
| split() | Splits a string into an array of substrings |
| substr() | Extracts a part of a string from a start position through a number of characters |
| substring() | Extracts a part of a string between two specified positions |
| toLocaleLowerCase() | Converts a string to lowercase letters, according to the host's locale |
| toLocaleUpperCase() | Converts a string to uppercase letters, according to the host's locale |
| toLowerCase() | Converts a string to lowercase letters |
| toString() | Returns the value of a String object |
| toUpperCase() | Converts a string to uppercase letters |
| trim() | Removes whitespace from both ends of a string |
| valueOf() | Returns the primitive value of a String object |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_strings1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_strings2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_strings3)   [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_strings4)

## JavaScript String Methods

String methods help you to work with strings.

### Finding a String in a String

The **indexOf()** method returns the index of (the position of) the **first** occurrence of a specified text in a string:

#### Example

var str = "Please locate where 'locate' occurs!";  
var pos = str.indexOf("locate");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_indexof)

The **lastIndexOf()** method returns the index of the **last** occurrence of a specified text in a string:

#### Example

var str = "Please locate where 'locate' occurs!";  
var pos = str.lastIndexOf("locate");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_lastindexof)

Both the indexOf(), and the lastIndexOf() methods return -1 if the text is not found.

|  |  |
| --- | --- |
| **Note** | JavaScript counts positions from zero. 0 is the first position in a string, 1 is the second, 2 is the third ... |

Both methods accept a second parameter as the starting position for the search.

### Searching for a String in a String

The **search()** method searches a string for a specified value and returns the position of the match:

#### Example

var str = "Please locate where 'locate' occurs!";  
var pos = str.search("locate");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_search_locate)

|  |  |
| --- | --- |
| **Note** | **Did You Notice?** |

The two methods, indexOf() and search(), are equal.

They accept the same arguments (parameters), and they return the same value.

The two methods are equal, but the search() method can take much more powerful search values.

You will learn more about powerful search values in the chapter about regular expressions.

### Extracting String Parts

There are 3 methods for extracting a part of a string:

* slice(start, end)
* substring(start, end)
* substr(start, length)

### The slice() Method

**slice()** extracts a part of a string and returns the extracted part in a new string.

The method takes 2 parameters: the starting index (position), and the ending index (position).

This example slices out a portion of a string from position 7 to position 13:

#### Example

var str = "Apple, Banana, Kiwi";  
var res = str.slice(7,13);

The result of res will be:

Banana

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_slice)

If a parameter is negative, the position is counted from the end of the string.

This example slices out a portion of a string from position -12 to position -6:

#### Example

var str = "Apple, Banana, Kiwi";  
var res = str.slice(-12,-6);

The result of res will be:

Banana

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_slice_negative)

If you omit the second parameter, the method will slice out the rest of the string:

#### Example

var res = str.slice(7);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_slice_rest)

or, counting from the end:

#### Example

var res = str.slice(-12);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_slice_rest_negative)

|  |  |
| --- | --- |
| **Note** | Negative positions does not work in Internet Explorer 8 and earlier. |

### The substring() Method

**substring()** is similar to slice().

The difference is that substring() cannot accept negative indexes.

#### Example

var str = "Apple, Banana, Kiwi";  
var res = str.substring(7,13);

The result of *res* will be:

Banana

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_substring)

If you omit the second parameter, substring() will slice out the rest of the string.

### The substr() Method

**substr()** is similar to slice().

The difference is that the second parameter specifies the **length** of the extracted part.

#### Example

var str = "Apple, Banana, Kiwi";  
var res = str.substr(7,6);

The result of res will be:

Banana

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_substr)

If the first parameter is negative, the position counts from the end of the string.

The second parameter can not be negative, because it defines the length.

If you omit the second parameter, substr() will slice out the rest of the string.

### Replacing String Content

The **replace()** method replaces a specified value with another value in a string:

#### Example

str = "Please visit Microsoft!";  
var n = str.replace("Microsoft","W3Schools");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_replace)

The replace() method can also take a regular expression as the search value.

### Converting to Upper and Lower Case

A string is converted to upper case with **toUpperCase()**:

#### Example

var text1 = "Hello World!";       // String  
var text2 = text1.toUpperCase();  // text2 is text1 converted to upper

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_toupper)

A string is converted to lower case with **toLowerCase()**:

#### Example

var text1 = "Hello World!";       // String  
var text2 = text1.toLowerCase();  // text2 is text1 converted to lower

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_tolower)

### The concat() Method

**concat()** joins two or more strings:

#### Example

var text1 = "Hello";  
var text2 = "World";  
text3 = text1.concat(" ",text2);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_concat)

The **concat()** method can be used instead of the plus operator. These two lines do the same:

#### Example

var text = "Hello" + " " + "World!";  
var text = "Hello".concat(" ","World!");

|  |  |
| --- | --- |
| **Note** | All string methods return a new string. They don't modify the original string. Formally said: Strings are immutable: Strings cannot be changed, only replaced. |

### Extracting String Characters

There are 2 **safe** methods for extracting string characters:

* charAt(position)
* charCodeAt(position)

### The charAt() Method

The **charAt()** method returns the character at a specified index (position) in a string:

#### Example

var str = "HELLO WORLD";  
str.charAt(0);            // returns H

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_charat)

### The charCodeAt() Method

The **charCodeAt()** method returns the unicode of the character at a specified index in a string:

#### Example

var str = "HELLO WORLD";  
  
str.charCodeAt(0);         // returns 72

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_charcodeat)

### Accessing a String as an Array is Unsafe

You might have seen code like this, accessing a string as an array:

var str = "HELLO WORLD";  
  
str[0];                   // returns H

This is **unsafe** and **unpredictable:**

* It does not work in all browsers (not in IE5, IE6, IE7)
* It makes strings look like arrays (but they are not)
* str[0] = "H" does not give an error (but does not work)

If you want to read a string as an array, convert it to an array first.

### Converting a String to an Array

A string can be converted to an array with the **split()** method:

#### Example

var txt = "a,b,c,d,e";   // String  
txt.split(",");          // Split on commas  
txt.split(" ");          // Split on spaces  
txt.split("|");          // Split on pipe

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_split)

If the separator is omitted, the returned array will contain the whole string in index [0].

If the separator is "", the returned array will be an array of single characters:

#### Example

var txt = "Hello";       // String  
txt.split("");           // Split in characters

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_split_char)

### Complete String Reference

For a complete reference, go to our [Complete JavaScript String Reference](http://www.w3schools.com/jsref/jsref_obj_string.asp).

The reference contains descriptions and examples of all string properties and methods.

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_stringsmet1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_stringsmet2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_stringsmet3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_stringsmet4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_stringsmet5)  [Exercise 6 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_stringsmet6)

## JavaScript Numbers

JavaScript has only one type of number.

Numbers can be written with, or without, decimals.

### JavaScript Numbers

JavaScript numbers can be written with, or without decimals:

#### Example

var x = 34.00;    // A number with decimals  
var y = 34;       // A number without decimals

Extra large or extra small numbers can be written with scientific (exponent) notation:

#### Example

var x = 123e5;    // 12300000  
var y = 123e-5;   // 0.00123

### JavaScript Numbers are Always 64-bit Floating Point

Unlike many other programming languages, JavaScript does not define different types of numbers, like integers, short, long, floating-point etc.

JavaScript numbers are always stored as double precision floating point numbers, following the international IEEE 754 standard.   
  
This format stores numbers in 64 bits, where the number (the fraction) is stored in bits 0 to 51, the exponent in bits 52 to 62, and the sign in bit 63:

|  |  |  |
| --- | --- | --- |
| **Value (aka Fraction/Mantissa)** | **Exponent** | **Sign** |
| 52 bits (0 - 51) | 11 bits (52 - 62) | 1 bit (63) |

### Precision

Integers (numbers without a period or exponent notation) are considered accurate up to 15 digits.

#### Example

var x = 999999999999999;   // x will be 999999999999999  
var y = 9999999999999999;  // y will be 10000000000000000

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_inaccurate1)

The maximum number of decimals is 17, but floating point arithmetic is not always 100% accurate:

#### Example

var x = 0.2 + 0.1;         // x will be 0.30000000000000004

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_inaccurate2)

To solve the problem above, it helps to multiply and divide:

#### Example

var x = (0.2 \* 10 + 0.1 \* 10) / 10;       // x will be 0.3

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_inaccurate3)

### Hexadecimal

JavaScript interprets numeric constants as hexadecimal if they are preceded by 0x.

#### Example

var x = 0xFF;             // x will be 255

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_hex)

|  |  |
| --- | --- |
| **Note** | Never write a number with a leading zero (like 07). Some JavaScript versions interpret numbers as octal if they are written with a leading zero. |

By default, Javascript displays numbers as base 10 decimals.

But you can use the toString() method to output numbers as base 16 (hex), base 8 (octal), or base 2 (binary).

#### Example

var myNumber = 128;  
myNumber.toString(16);     // returns 80  
myNumber.toString(8);      // returns 200  
myNumber.toString(2);      // returns 10000000

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_tostring)

### Infinity

Infinity (or -Infinity) is the value JavaScript will return if you calculate a number outside the largest possible number.

#### Example

var myNumber = 2;  
while (myNumber != Infinity) {          // Execute until Infinity  
    myNumber = myNumber \* myNumber;  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_infinity)

Division by 0 (zero) also generates Infinity:

#### Example

var x =  2 / 0;          // x will be Infinity  
var y = -2 / 0;          // y will be -Infinity

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_infinity_zero)

Infinity is a number: typeOf Infinity returns number.

#### Example

typeof Infinity;        // returns "number"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_infinity_number)

### NaN - Not a Number

NaN is a JavaScript reserved word indicating that a value is not a number.

Trying to do arithmetic with a non-numeric string will result in NaN (Not a Number):

#### Example

var x = 100 / "Apple";  // x will be NaN (Not a Number)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nan_string)

However, if the string contains a numeric value , the result will be a number:

#### Example

var x = 100 / "10";     // x will be 10

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nan_number)

You can use the global JavaScript function isNaN() to find out if a value is a number.

#### Example

var x = 100 / "Apple";  
isNaN(x);               // returns true because x is Not a Number

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_isnan_true)

Watch out for NaN. If you use NaN in a mathematical operation, the result will also be NaN:

#### Example

var x = NaN;  
var y = 5;  
var z = x + y;         // z will be NaN

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nan_math)

 Or the result might be a concatenation:

#### Example

var x = NaN;  
var y = "5";  
var z = x + y;         // z will be NaN5

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nan_concat)

NaN is a number, and typeof NaN returns number:

#### Example

typeof NaN;             // returns "number"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_typeof_nan)

### Numbers Can be Objects

Normally JavaScript numbers are primitive values created from literals: **var x = 123**

But numbers can also be defined as objects with the keyword new: **var y = new Number(123)**

#### Example

var x = 123;  
var y = new Number(123);  
  
// typeof x returns number  
// typeof y returns object

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_number_type)

|  |  |
| --- | --- |
| **Note** | Don't create Number objects. They slow down execution speed, and produce nasty side effects: |

When using the == equality operator, equal numbers looks equal:

#### Example

var x = 500;               
var y = new Number(500);  
  
// (x == y) is true because x and y have equal values

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_object1)

When using the === equality operator, equal numbers are not equal, because the === operator expects equality in both type and value.

#### Example

var x = 500;               
var y = new Number(500);  
  
// (x === y) is false because x and y have different types

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_object2)

Or even worse. Objects cannot be compared:

#### Example

var x = new Number(500);               
var y = new Number(500);  
  
// (x == y) is false because objects cannot be compared

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_object3)

|  |  |
| --- | --- |
| **Note** | JavaScript objects cannot be compared. |

### Number Properties and Methods

Primitive values (like 3.14 or 2014), cannot have properties and methods (because they are not objects).

But with JavaScript, methods and properties are also available to primitive values, because JavaScript treats primitive values as objects when executing methods and properties.

### Number Properties

|  |  |
| --- | --- |
| **Property** | **Description** |
| MAX\_VALUE | Returns the largest number possible in JavaScript |
| MIN\_VALUE | Returns the smallest number possible in JavaScript |
| NEGATIVE\_INFINITY | Represents negative infinity (returned on overflow) |
| NaN | Represents a "Not-a-Number" value |
| POSITIVE\_INFINITY | Represents infinity (returned on overflow) |

#### Example

var x = Number.MAX\_VALUE;

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_max)

Number properties belongs to the JavaScript's number object wrapper called **Number**.

These properties can only be accessed as **Number**.MAX\_VALUE.

Using *myNumber*.MAX\_VALUE, where *myNumber* is a variable, expression, or value, will return undefined:

#### Example

var x = 6;  
var y = x.MAX\_VALUE;    // y becomes undefined

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_max_undefined)

|  |  |
| --- | --- |
| **Note** | Number methods are covered in the next chapter |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_numbers1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_numbers2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_numbers3)   [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_numbers4)

## JavaScript Number Methods

Number methods help you to work with numbers.

### Global Methods

JavaScript global functions can be used on all JavaScript data types.

These are the most relevant methods, when working with numbers:

|  |  |
| --- | --- |
| **Method** | **Description** |
| Number() | Returns a number, converted from its argument. |
| parseFloat() | Parses its argument and returns a floating point number |
| parseInt() | Parses its argument and returns an integer |

### Number Methods

JavaScript number methods are methods that can be used on numbers:

|  |  |
| --- | --- |
| **Method** | **Description** |
| toString() | Returns a number as a string |
| toExponential() | Returns a string, with a number rounded and written using exponential notation. |
| toFixed() | Returns a string, with a number rounded and written with a specified number of decimals. |
| toPrecision() | Returns a string, with a number written with a specified length |
| valueOf() | Returns a number as a number |

|  |  |
| --- | --- |
| **Note** | All number methods return a new value. They do not change the original variable. |

### The toString() Method

**toString()** returns a number as a string.

All number methods can be used on any type of numbers (literals, variables, or expressions):

#### Example

var x = 123;  
x.toString();            // returns 123 from variable x  
(123).toString();        // returns 123 from literal 123  
(100 + 23).toString();   // returns 123 from expression 100 + 23

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_tostring)

### The toExponential() Method

**toExponential()** returns a string, with a number rounded and written using exponential notation.

A parameter defines the number of characters behind the decimal point:

#### Example

var x = 9.656;  
x.toExponential(2);     // returns 9.66e+0  
x.toExponential(4);     // returns 9.6560e+0  
x.toExponential(6);     // returns 9.656000e+0

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_toexponential)

The parameter is optional. If you don't specify it, JavaScript will not round the number.

### The toFixed() Method

**toFixed()** returns a string, with the number written with a specified number of decimals:

#### Example

var x = 9.656;  
x.toFixed(0);           // returns 10  
x.toFixed(2);           // returns 9.66  
x.toFixed(4);           // returns 9.6560  
x.toFixed(6);           // returns 9.656000

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_tofixed)

|  |  |
| --- | --- |
| **Note** | toFixed(2) is perfect for working with money. |

### The toPrecision() Method

**toPrecision()** returns a string, with a number written with a specified length:

#### Example

var x = 9.656;  
x.toPrecision();        // returns 9.656  
x.toPrecision(2);       // returns 9.7  
x.toPrecision(4);       // returns 9.656  
x.toPrecision(6);       // returns 9.65600

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_toprecision)

### Converting Variables to Numbers

There are 3 JavaScript functions that can be used to convert variables to numbers:

* The Number() method
* The parseInt() method
* The parseFloat() method

These methods are not **number** methods, but **global** JavaScript methods.

### The Number() Method

**Number()**, can be used to convert JavaScript variables to numbers:

#### Example

x = true;  
Number(x);        // returns 1  
x = false;       
Number(x);        // returns 0  
x = new Date();  
Number(x);        // returns 1404568027739  
x = "10"  
Number(x);        // returns 10  
x = "10 20"  
Number(x);        // returns NaN

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_global_number)

|  |  |
| --- | --- |
| **Note** | Used on Date(), the Number() method returns the number of milliseconds since 1.1.1970. |

### The parseInt() Method

**parseInt()** parses a string and returns a whole number. Spaces are allowed. Only the first number is returned:

#### Example

parseInt("10");         // returns 10  
parseInt("10.33");      // returns 10  
parseInt("10 20 30");   // returns 10  
parseInt("10 years");   // returns 10  
parseInt("years 10");   // returns NaN

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_global_parseint)

If the number cannot be converted, NaN (Not a Number) is returned.

### The parseFloat() Method

**parseFloat()** parses a string and returns a number. Spaces are allowed. Only the first number is returned:

#### Example

parseFloat("10");        // returns 10  
parseFloat("10.33");     // returns 10.33  
parseFloat("10 20 30");  // returns 10  
parseFloat("10 years");  // returns 10  
parseFloat("years 10");  // returns NaN

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_global_parsefloat)

If the number cannot be converted, NaN (Not a Number) is returned.

### The valueOf() Method

**valueOf()** returns a number as a number.

#### Example

var x = 123;  
x.valueOf();            // returns 123 from variable x  
(123).valueOf();        // returns 123 from literal 123  
(100 + 23).valueOf();   // returns 123 from expression 100 + 23

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_valueof)

In JavaScript, a number can be a primitive value (typeof = number) or an object (typeof = object).

The valueOf() method is used internally in JavaScript to convert Number objects to primitive values.

There is no reason to use it in your code.

|  |  |
| --- | --- |
| **Note** | In JavaScript, all data types have a valueOf() and a toString() method. |

### Complete JavaScript Number Reference

For a complete reference, go to our [Complete JavaScript Number Reference](http://www.w3schools.com/jsref/jsref_obj_number.asp).

The reference contains descriptions and examples of all Number properties and methods.

## JavaScript Math Object

The Math object allows you to perform mathematical tasks on numbers.

### The Math Object

The Math object allows you to perform mathematical tasks.

The Math object includes several mathematical methods.

One common use of the Math object is to create a random number:

#### Example

Math.random();       // returns a random number

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_random)

|  |  |
| --- | --- |
| **Note** | Math has no constructor. No methods have to create a Math object first. |

### Math.min() and Math.max()

Math.min() and Math.max() can be used to find the lowest or highest value in a list of arguments:

#### Example

Math.min(0, 150, 30, 20, -8, -200);      // returns -200

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_min)

#### Example

Math.max(0, 150, 30, 20, -8, -200);      // returns 150

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_max)

### Math.random()

Math.random() returns a random number between 0 (inclusive),  and 1 (exclusive):

#### Example

Math.random();              // returns a random number

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_random)

|  |  |
| --- | --- |
| **Note** | Math.random() always returns a number lower than 1. |

### Math.round()

Math.round() rounds a number to the nearest integer:

#### Example

Math.round(4.7);            // returns 5  
Math.round(4.4);            // returns 4

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_round)

## Math.ceil()

Math.ceil() rounds a number **up** to the nearest integer:

#### Example

Math.ceil(4.4);             // returns 5

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_ceil)

### Math.floor()

Math.floor() rounds a number **down** to the nearest integer:

#### Example

Math.floor(4.7);            // returns 4

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_floor)

Math.floor() and Math.random() can be used together to return a random number between 0 and 10:

#### Example

Math.floor(Math.random() \* 11);   // returns a random number between 0 and 10

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_floor_random)

### Math Constants

JavaScript provides 8 mathematical constants that can be accessed with the Math object:

#### Example

Math.E          // returns Euler's number  
Math.PI         // returns PI  
Math.SQRT2      // returns the square root of 2  
Math.SQRT1\_2    // returns the square root of 1/2  
Math.LN2        // returns the natural logarithm of 2  
Math.LN10       // returns the natural logarithm of 10  
Math.LOG2E      // returns base 2 logarithm of E  
Math.LOG10E     // returns base 10 logarithm of E

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_constants)

### Math Object Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| abs(x) | Returns the absolute value of x |
| acos(x) | Returns the arccosine of x, in radians |
| asin(x) | Returns the arcsine of x, in radians |
| atan(x) | Returns the arctangent of x as a numeric value between -PI/2 and PI/2 radians |
| atan2(y,x) | Returns the arctangent of the quotient of its arguments |
| ceil(x) | Returns x, rounded upwards to the nearest integer |
| cos(x) | Returns the cosine of x (x is in radians) |
| exp(x) | Returns the value of Ex |
| floor(x) | Returns x, rounded downwards to the nearest integer |
| log(x) | Returns the natural logarithm (base E) of x |
| max(x,y,z,...,n) | Returns the number with the highest value |
| min(x,y,z,...,n) | Returns the number with the lowest value |
| pow(x,y) | Returns the value of x to the power of y |
| random() | Returns a random number between 0 and 1 |
| round(x) | Rounds x to the nearest integer |
| sin(x) | Returns the sine of x (x is in radians) |
| sqrt(x) | Returns the square root of x |
| tan(x) | Returns the tangent of an angle |

### Complete Math Reference

For a complete reference, go to our [complete Math object reference](http://www.w3schools.com/jsref/jsref_obj_math.asp).

The reference contains descriptions and examples of all Math properties and methods.

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_math1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_math2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_math3)   [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_math4)

## JavaScript Dates

The Date object lets you work with dates (years, months, days, hours, minutes, seconds, and milliseconds)

### JavaScript Date Formats

A JavaScript date can be written as a string:

**Wed Oct 21 2015 15:26:43 GMT+0200**

or as a number:

**1445434003777**

Dates written as numbers, specifies the number of milliseconds since January 1, 1970, 00:00:00.

### Displaying Dates

In this tutorial we use a script to display dates inside a <p> element with id="demo":

#### Example

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = Date();  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_current)

The script above says: assign the value of Date() to the content (innerHTML) of the element with id="demo".

|  |  |
| --- | --- |
| **Note** | You will learn how to display a date, in a more readable format, at the bottom of this page. |

### Creating Date Objects

The Date object lets us work with dates.

A date consists of a year, a month, a day, an hour, a minute, a second, and milliseconds.

Date objects are created with the **new Date()** constructor.

There are **4 ways** of initiating a date:

new Date()  
new Date(milliseconds)  
new Date(dateString)  
new Date(year, month, day, hours, minutes, seconds, milliseconds)

Using new Date(), creates a new date object with the **current date and time**:

#### Example

<script>  
var d = new Date();  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_new)

Using new Date(**date string**), creates a new date object from the **specified date and time**:

#### Example

<script>  
var d = new Date("October 13, 2014 11:13:00");  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_new_string)

|  |  |
| --- | --- |
| **Note** | Valid date strings (date formats) are described in the next chapter. |

Using new Date(**number**), creates a new date object as **zero time plus the number**.

Zero time is 01 January 1970 00:00:00 UTC. The number is specified in milliseconds:

#### Example

<script>  
var d = new Date(86400000);  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_new_millisec)

|  |  |
| --- | --- |
| **Note** | JavaScript dates are calculated in milliseconds from 01 January, 1970 00:00:00 Universal Time (UTC). One day contains 86,400,000 millisecond. |

Using new Date(**7 numbers**), creates a new date object with the **specified date and time**:

The 7 numbers specify the year, month, day, hour, minute, second, and millisecond, in that order:

#### Example

<script>  
var d = new Date(99,5,24,11,33,30,0);  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_new_all)

Variants of the example above let us omit any of the last 4 parameters:

#### Example

<script>  
var d = new Date(99,5,24);  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_new_numbers)

|  |  |
| --- | --- |
| **Note** | JavaScript counts months from 0 to 11. January is 0. December is 11. |

### Date Methods

When a Date object is created, a number of **methods** allow you to operate on it.

Date methods allow you to get and set the year, month, day, hour, minute, second, and millisecond of objects, using either local time or UTC (universal, or GMT) time.

|  |  |
| --- | --- |
| **Note** | Date methods are covered in a later chapter. |

### Displaying Dates

When you display a date object in HTML, it is automatically converted to a string, with the **toString()** method.

#### Example

<p id="demo"></p>  
  
<script>  
d = new Date();  
document.getElementById("demo").innerHTML = d;  
</script>

Is the same as:

<p id="demo"></p>  
  
<script>  
d = new Date();  
document.getElementById("demo").innerHTML = d.toString();  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_tostring)

The **toUTCString()** method converts a date to a UTC string (a date display standard).

#### Example

<script>  
var d = new Date();  
document.getElementById("demo").innerHTML = d.toUTCString();  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_toutcstring)

The **toDateString()** method converts a date to a more readable format:

#### Example

<script>  
var d = new Date();  
document.getElementById("demo").innerHTML = d.toDateString();  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_todatestring)

|  |  |
| --- | --- |
| **Note** | Date objects are static, not dynamic. The computer time is ticking, but date objects, once created, are not. |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dates1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dates2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dates3)

## JavaScript Date Formats

### Valid JavaScript Date Strings

There are generally three types of valid JavaScript date formats:

* ISO Dates
* Long Dates
* Short Dates

### JavaScript ISO Dates

The ISO 8601 syntax (YYYY-MM-DD) is the newest (and preferred) JavaScript date format:

#### Example

var d = new Date("2015-03-25");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_iso1)

Or as: "2015-12" (YYYY-MM):

#### Example

var d = new Date("2015-03");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_iso2)

Or as "2015" (YYYY):

#### Example

var d = new Date("2015");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_iso3)

Or as "2015-12-24T12:00:00":

#### Example

var d = new Date("2015-03-25T12:00:00");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_iso4)

The T in the date string, between the date and time, indicates UTC time.

|  |  |
| --- | --- |
| **Note** | UTC (Universal Time Coordinated)  is the same as GMT (Greenwich Mean Time). |

### JavaScript Long Dates.

Long dates are most often written with a "MMM DD YYYY" syntax like this:

#### Example

var d = new Date("Mar 25 2015");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_1)

But, year, month, and day can be in any order:

#### Example

var d = new Date("25 Mar 2015");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_2)

#### Example

var d = new Date("2015 Mar 25");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_3)

And, month can be written in full (January), or abbreviated (Jan):

#### Example

var d = new Date("January 25 2015");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_4)

#### Example

var d = new Date("Jan 25 2015");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_5)

Commas are ignored. Names are case insensitive:

#### Example

var d = new Date("2015, JANUARY, 25");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_6)

### JavaScript Short Dates.

Short dates are most often written with an "MM/DD/YYYY" syntax like this:

#### Example

var d = new Date("03/25/2015");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_7)

Either "/" or "-" can be used as a separator:

#### Example

var d = new Date("03-25-2015");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_8)

JavaScript will also accept "YYYY/MM/DD":

#### Example

var d = new Date("2015/03/25");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_9)

|  |  |
| --- | --- |
| **Note** | Month is written before day in all short date and ISO date formats. |

### Full Format

JavaScript will accept date strings in "full JavaScript format":

#### Example

var d = new Date("Wed Mar 25 2015 09:56:24 GMT+0100 (W. Europe Standard Time)");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_10)

JavaScript will ignore errors both in the day name and in the time parentheses:

#### Example

var d = new Date("Fri Mar 25 2015 09:56:24 GMT+0100 (Tokyo Time)");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_string_11)

## JavaScript Date Methods

Date methods let you get and set date values (years, months, days, hours, minutes, seconds, milliseconds)

### Date Get Methods

Get methods are used for getting a part of a date. Here are the most common (alphabetically):

|  |  |
| --- | --- |
| **Method** | **Description** |
| getDate() | Get the day as a number (1-31) |
| getDay() | Get the weekday as a number (0-6) |
| getFullYear() | Get the four digit year (yyyy) |
| getHours() | Get the hour (0-23) |
| getMilliseconds() | Get the milliseconds (0-999) |
| getMinutes() | Get the minutes (0-59) |
| getMonth() | Get the month (0-11) |
| getSeconds() | Get the seconds (0-59) |
| getTime() | Get the time (milliseconds since January 1, 1970) |

### The getTime() Method

**getTime()** returns the number of milliseconds since January 1, 1970:

#### Example

<script>  
var d = new Date();  
document.getElementById("demo").innerHTML = d.getTime();  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_gettime)

### The getFullYear() Method

**getFullYear()** returns the year of a date as a four digit number:

#### Example

<script>  
var d = new Date();  
document.getElementById("demo").innerHTML = d.getFullYear();  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_getfullyear)

### The getDay() Method

**getDay()** returns the weekday as a number (0-6):

#### Example

<script>  
var d = new Date();  
document.getElementById("demo").innerHTML = d.getDay();  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_getday)

|  |  |
| --- | --- |
| **Note** | In JavaScript, the first of the week (0) means "Sunday", even if some countries in the world consider the first day of the week to be "Monday". |

You can use an array of names, and getDay() to return the weekday as a name:

#### Example

<script>  
var d = new Date();  
var days = ["Sunday","Monday","Tuesday","Wednesday","Thursday","Friday","Saturday"];  
document.getElementById("demo").innerHTML = days[d.getDay()];  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_weekday)

### Date Set Methods

Set methods are used for setting a part of a date. Here are the most common (alphabetically):

|  |  |
| --- | --- |
| **Method** | **Description** |
| setDate() | Set the day as a number (1-31) |
| setFullYear() | Set the year (optionally month and day) |
| setHours() | Set the hour (0-23) |
| setMilliseconds() | Set the milliseconds (0-999) |
| setMinutes() | Set the minutes (0-59) |
| setMonth() | Set the month (0-11) |
| setSeconds() | Set the seconds (0-59) |
| setTime() | Set the time (milliseconds since January 1, 1970) |

### The setFullYear() Method

**setFullYear()** sets a date object to a specific date. In this example, to January 14, 2020:

#### Example

<script>  
var d = new Date();  
d.setFullYear(2020, 0, 14);  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_setfullyear)

### The setDate() Method

**setDate()** sets the day of the month (1-31):

#### Example

<script>  
var d = new Date();  
d.setDate(20);  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_setdate)

The setDate() method can also be used to **add days** to a date:

#### Example

<script>  
var d = new Date();  
d.setDate(d.getDate() + 50);  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_ahead)

|  |  |
| --- | --- |
| **Note** | If adding days, shifts the month or year, the changes are handled automatically by the Date object. |

### Date Input - Parsing Dates

If you have a valid date string, you can use the **Date.parse()** method to convert it to milliseconds.

**Date.parse()** returns the number of milliseconds between the date and January 1, 1970:

#### Example

<script>  
var msec = Date.parse("March 21, 2012");  
document.getElementById("demo").innerHTML = msec;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_parse)

You can then use the number of milliseconds to **convert it to a date** object:

#### Example

<script>  
var msec = Date.parse("March 21, 2012");  
var d = new Date(msec);  
document.getElementById("demo").innerHTML = d;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_convert)

### Compare Dates

Dates can easily be compared.

The following example compares today's date with January 14, 2100:

#### Example

var today, someday, text;  
today = new Date();  
someday = new Date();  
someday.setFullYear(2100, 0, 14);  
  
if (someday > today) {  
    text = "Today is before January 14, 2100.";  
} else {  
    text = "Today is after January 14, 2100.";  
}  
document.getElementById("demo").innerHTML = text;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_compare)

|  |  |
| --- | --- |
| **Note** | JavaScript counts months from 0 to 11. January is 0. December is 11. |

### Complete JavaScript Date Reference

For a complete reference, go to our [Complete JavaScript Date Reference](http://www.w3schools.com/jsref/jsref_obj_date.asp).

The reference contains descriptions and examples of all Date properties and methods.

## JavaScript Arrays

JavaScript arrays are used to store multiple values in a single variable.

### Displaying Arrays

In this tutorial we will use a script to display arrays inside a <p> element with id="demo":

#### Example

<p id="demo"></p>  
  
<script>  
var cars = ["Saab", "Volvo", "BMW"];  
document.getElementById("demo").innerHTML = cars;  
</script>

The first line (in the script) creates an array named cars.

The second line "finds" the element with id="demo", and "displays" the array in the "innerHTML" of it.

### Try it Yourself

Create an array, and assign values to it:

#### Example

var cars = ["Saab", "Volvo", "BMW"];

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array)

Spaces and line breaks are not important. A declaration can span multiple lines:

#### Example

var cars = [  
    "Saab",  
    "Volvo",  
    "BMW"  
];

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_newlines)

|  |  |
| --- | --- |
| **Note** | Never put a comma after the last element (like "BMW",). The effect is inconsistent across browsers. |

### What is an Array?

An array is a special variable, which can hold more than one value at a time.

If you have a list of items (a list of car names, for example), storing the cars in single variables could look like this:

var car1 = "Saab";  
var car2 = "Volvo";  
var car3 = "BMW";

However, what if you want to loop through the cars and find a specific one? And what if you had not 3 cars, but 300?

The solution is an array!

An array can hold many values under a single name, and you can access the values by referring to an index number.

### Creating an Array

Using an array literal is the easiest way to create a JavaScript Array.

Syntax:

var *array-name* = [*item1*, *item2*, ...];

Example:

var cars = ["Saab", "Volvo", "BMW"];

### Using the JavaScript Keyword new

The following example also creates an Array, and assigns values to it:

#### Example

var cars = new Array("Saab", "Volvo", "BMW");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_new)

|  |  |
| --- | --- |
| **Note** | The two examples above do exactly the same. There is no need to use new Array(). For simplicity, readability and execution speed, use the first one (the array literal method). |

### Access the Elements of an Array

You refer to an array element by referring to the **index number**.

This statement accesses the value of the first element in cars:

var name = cars[0];

This statement modifies the first element in cars:

cars[0] = "Opel";

|  |  |
| --- | --- |
| **Note** | [0] is the first element in an array. [1] is the second. Array indexes start with 0. |

### You Can Have Different Objects in One Array

JavaScript variables can be objects. Arrays are special kinds of objects.

Because of this, you can have variables of different types in the same Array.

You can have objects in an Array. You can have functions in an Array. You can have arrays in an Array:

myArray[0] = Date.now;  
myArray[1] = myFunction;  
myArray[2] = myCars;

### Arrays are Objects

Arrays are a special type of objects. The **typeof** operator in JavaScript returns "object" for arrays.

But, JavaScript arrays are best described as arrays.

Arrays use **numbers** to access its "elements". In this example, person[0] returns John:

#### Array:

var person = ["John", "Doe", 46];

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_array)

Objects use **names** to access its "members". In this example, person.firstName returns John:

#### Object:

var person = {firstName:"John", lastName:"Doe", age:46};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_object)

### Array Properties and Methods

The real strength of JavaScript arrays are the built-in array properties and methods:

#### Examples

var x = cars.length;         // The length property returns the number of elements in cars  
var y = cars.sort();         // The sort() method sort cars in alphabetical order

Array methods are covered in the next chapter.

### The length Property

The **length** property of an array returns the length of an array (the number of array elements).

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.length;                       // the length of fruits is 4

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_length)

|  |  |
| --- | --- |
| **Note** | The length property is always one more than the highest array index. |

### Adding Array Elements

The easiest way to add a new element to an array is using the push method:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.push("Lemon");                // adds a new element (Lemon) to fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_add_push)

New element can also be added to an array using the length property:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits[fruits.length] = "Lemon";     // adds a new element (Lemon) to fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_add)

Adding elements with high indexes can create undefined "holes" in an array:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits[10] = "Lemon";                // adds a new element (Lemon) to fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_holes)

### Looping Array Elements

The best way to loop through an array, is using a "for" loop:

#### Example

var index;  
var fruits = ["Banana", "Orange", "Apple", "Mango"];  
for (index = 0; index < fruits.length; index++) {  
    text += fruits[index];  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_loop)

### Associative Arrays

Many programming languages support arrays with named indexes.

Arrays with named indexes are called associative arrays (or hashes).

JavaScript does **not** support arrays with named indexes.

In JavaScript, **arrays** always use **numbered indexes**.

#### Example

var person = [];  
person[0] = "John";  
person[1] = "Doe";  
person[2] = 46;  
var x = person.length;         // person.length will return 3  
var y = person[0];             // person[0] will return "John"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_associative_1)

|  |  |
| --- | --- |
| **Note** | **WARNING !!** If you use a named index, JavaScript will redefine the array to a standard object. After that, **all array methods and properties will produce incorrect results**. |

#### Example:

var person = [];  
person["firstName"] = "John";  
person["lastName"] = "Doe";  
person["age"] = 46;  
var x = person.length;         // person.length will return 0  
var y = person[0];             // person[0] will return undefined

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_associative_2)

### The Difference Between Arrays and Objects

In JavaScript, **arrays** use **numbered indexes**.

In JavaScript, **objects** use **named indexes**.

|  |  |
| --- | --- |
| **Note** | Arrays are a special kind of objects, with numbered indexes. |

### When to Use Arrays. When to use Objects.

* JavaScript does not support associative arrays.
* You should use **objects** when you want the element names to be **strings (text)**.
* You should use **arrays** when you want the element names to be **numbers**.

### Avoid new Array()

There is no need to use the JavaScript's built-in array constructor **new** Array().

**Use [] instead.**

These two different statements both create a new empty array named points:

var points = new Array();         // Bad  
var points = [];                  // Good

These two different statements both create a new array containing 6 numbers:

var points = new Array(40, 100, 1, 5, 25, 10)  // Bad  
var points = [40, 100, 1, 5, 25, 10];          // Good

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_literal)

The **new** keyword complicates your code and produces nasty side effects:

var points = new Array(40, 100);  // Creates an array with two elements (40 and 100)

What if I remove one of the elements?

var points = new Array(40);       // Creates an array with 40 undefined elements !!!!!

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_new_error)

### How to Recognize an Array

A common question is: How do I know if a variable is an array?

The problem is that the JavaScript operator **typeof** returns "object":

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
  
typeof fruits;             // typeof returns object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_typeof)

The typeof operator returns object because a JavaScript array is an object.

To solve this problem you can create your own isArray() function:

function isArray(myArray) {  
    return myArray.constructor.toString().indexOf("Array") > -1;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_isarray)

The function above always returns true if the argument is an array.

Or more precisely: it returns true if the object prototype of the argument is "[object array]".

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arrays1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arrays2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arrays3)   [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arrays4)   [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arrays5)

## JavaScript Array Methods

The strength of JavaScript arrays lies in the array methods.

### Converting Arrays to Strings

In JavaScript, all objects have the valueOf() and toString() methods.

The **valueOf()** method is the default behavior for an array. It returns an array as a string:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
document.getElementById("demo").innerHTML = fruits.valueOf();

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_valueof)

For JavaScript arrays, valueOf() and **toString()** are equal.

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
document.getElementById("demo").innerHTML = fruits.toString();

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_tostring)

The **join()** method also joins all array elements into a string.

It behaves just like toString(), but you can specify the separator:

#### Example

<p id="demo"></p>  
  
<script>  
var fruits = ["Banana", "Orange","Apple", "Mango"];  
document.getElementById("demo").innerHTML = fruits.join(" \* ");  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_join)

### Popping and Pushing

When you work with arrays, it is easy to remove elements and add new elements.

This is what popping and pushing is:

Popping items **out** of an array, or pushing items **into** an array.

### Popping

The **pop()** method removes the last element from an array:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.pop();              // Removes the last element ("Mango") from fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_pop)

The pop() method returns the value that was "popped out":

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
var x = fruits.pop();      // the value of x is "Mango"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_pop_out)

### Pushing

The **push()** method adds a new element to an array (at the end):

|  |  |
| --- | --- |
| **Note** | Remember: [0] is the first element in an array. [1] is the second. Array **indexes** start with 0. |

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.push("Kiwi");       //  Adds a new element ("Kiwi") to fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_push)

The push() method returns the new array length:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
var x = fruits.push("Kiwi");   //  the value of x is 5

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_push_length)

### Shifting Elements

Shifting is equivalent to popping, working on the first element instead of the last.

The **shift()** method removes the first element of an array, and "shifts" all other elements one place up.

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.shift();            // Removes the first element "Banana" from fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_shift)

The **unshift()** method adds a new element to an array (at the beginning), and "unshifts" older elements:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.unshift("Lemon");    // Adds a new element "Lemon" to fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_unshift)

The shift() method returns the string that was "shifted out".

The unshift() method returns the new array length.

### Changing Elements

Array elements are accessed using their **index number**:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits[0] = "Kiwi";        // Changes the first element of fruits to "Kiwi"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_change)

The length property provides an easy way to append a new element to an array:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits[fruits.length] = "Kiwi";          // Appends "Kiwi" to fruit

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_change_add)

### Deleting Elements

Since JavaScript arrays are objects, elements can be deleted by using the JavaScript operator **delete**:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
delete fruits[0];           // Changes the first element in fruits to **undefined**

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_delete)

|  |  |
| --- | --- |
| **Note** | Using **delete** on array elements leaves undefined holes in the array. Use pop() or shift() instead. |

### Splicing an Array

The **splice()** method can be used to add new items to an array:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.splice(2, 0, "Lemon", "Kiwi");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_splice)

The first parameter (2) defines the position **where** new elements should be **added** (spliced in).

The second parameter (0) defines **how many** elements should be **removed**.

The rest of the parameters ("Lemon" , "Kiwi") define the new elements to be **added**.

### Using splice() to Remove Elements

With clever parameter setting, you can use splice() to remove elements without leaving "holes" in the array:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.splice(0, 1);        // Removes the first element of fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_remove)

The first parameter (0) defines the position where new elements should be **added** (spliced in).

The second parameter (1) defines **how many** elements should be **removed**.

The rest of the parameters are omitted. No new elements will be added.

### Sorting an Array

The **sort()** method sorts an array alphabetically:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.sort();            // Sorts the elements of fruits

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_sort)

### Reversing an Array

The **reverse()** method reverses the elements in an array.

You can use it to sort an array in descending order:

#### Example

var fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.sort();            // Sorts the elements of fruits   
fruits.reverse();         // Reverses the order of the elements

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_reverse)

### Numeric Sort

By default, the sort() function sorts values as **strings**.

This works well for strings ("Apple" comes before "Banana").

However, if numbers are sorted as strings, "25" is bigger than "100", because "2" is bigger than "1".

Because of this, the sort() method will produce incorrect result when sorting numbers.

You can fix this by providing a **compare function**:

#### Example

var points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return a-b});

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_sort2)

Use the same trick to sort an array descending:

#### Example

var points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return b-a});

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_sort3)

### The Compare Function

The purpose of the compare function is to define an alternative sort order.

The compare function should return a negative, zero, or positive value, depending on the arguments:

function(a, b){return a-b}

When the sort() function compares two values, it sends the values to the compare function, and sorts the values according to the returned (negative, zero, positive) value.

**Example:**

When comparing 40 and 100, the sort() method calls the compare function(40,100).

The function calculates 40-100, and returns -60 (a negative value).

The sort function will sort 40 as a value lower than 100.

**Fin**d **the Highest (or Lowest) Value**

How to find the highest value in an array?

#### Example

var points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return b-a});  
// now points[0] contains the highest value

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_high)

And the lowest:

#### Example

var points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return a-b});  
// now points[0] contains the lowest value

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_low)

### Joining Arrays

The **concat()** method creates a new array by concatenating two arrays:

#### Example

var myGirls = ["Cecilie", "Lone"];  
var myBoys = ["Emil", "Tobias","Linus"];  
var myChildren = myGirls.concat(myBoys);     // Concatenates (joins) myGirls and myBoys

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_concat)

The concat() method can take any number of array arguments:

#### Example

var arr1 = ["Cecilie", "Lone"];  
var arr2 = ["Emil", "Tobias","Linus"];  
var arr3 = ["Robin", "Morgan"];  
var myChildren = arr1.concat(arr2, arr3);     // Concatenates arr1 with arr2 and arr3

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_concat2)

### Slicing an Array

The **slice()** method slices out a piece of an array into a new array:

#### Example

var fruits = ["Banana", "Orange", "Lemon", "Apple", "Mango"];  
var citrus = fruits.slice(1, 3);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_slice)

The slice() method selects elements starting at the start argument, and ends at, but does not include, the end argument.

If the end argument is omitted, the slice() method slices out the rest of the array:

#### Example

var fruits = ["Banana", "Orange", "Lemon", "Apple", "Mango"];  
var citrus = fruits.slice(1);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_slice2)

### Complete Array Reference

For a complete reference, go to our [Complete JavaScript Array Reference](http://www.w3schools.com/jsref/jsref_obj_array.asp).

The reference contains descriptions and examples of all Array properties and methods.

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arraysmet1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arraysmet2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arraysmet4)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arraysmet5)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_arraysmet6)

## JavaScript Booleans

A JavaScript Boolean represents one of two values: **true** or **false**.

### Boolean Values

Very often, in programming, you will need a data type that can only have one of two values, like

* YES / NO
* ON / OFF
* TRUE / FALSE

For this, JavaScript has a **Boolean** data type. It can only take the values **true** or **false**.

### The Boolean() Function

You can use the Boolean() function to find out if an expression (or a variable) is true:

#### Example

Boolean(10 > 9)        // returns true

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_expression1)

Or even easier:

#### Example

(10 > 9)              // also returns true  
10 > 9                // also returns true

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_expression2)

### Comparisons and Conditions

The chapter JS Comparisons gives a full overview of comparison operators.

The chapter JS Conditions gives a full overview of conditional statements.

Here are some examples:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | equal to | if (day == "Monday") |
| > | greater than | if (salary > 9000) |
| < | less than | if (age < 18) |

|  |  |
| --- | --- |
| **Note** | The Boolean value of an expression is the fundament for JavaScript comparisons and conditions. |

### Everything With a "Real" Value is True

#### Examples

100  
  
3.14  
  
-15  
  
"Hello"  
  
"false"  
  
7 + 1 + 3.14  
  
5 < 6

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean)

### Everything Without a "Real" is False

The Boolean value of **0** (zero) is **false**:

var x = 0;  
Boolean(x);       // returns false

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_zero)

The Boolean value of **-0** (minus zero) is **false**:

var x = -0;  
Boolean(x);       // returns false

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_minus)

The Boolean value of **""** (empty string) is **false**:

var x = "";  
Boolean(x);       // returns false

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_empty)

The Boolean value of **undefined** is **false**:

var x;  
Boolean(x);       // returns false

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_undefined)

The Boolean value of **null** is **false**:

var x = null;  
Boolean(x);       // returns false

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_null)

The Boolean value of **false** is (you guessed it) **false**:

var x = false;  
Boolean(x);       // returns false

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_false)

The Boolean value of **NaN** is **false**:

var x = 10 / "H";  
Boolean(x);       // returns false

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_nan)

### Boolean Properties and Methods

Primitive values, like true and false, cannot have properties or methods (because they are not objects).

But with JavaScript, methods and properties are also available to primitive values, because JavaScript treats primitive values as objects when executing methods and properties.

### Complete Boolean Reference

For a complete reference, go to our [Complete JavaScript Boolean Reference](http://www.w3schools.com/jsref/jsref_obj_boolean.asp).

The reference contains descriptions and examples of all Boolean properties and methods.

## JavaScript Comparison and Logical Operators

Comparison and Logical operators are used to test for *true* or *false*.

### Comparison Operators

Comparison operators are used in logical statements to determine equality or difference between variables or values.

Given that **x = 5**, the table below explains the comparison operators:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Operator** | **Description** | **Comparing** | **Returns** | **Try it** |
| == | equal to | x == 8 | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison1) |
| x == 5 | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison2) |
| x == "5" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison12) |
| === | equal value and equal type | x === 5 | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison4) |
| x === "5" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison3) |
| != | not equal | x != 8 | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison5) |
| !== | not equal value or not equal type | x !== "5" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison6) |
| x !== 5 | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison7) |
| > | greater than | x > 8 | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison8) |
| < | less than | x < 8 | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison9) |
| >= | greater than or equal to | x >= 8 | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison10) |
| <= | less than or equal to | x <= 8 | *true* | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison11) |

### How Can it be Used

Comparison operators can be used in conditional statements to compare values and take action depending on the result:

if (age < 18) text = "Too young";

You will learn more about the use of conditional statements in the next chapter of this tutorial.

### Logical Operators

Logical operators are used to determine the logic between variables or values.

Given that **x = 6** and **y = 3**, the table below explains the logical operators:

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Description** | **Example** | **Try it** |
| && | and | (x < 10 && y > 1) is true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_and) |
| || | or | (x == 5 || y == 5) is false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_or) |
| ! | not | !(x == y) is true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_not) |

### Conditional (Ternary) Operator

JavaScript also contains a conditional operator that assigns a value to a variable based on some condition.

#### Syntax

*variablename* = (*condition*) ? *value1*:*value2*

#### Example

var voteable = (age < 18) ? "Too young":"Old enough";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison)

If the variable age is a value below 18, the value of the variable voteable will be "Too young", otherwise the value of voteable will be "Old enough".

### Comparing Different Types

Comparing data of different types may give unexpected results.

When comparing a string with a number, JavaScript will convert the string to a number when doing the comparison. An empty string converts to 0. A non-numeric string converts to NaN which is always false.

|  |  |  |
| --- | --- | --- |
| **Case** | **Value** | **Try** |
| 2 < 12 | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_20) |
| 2 < "12" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_21) |
| 2 < "John" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_23) |
| 2 > "John" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_24) |
| 2 == "John" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_25) |
| "2" < "12" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_26) |
| "2" > "12" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_27) |
| "2" == "12" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_28) |

When comparing two strings, "2" will be greater than "12", because (alphabetically) 1 is less than 2.

To secure a proper result, variables should be converted to the proper type before comparison:

age = Number(age);  
if (isNaN(age)) {  
    voteable = "Error in input";  
} else {  
    voteable = (age < 18) ? "Too young" : "Old enough";  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison_12)

### JavaScript Bitwise Operators

Bit operators work on 32-bit numbers.

Any numeric operand in the operation is converted into a 32-bit number.

The result is converted back to a JavaScript number.

#### Example

x = 5 & 1;

The result in x:

1

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_bitwise1)

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Operator** | | **Description** | **Example** | **Same as** | **Result** | **Decimal** |
| & | | AND | x = 5 & 1 | 0101 & 0001 | 0001 | 1 |
| | | | OR | x = 5 | 1 | 0101 | 0001 | 0101 | 5 |
| ~ | | NOT | x = ~ 5 | ~0101 | 1010 | 10 |
| ^ | | XOR | x = 5 ^ 1 | 0101 ^ 0001 | 0100 | 4 |
| << | | Left shift | x = 5 << 1 | 0101 << 1 | 1010 | 10 |
| >> | | Right shift | x = 5 >> 1 | 0101 >> 1 | 0010 | 2 |
| **Note** | The examples above uses 4 bits unsigned examples. But JavaScript uses 32-bit signed numbers.  Because of this, in JavaScript, ~ 5 will not return 10. It will return -6.  ~00000000000000000000000000000101 will return 11111111111111111111111111111010 | | | | | | |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_comparisons1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_comparisons2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_comparisons3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_comparisons4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_comparisons5)  [Exercise 6 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_comparisons6)

## JavaScript If...Else Statements

Conditional statements are used to perform different actions based on different conditions.

### Conditional Statements

Very often when you write code, you want to perform different actions for different decisions.

You can use conditional statements in your code to do this.

In JavaScript we have the following conditional statements:

* Use **if** to specify a block of code to be executed, if a specified condition is true
* Use **else** to specify a block of code to be executed, if the same condition is false
* Use **else if** to specify a new condition to test, if the first condition is false
* Use **switch** to specify many alternative blocks of code to be executed

### The if Statement

Use the **if** statement to specify a block of JavaScript code to be executed if a condition is true.

#### Syntax

if (*condition*) {  
*block of code to be executed if the condition is true*}

|  |  |
| --- | --- |
| **Note** | Note that **if** is in lowercase letters. Uppercase letters (If or IF) will generate a JavaScript error. |

#### Example

Make a "Good day" greeting if the hour is less than 18:00:

if (hour < 18) {  
    greeting = "Good day";  
}

The result of greeting will be:

Good day

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_ifthen)

### The else Statement

Use the **else** statement to specify a block of code to be executed if the condition is false.

if (*condition*) {  
*block of code to be executed if the condition is true*} else {   
*block of code to be executed if the condition is false*}

#### Example

If the hour is less than 18, create a "Good day" greeting, otherwise "Good evening":

if (hour < 18) {  
    greeting = "Good day";  
} else {  
    greeting = "Good evening";  
}

The result of greeting will be:

Good day

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_ifthenelse)

### The else if Statement

Use the **else if** statement to specify a new condition if the first condition is false.

#### Syntax

if (*condition1*) {  
*block of code to be executed if condition1 is true*} else if (*condition2*) {  
*block of code to be executed if the condition1 is false and condition2 is true*  
} else {  
*block of code to be executed if the condition1 is false and condition2 is false*}

#### Example

If time is less than 10:00, create a "Good morning" greeting, if not, but time is less than 20:00, create a "Good day" greeting, otherwise a "Good evening":

if (time < 10) {  
    greeting = "Good morning";  
} else if (time < 20) {  
    greeting = "Good day";  
} else {  
    greeting = "Good evening";  
}

The result of greeting will be:

Good day

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_elseif)

![Examples](data:image/gif;base64,R0lGODlhKAAuAMQAALrablumOqDMXNjb2WOxQJmukPX17IeRd9jnlufo50yUNZjFeaTNeo28de7s3MXeeOXk0PL33q7TZm61RLXXa67ShMvhqoC9S8Xdj6fPYsTHsJXGVf7+/u7v8DZgKD+BLiH5BAAAAAAALAAAAAAoAC4AAAX/ICdyUWmeaKqaxjgiTyzPdG3TSCvCMew/iKBwSPwZH4BHy3FrOp0IDiKJrCav1moWu40lDVMkYLzFXs1WMzUZmZLH8Lh8TqdHMPW8fn+n+P+AgYKDhH59EhSIiomMi46NjBh+j3cSlpeYmZqaGCSbEg4YGRKjpaSnpqmoFBAcBpaqoKIZtLW0GBAWFba8oxU6u720EcG8EjoiELQCvRUjxcy8oQLU1QI6EA4iFtbVFCPc3d3E4s4cFQIbFtvo1eYc4eLWoRv19QLrEPYbLiIR2v4w7Btoz0EFgusi2BPQr6GLf7kIGiSYYdsGBhEcaiQB4eBAgxc2XAgZcl2/gwwY/7iowJIlA5EwSYbsSFIkSQs6HLy8gPGZTJs/ZeocSbQo0Q0VdLnAYHQk0KZDmxbt1NCC1KtEITDAylOEAYAknnItCmHByAln07aCcGFCgxYY0LZNO7eu3AkOFkxAu7ctXxEM+ubby7ew38OE8xL2S3iCiAqE11loTLnw4r1lKzduFaHtgseaQ29uMIHAXtOECVxoaAC1ZtOuYROA0ICA7duyCTQAC6E07ty/f9MOTvyCXuLIgwcYHoBA8+fOozeXTh26denLGwTYzr279+/gw2+nrSBA+fPm06Nfr749+/IDGiiYT7++/fv488+n/aG/gg//BQjggAIWSOCB//kHQYAB/TXo4IMQRihhgxwM4MGFGGao4YYcduhBAY95KOKIGiqQwAgafEDiihwWMMAIAxRwwIw01mjjjTjeqMGJ8Gjg449ABinkkER24AoESCap5JJMNukkkq44IOWUVFZp5ZVYSunKV1w60OWXXoYJ5phiamPAmWimqeaabLaJJgchAAA7)

### More Examples

[Random link](http://www.w3schools.com/js/tryit.asp?filename=tryjs_randomlink)  
This example will write a link to either W3Schools or to the World Wildlife Foundation (WWF). By using a random number, there is a 50% chance for each of the links.

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_conditions1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_conditions2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_conditions3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_conditions4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_conditions5)  [Exercise 6 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_conditions6)

## JavaScript Switch Statement

The switch statement is used to perform different actions based on different conditions.

### The JavaScript Switch Statement

Use the switch statement to select one of many blocks of code to be executed.

#### Syntax

switch(*expression*) {  
    case *n*:  
*code block*        break;  
    case *n*:  
*code block*        break;  
    default:  
        *default code block*  
}

This is how it works:

* The switch expression is evaluated once.
* The value of the expression is compared with the values of each case.
* If there is a match, the associated block of code is executed.

#### Example

The getDay() method returns the weekday as a number between 0 and 6. (Sunday=0, Monday=1, Tuesday=2 ..)

Use the weekday number to calculate weekday name:

switch (new Date().getDay()) {  
    case 0:  
        day = "Sunday";  
        break;  
    case 1:  
        day = "Monday";  
        break;  
    case 2:  
        day = "Tuesday";  
        break;  
    case 3:  
        day = "Wednesday";  
        break;  
    case 4:  
        day = "Thursday";  
        break;  
    case 5:  
        day = "Friday";  
        break;  
    case 6:  
        day = "Saturday";  
        break;  
}

The result of day will be:

Wednesday

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_switch)

### The break Keyword

When the JavaScript code interpreter reaches a **break** keyword, it breaks out of the switch block.

This will stop the execution of more code and case testing inside the block.

|  |  |
| --- | --- |
| **Note** | When a match is found, and the job is done, it's time for a break. There is no need for more testing. |

### The default Keyword

The **default** keyword specifies the code to run if there is no case match:

#### Example

The getDay() method returns the weekday as a number between 0 and 6.

If today is neither Saturday (6) nor Sunday (0), write a default message:

switch (new Date().getDay()) {  
    case 6:  
        text = "Today is Saturday";  
        break;   
    case 0:  
        text = "Today is Sunday";  
        break;   
    default:   
        text = "Looking forward to the Weekend";  
}

The result of text will be:

Looking forward to the Weekend

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_switch2)

### Common Code and Fall-Through

Sometimes, in a switch block, you will want different cases to use the same code, or fall-through to a common default.

Note from the next example, that cases can share the same code block, and that the default case does not have to be the last case in a switch block:

#### Example

switch (new Date().getDay()) {  
    case 1:  
    case 2:  
    case 3:  
    default:   
        text = "Looking forward to the Weekend";  
        break;   
    case 4:  
    case 5:  
       text = "Soon it is Weekend";  
        break;   
    case 0:  
    case 6:  
       text = "It is Weekend";  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_switch3)

|  |  |
| --- | --- |
| **Note** | If default is not the last case in the switch block, remember to end it with a break. |

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_switch1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_switch2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_switch3)   [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_switch4)

## JavaScript For Loop

Loops can execute a block of code a number of times.

### JavaScript Loops

Loops are handy, if you want to run the same code over and over again, each time with a different value.

Often this is the case when working with arrays:

#### Instead of writing:

text += cars[0] + "<br>";   
text += cars[1] + "<br>";   
text += cars[2] + "<br>";   
text += cars[3] + "<br>";   
text += cars[4] + "<br>";   
text += cars[5] + "<br>";

#### You can write:

for (i = 0; i < cars.length; i++) {   
    text += cars[i] + "<br>";  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loop_for)

### Different Kinds of Loops

JavaScript supports different kinds of loops:

* **for** - loops through a block of code a number of times
* **for/in** - loops through the properties of an object
* **while** - loops through a block of code while a specified condition is true
* **do/while** - also loops through a block of code while a specified condition is true

### The For Loop

The for loop is often the tool you will use when you want to create a loop.

The for loop has the following syntax:

for (*statement 1*; *statement 2*; *statement 3*) {  
    *code block to be executed*  
}

**Statement 1** is executed before the loop (the code block) starts.

**Statement 2** defines the condition for running the loop (the code block).

**Statement 3** is executed each time after the loop (the code block) has been executed.

#### Example

for (i = 0; i < 5; i++) {  
    text += "The number is " + i + "<br>";  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loop_for_ex)

From the example above, you can read:

Statement 1 sets a variable before the loop starts (var i = 0).

Statement 2 defines the condition for the loop to run (i must be less than 5).

Statement 3 increases a value (i++) each time the code block in the loop has been executed.

### Statement 1

Normally you will use statement 1 to initiate the variable used in the loop (i = 0).

This is not always the case, JavaScript doesn't care. Statement 1 is optional.

You can initiate many values in statement 1 (separated by comma):

#### Example

for (i = 0, len = cars.length, text = ""; i < len; i++) {   
    text += cars[i] + "<br>";  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loop_for_om1)

And you can omit statement 1 (like when your values are set before the loop starts):

#### Example

var i = 2;  
var len = cars.length;  
var text = "";  
for (; i < len; i++) {   
    text += cars[i] + "<br>";  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loop_for_om2)

### Statement 2

Often statement 2 is used to evaluate the condition of the initial variable.

This is not always the case, JavaScript doesn't care. Statement 2 is also optional.

If statement 2 returns true, the loop will start over again, if it returns false, the loop will end.

|  |  |
| --- | --- |
| **Note** | If you omit statement 2, you must provide a **break** inside the loop. Otherwise the loop will never end. This will crash your browser. Read about breaks in a later chapter of this tutorial. |

### Statement 3

Often statement 3 increases the initial variable.

This is not always the case, JavaScript doesn't care, and statement 3 is optional.

Statement 3 can do anything like negative increment (i--), positive increment (i = i + 15), or anything else.

Statement 3 can also be omitted (like when you increment your values inside the loop):

#### Example

var i = 0;  
var len = cars.length;  
for (; i < len; ) {   
    text += cars[i] + "<br>";  
    i++;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loop_for_om3)

### The For/In Loop

The JavaScript for/in statement loops through the properties of an object:

#### Example

var person = {fname:"John", lname:"Doe", age:25};   
  
var text = "";  
var x;  
for (x in person) {  
    text += person[x];  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_for_in)

### The While Loop

The while loop and the do/while loop will be explained in the next chapter.

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_for1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_for2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_for3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_for4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_for5)  [Exercise 6 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_for6)

## JavaScript While Loop

Loops can execute a block of code as long as a specified condition is true.

### The While Loop

The while loop loops through a block of code as long as a specified condition is true.

#### Syntax

while (*condition*) {  
*code block to be executed*  
}

#### Example

In the following example, the code in the loop will run, over and over again, as long as a variable (i) is less than 10:

#### Example

while (i < 10) {  
    text += "The number is " + i;  
    i++;  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_while)

|  |  |
| --- | --- |
| **Note** | If you forget to increase the variable used in the condition, the loop will never end. This will crash your browser. |

### The Do/While Loop

The do/while loop is a variant of the while loop. This loop will execute the code block once, before checking if the condition is true, then it will repeat the loop as long as the condition is true.

#### Syntax

do {  
*code block to be executed*}  
while (*condition*);

#### Example

The example below uses a do/while loop. The loop will always be executed at least once, even if the condition is false, because the code block is executed before the condition is tested:

#### Example

do {  
    text += "The number is " + i;  
    i++;  
}  
while (i < 10);

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dowhile)

Do not forget to increase the variable used in the condition, otherwise the loop will never end!

### Comparing For and While

If you have read the previous chapter, about the for loop, you will discover that a while loop is much the same as a for loop, with statement 1 and statement 3 omitted.

The loop in this example uses a **for loop** to collect the car names from the cars array:

#### Example

var cars = ["BMW", "Volvo", "Saab", "Ford"];  
var i = 0;  
var text = "";  
  
for (;cars[i];) {  
    text += cars[i] + "<br>";  
    i++;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loop_for_cars)

The loop in this example uses a **while loop** to collect the car names from the cars array:

#### Example

var cars = ["BMW", "Volvo", "Saab", "Ford"];  
var i = 0;  
var text = "";  
  
while (cars[i]) {  
    text += cars[i] + "<br>";  
    i++;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loop_while_cars)

### Test Yourself with Exercises!

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_while1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_while2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_while3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_while4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_while5)

## JavaScript Break and Continue

The break statement "jumps out" of a loop.

The continue statement "jumps over" one iteration in the loop.

### The Break Statement

You have already seen the break statement used in an earlier chapter of this tutorial. It was used to "jump out" of a switch() statement.

The break statement can also be used to jump out of a loop.

The **break statement** breaks the loop and continues executing the code after the loop (if any):

#### Example

for (i = 0; i < 10; i++) {  
    if (i === 3) { break; }  
    text += "The number is " + i + "<br>";  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_break)

**The Continue Statement**

The **continue statement** breaks one iteration (in the loop), if a specified condition occurs, and continues with the next iteration in the loop.

This example skips the value of 3:

**Example**

for (i = 0; i < 10; i++) {  
    if (i === 3) { continue; }  
    text += "The number is " + i + "<br>";  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_continue)

**JavaScript Labels**

To label JavaScript statements you precede the statements with a label name and a colon:

label:  
statements

The break and the continue statements are the only JavaScript statements that can "jump out of" a code block.

Syntax:

break *labelname*;   
  
continue *labelname*;

The continue statement (with or without a label reference) can only be used to **skip one loop iteration**.

The break statement, without a label reference, can only be used to **jump out of a loop or a switch**.

With a label reference, the break statement can be used to **jump out of any code block**:

**Example**

var cars = ["BMW", "Volvo", "Saab", "Ford"];  
list: {  
    text += cars[0] + "<br>";   
    text += cars[1] + "<br>";   
    text += cars[2] + "<br>";   
    text += cars[3] + "<br>";   
    break list;  
    text += cars[4] + "<br>";   
    text += cars[5] + "<br>";   
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_break_list)

|  |  |
| --- | --- |
| **Note** | A code block is a block of code between { and }. |

**Test Yourself with Exercises!**

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_break1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_break2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_break3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_break4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_break5)

**JavaScript Type Conversion**

[« Previous](http://www.w3schools.com/js/js_break.asp)

[Next Chapter »](http://www.w3schools.com/js/js_regexp.asp)

Number() converts to a Number, String() converts to a String, Boolean() converts to a Boolean.

**JavaScript Data Types**

In JavaScript there are 5 different data types that can contain values:

* string
* number
* boolean
* object
* function

There are 3 types of objects:

* Object
* Date
* Array

And 2 data types that cannot contain values:

* null
* undefined

**The typeof Operator**

You can use the **typeof** operator to find the data type of a JavaScript variable.

**Example**

typeof "John"                 // Returns string   
typeof 3.14                   // Returns number  
typeof NaN                    // Returns number  
typeof false                  // Returns boolean  
typeof [1,2,3,4]              // Returns object  
typeof {name:'John', age:34}  // Returns object  
typeof new Date()             // Returns object  
typeof function () {}         // Returns function  
typeof myCar                  // Returns undefined (if myCar is not declared)  
typeof null                   // Returns object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_typeof_all)

Please observe:

* The data type of NaN is number
* The data type of an array is object
* The data type of a date is object
* The data type of null is object
* The data type of an undefined variable is undefined

|  |  |
| --- | --- |
| **Note** | You cannot use **typeof** to determine if a JavaScript object is an array (or a date). |

**The Data Type of typeof**

The typeof operator is not a variable. It is an operator. Operators ( + - \* / ) do not have any data type.

But, the typeof operator always **returns a string** containing the type of the operand.

**The constructor Property**

The **constructor** property returns the constructor function for all JavaScript variables.

**Example**

"John".constructor                 // Returns function String()  { [native code] }  
(3.14).constructor                 // Returns function Number()  { [native code] }  
false.constructor                  // Returns function Boolean() { [native code] }  
[1,2,3,4].constructor              // Returns function Array()   { [native code] }  
{name:'John', age:34}.constructor  // Returns function Object()  { [native code] }  
new Date().constructor             // Returns function Date()    { [native code] }  
function () {}.constructor         // Returns function Function(){ [native code] }

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_constructor_all)

You can check the constructor property to find out if an object is an Array (contains the word "Array"):

**Example**

function isArray(myArray) {  
    return myArray.constructor.toString().indexOf("Array") > -1;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_isarray)

You can check the constructor property to find out if an object is a Date (contains the word "Date"):

**Example**

function isDate(myDate) {  
    return myDate.constructor.toString().indexOf("Date") > -1;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_isdate)

**JavaScript Type Conversion**

JavaScript variables can be converted to a new variable and another data type:

* By the use of a JavaScript function
* **Automatically** by JavaScript itself

**Converting Numbers to Strings**

The global method **String()** can convert numbers to strings.

It can be used on any type of numbers, literals, variables, or expressions:

**Example**

String(x)         // returns a string from a number variable x  
String(123)       // returns a string from a number literal 123  
String(100 + 23)  // returns a string from a number from an expression

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_string)

The Number method **toString()** does the same.

**Example**

x.toString()  
(123).toString()  
(100 + 23).toString()

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_tostring)

In the chapter [Number Methods](http://www.w3schools.com/js/js_number_methods.asp), you will find more methods that can be used to convert numbers to strings:

|  |  |
| --- | --- |
| **Method** | **Description** |
| toExponential() | Returns a string, with a number rounded and written using exponential notation. |
| toFixed() | Returns a string, with a number rounded and written with a specified number of decimals. |
| toPrecision() | Returns a string, with a number written with a specified length |

**Converting Booleans to Strings**

The global method **String()** can convert booleans to strings.

String(false)        // returns "false"  
String(true)         // returns "true"

The Boolean method **toString()** does the same.

false.toString()     // returns "false"  
true.toString()      // returns "true"

**Converting Dates to Strings**

The global method **String()** can convert dates to strings.

String(Date())      // returns Thu Jul 17 2014 15:38:19 GMT+0200 (W. Europe Daylight Time)

The Date method **toString()** does the same.

**Example**

Date().toString()   // returns Thu Jul 17 2014 15:38:19 GMT+0200 (W. Europe Daylight Time)

In the chapter [Date Methods](http://www.w3schools.com/js/js_date_methods.asp), you will find more methods that can be used to convert dates to strings:

|  |  |
| --- | --- |
| **Method** | **Description** |
| getDate() | Get the day as a number (1-31) |
| getDay() | Get the weekday a number (0-6) |
| getFullYear() | Get the four digit year (yyyy) |
| getHours() | Get the hour (0-23) |
| getMilliseconds() | Get the milliseconds (0-999) |
| getMinutes() | Get the minutes (0-59) |
| getMonth() | Get the month (0-11) |
| getSeconds() | Get the seconds (0-59) |
| getTime() | Get the time (milliseconds since January 1, 1970) |

**Converting Strings to Numbers**

The global method **Number()** can convert strings to numbers.

Strings containing numbers (like "3.14") convert to numbers (like 3.14).

Empty strings convert to 0.

Anything else converts to NaN (Not a number).

Number("3.14")    // returns 3.14  
Number(" ")       // returns 0   
Number("")        // returns 0  
Number("99 88")   // returns NaN

In the chapter [Number Methods](http://www.w3schools.com/js/js_number_methods.asp), you will find more methods that can be used to convert strings to numbers:

|  |  |
| --- | --- |
| **Method** | **Description** |
| parseFloat() | Parses a string and returns a floating point number |
| parseInt() | Parses a string and returns an integer |

**The Unary + Operator**

The **unary + operator** can be used to convert a variable to a number:

**Example**

var y = "5";      // y is a string  
var x = + y;      // x is a number

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_typeof3)

If the variable cannot be converted, it will still become a number, but with the value NaN (Not a number):

**Example**

var y = "John";   // y is a string  
var x = + y;      // x is a number (NaN)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_typeof4)

**Converting Booleans to Numbers**

The global method **Number()** can also convert booleans to numbers.

Number(false)     // returns 0  
Number(true)      // returns 1

**Converting Dates to Numbers**

The global method **Number()** can be used to convert dates to numbers.

d = new Date();  
Number(d)          // returns 1404568027739

The date method **getTime()** does the same.

d = new Date();  
d.getTime()        // returns 1404568027739

**Automatic Type Conversion**

When JavaScript tries to operate on a "wrong" data type, it will try to convert the value to a "right" type.

The result is not always what you expect:

5 + null    // returns 5         because null is converted to 0  
"5" + null  // returns "5null"   because null is converted to "null"  
"5" + 2     // returns 52        because 2 is converted to "2"  
"5" - 2     // returns 3         because "5" is converted to 5  
"5" \* "2"   // returns 10        because "5" and "2" are converted to 5 and 2

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_auto)

**Automatic String Conversion**

JavaScript automatically calls the variable's toString() function when you try to "output" an object or a variable:

document.getElementById("demo").innerHTML = myVar;  
  
// if myVar = {name:"Fjohn"}  // toString converts to "[object Object]"  
// if myVar = [1,2,3,4]       // toString converts to "1,2,3,4"  
// if myVar = new Date()      // toString converts to "Fri Jul 18 2014 09:08:55 GMT+0200"

Numbers and booleans are also converted, but this is not very visible:

// if myVar = 123             // toString converts to "123"  
// if myVar = true            // toString converts to "true"  
// if myVar = false           // toString converts to "false"

**JavaScript Type Conversion Table**

This table shows the result of converting different JavaScript values to Number, String, and Boolean:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Original Value** | **Converted to Number** | **Converted to String** | **Converted to Boolean** | **Try it** |
| false | 0 | "false" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_false) |
| true | 1 | "true" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_true) |
| 0 | 0 | "0" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_number_0) |
| 1 | 1 | "1" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_number_1) |
| "0" | 0 | "0" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_0) |
| "1" | 1 | "1" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_1) |
| NaN | NaN | "NaN" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_nan) |
| Infinity | Infinity | "Infinity" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_infinity) |
| -Infinity | -Infinity | "-Infinity" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_infinity_minus) |
| "" | 0 | "" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_empty) |
| "20" | 20 | "20" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_number) |
| "twenty" | NaN | "twenty" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_text) |
| [ ] | 0 | "" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_empty) |
| [20] | 20 | "20" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_one_number) |
| [10,20] | NaN | "10,20" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_two_numbers) |
| ["twenty"] | NaN | "twenty" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_one_string) |
| ["ten","twenty"] | NaN | "ten,twenty" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_two_strings) |
| function(){} | NaN | "function(){}" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_function) |
| { } | NaN | "[object Object]" | true | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_object) |
| null | 0 | "null" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_null) |
| undefined | NaN | "undefined" | false | [Try it »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_undefined) |

Values in quotes indicate string values.

Red values indicate values (some) programmers might not expect.

**JavaScript Regular Expressions**
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A regular expression is a sequence of characters that forms a search pattern.

The search pattern can be used for text search and text replace operations.

**What Is a Regular Expression?**

A regular expression is a sequence of characters that forms a **search pattern**.

When you search for data in a text, you can use this search pattern to describe what you are searching for.

A regular expression can be a single character, or a more complicated pattern.

Regular expressions can be used to perform all types of **text search** and **text replace** operations.

**Syntax**

/*pattern*/*modifiers*;

**Example**

var patt = /w3schools/i;

Example explained:

**/w3schools/i**  is a regular expression.

**w3schools**  is a pattern (to be used in a search).

**i**  is a modifier (modifies the search to be case-insensitive).

**Using String Methods**

In JavaScript, regular expressions are often used with the two **string methods**: search() and replace().

**The search() method** uses an expression to search for a match, and returns the position of the match.

**The replace() method** returns a modified string where the pattern is replaced.

**Using String search() With a Regular Expression**

**Example**

Use a regular expression to do a case-insensitive search for "w3schools" in a string:

var str = "Visit W3Schools";  
var n = str.search(/w3schools/i);

The result in n will be:

6

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_search_regexp)

**Using String search() With String**

The search method will also accept a string as search argument. The string argument will be converted to a regular expression:

**Example**

Use a string to do a search for "W3schools" in a string:

var str = "Visit W3Schools!";  
var n = str.search("W3Schools");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_search)

**Use String replace() With a Regular Expression**

**Example**

Use a case insensitive regular expression to replace Microsoft with W3Schools in a string:

var str = "Visit Microsoft!";  
var res = str.replace(/microsoft/i, "W3Schools");

The result in res will be:

Visit W3Schools!

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_replace_regexp)

**Using String replace() With a String**

The replace() method will also accept a string as search argument:

var str = "Visit Microsoft!";  
var res = str.replace("Microsoft", "W3Schools");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_replace)

**Did You Notice?**

|  |  |
| --- | --- |
| **Note** | Regular expression arguments (instead of string arguments) can be used in the methods above. Regular expressions can make your search much more powerful (case insensitive for example). |

**Regular Expression Modifiers**

**Modifiers** can be used to perform case-insensitive more global searches:

|  |  |
| --- | --- |
| **Modifier** | **Description** |
| i | Perform case-insensitive matching |
| g | Perform a global match (find all matches rather than stopping after the first match) |
| m | Perform multiline matching |

**Regular Expression Patterns**

**Brackets** are used to find a range of characters:

|  |  |
| --- | --- |
| **Expression** | **Description** |
| [abc] | Find any of the characters between the brackets |
| [0-9] | Find any of the digits between the brackets |
| (x|y) | Find any of the alternatives separated with | |

**Metacharacters** are characters with a special meaning:

|  |  |
| --- | --- |
| **Metacharacter** | **Description** |
| \d | Find a digit |
| \s | Find a whitespace character |
| \b | Find a match at the beginning or at the end of a word |
| \uxxxx | Find the Unicode character specified by the hexadecimal number xxxx |

**Quantifiers** define quantities:

|  |  |
| --- | --- |
| **Quantifier** | **Description** |
| n+ | Matches any string that contains at least one *n* |
| n\* | Matches any string that contains zero or more occurrences of *n* |
| n? | Matches any string that contains zero or one occurrences of *n* |

**Using the RegExp Object**

In JavaScript, the RegExp object is a regular expression object with predefined properties and methods.

**Using test()**

The test() method is a RegExp expression method.

It searches a string for a pattern, and returns true or false, depending on the result.

The following example searches a string for the character "e":

**Example**

var patt = /e/;  
patt.test("The best things in life are free!");

Since there is an "e" in the string, the output of the code above will be:

true

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_regexp_test)

You don't have to put the regular expression in a variable first. The two lines above can be shortened to one:

/e/.test("The best things in life are free!");

**Using exec()**

The exec() method is a RegExp expression method.

It searches a string for a specified pattern, and returns the found text.

If no match is found, it returns *null.*

The following example searches a string for the character "e":

**Example 1**

/e/.exec("The best things in life are free!");

Since there is an "e" in the string, the output of the code above will be:

e

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_regexp_exec)

**Complete RegExp Reference**

For a complete reference, go to our [Complete JavaScript RegExp Reference](http://www.w3schools.com/jsref/jsref_obj_regexp.asp).

The reference contains descriptions and examples of all RegExp properties and methods.

**JavaScript Errors - Throw and Try to Catch**
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The **try** statement lets you test a block of code for errors.

The **catch** statement lets you handle the error.

The **throw** statement lets you create custom errors.

The **finally** statement lets you execute code, after try and catch, regardless of the result.

**Errors Will Happen!**

When executing JavaScript code, different errors can occur.

Errors can be coding errors made by the programmer, errors due to wrong input, and other unforeseeable things:

**Example**

<!DOCTYPE html>  
<html>  
<body>  
  
<p id="demo"></p>  
  
<script>  
try {  
    adddlert("Welcome guest!");  
}  
catch(err) {  
    document.getElementById("demo").innerHTML = err.message;  
}  
</script>  
  
</body>  
</html>

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_try_catch)

In the example above we have made a typo in the code (in the **try block**).

The **catch block** catches the error, and executes code to handle it.

**JavaScript try and catch**

The **try** statement allows you to define a block of code to be tested for errors while it is being executed.

The **catch** statement allows you to define a block of code to be executed, if an error occurs in the try block.

The JavaScript statements **try** and **catch** come in pairs:

try {  
    *Block of code to try*}  
catch(err) {  
    *Block of code to handle errors*}

**JavaScript can Raise Errors**

When an error occurs, JavaScript will normally stop, and generate an error message.

The technical term for this is: JavaScript will  **raise (or throw) an exception**.

**The throw Statement**

The **throw** statement allows you to create a custom error.

Technically you can **raise (throw) an exception**.

The exception can be a JavaScript String, a Number, a Boolean or an Object:

throw "Too big";    // throw a text  
throw 500;          // throw a number

If you use **throw** together with **try** and **catch**, you can control program flow and generate custom error messages.

**Input Validation Example**

This example examines input. If the value is wrong, an exception (err) is thrown.

The exception (err) is caught by the catch statement and a custom error message is displayed:

<!DOCTYPE html>  
<html>  
<body>  
  
<p>Please input a number between 5 and 10:</p>  
  
<input id="demo" type="text">  
<button type="button" onclick="myFunction()">Test Input</button>  
<p id="message"></p>  
  
<script>  
function myFunction() {  
    var message, x;  
    message = document.getElementById("message");  
    message.innerHTML = "";  
    x = document.getElementById("demo").value;  
    try {   
        if(x == "") throw "empty";  
        if(isNaN(x)) throw "not a number";  
        x = Number(x);  
        if(x < 5) throw "too low";  
        if(x > 10) throw "too high";  
    }  
    catch(err) {  
        message.innerHTML = "Input is " + err;  
    }  
}  
</script>  
  
</body>  
</html>

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_throw_error)

**HTML Validation**

The code above is just an example.

Modern browser will often use a combination of JavaScript and built-in HTML validation, using predefined validation rules defined in HTML attributes:

<input id="demo" type="number" min="5" max="10" step="1"

You can read more about forms validation in a later chapter of this tutorial.

**The finally Statement**

The **finally** statement lets you execute code, after try and catch, regardless of the result:

try {  
    *Block of code to try*}  
catch(err) {  
    *Block of code to handle errors*}   
finally {  
    *Block of code to be executed regardless of the try / catch result*}

**Example**

function myFunction() {  
    var message, x;  
    message = document.getElementById("message");  
    message.innerHTML = "";  
    x = document.getElementById("demo").value;  
    try {   
        if(x == "") throw "is empty";  
        if(isNaN(x)) throw "is not a number";  
        x = Number(x);  
        if(x > 10) throw "is too high";  
        if(x < 5) throw "is too low";  
    }  
    catch(err) {  
        message.innerHTML = "Error: " + err + ".";  
    }  
    finally {  
        document.getElementById("demo").value = "";  
    }  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_finally_error)

**JavaScript Debugging**
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You will soon get lost, writing JavaScript code without a debugger.

**JavaScript Debugging**

It is difficult to write JavaScript code without a debugger.

Your code might contain syntax errors, or logical errors, that are difficult to diagnose.

Often, when JavaScript code contains errors, nothing will happen. There are no error messages, and you will get no indications where to search for errors.

|  |  |
| --- | --- |
| **Note** | Normally, errors will happen, every time you try to write some new JavaScript code. |

**JavaScript Debuggers**

Searching for errors in programming code is called code debugging.

Debugging is not easy. But fortunately, all modern browsers have a built-in debugger.

Built-in debuggers can be turned on and off, forcing errors to be reported to the user.

With a debugger, you can also set breakpoints (places where code execution can be stopped), and examine variables while the code is executing.

Normally, otherwise follow the steps at the bottom of this page, you activate debugging in your browser with the F12 key, and select "Console" in the debugger menu.

**The console.log() Method**

If your browser supports debugging, you can use console.log() to display JavaScript values in the debugger window:

**Example**

<!DOCTYPE html>  
<html>  
<body>  
  
<h1>My First Web Page</h1>  
  
<script>  
a = 5;  
b = 6;  
c = a + b;  
console.log(c);  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_console)

**Setting Breakpoints**

In the debugger window, you can set breakpoints in the JavaScript code.

At each breakpoint, JavaScript will stop executing, and let you examine JavaScript values.

After examining values, you can resume the execution of code (typically with a play button).

**The debugger Keyword**

The **debugger** keyword stops the execution of JavaScript, and calls (if available) the debugging function.

This has the same function as setting a breakpoint in the debugger.

If no debugging is available, the debugger statement has no effect.

With the debugger turned on, this code will stop executing before it executes the third line.

**Example**

var x = 15 \* 5;  
debugger;  
document.getElementbyId("demo").innerHTML = x;
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**Major Browsers' Debugging Tools**

Normally, you activate debugging in your browser with F12, and select "Console" in the debugger menu.

Otherwise follow these steps:

**Chrome**

* Open the browser.
* From the menu, select tools.
* From tools, choose developer tools.
* Finally, select Console.

**Firefox Firebug**

* Open the browser.
* Go to the web page:  
  http://www.getfirebug.com
* Follow the instructions how to:  
  install Firebug

**Internet Explorer**

* Open the browser.
* From the menu, select tools.
* From tools, choose developer tools.
* Finally, select Console.

**Opera**

* Open the browser.
* Go to the webpage:  
  http://dev.opera.com
* Follow the instructions how to:  
  add a Developer Console button to your toolbar.

**Safari Firebug**

* Open the browser.
* Go to the webpage:  
  http://extensions.apple.com
* Follow the instructions how to:  
  install Firebug Lite.

**Safari Develop Menu**

* Go to Safari, Preferences, Advanced in the main menu.
* Check "Enable Show Develop menu in menu bar".
* When the new option "Develop" appears in the menu:  
  Choose "Show Error Console".

**Did You Know?**

|  |  |
| --- | --- |
| **Note** | Debugging is the process of testing, finding, and reducing bugs (errors) in computer programs. The first known computer bug was a real bug (an insect), stuck in the electronics. |

**JavaScript Hoisting**
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Hoisting is JavaScript's default behavior of moving declarations to the top.

**JavaScript Declarations are Hoisted**

In JavaScript, a variable can be declared after it has been used.

In other words; a variable can be used before it has been declared.

**Example 1** gives the same result as **Example 2**:

**Example 1**

x = 5; // Assign 5 to x  
  
elem = document.getElementById("demo"); // Find an element   
elem.innerHTML = x;                     // Display x in the element  
  
var x; // Declare x
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**Example 2**

var x; // Declare x  
x = 5; // Assign 5 to x  
  
elem = document.getElementById("demo"); // Find an element   
elem.innerHTML = x;                     // Display x in the element

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_hoisting2)

To understand this, you have to understand the term "hoisting".

Hoisting is JavaScript's default behavior of moving all declarations to the top of the current scope (to the top of the current script or the current function).

**JavaScript Initializations are Not Hoisted**

JavaScript only hoists declarations, not initializations.

**Example 1** does **not** give the same result as **Example 2**:

**Example 1**

var x = 5; // Initialize x  
var y = 7; // Initialize y  
  
elem = document.getElementById("demo"); // Find an element   
elem.innerHTML = x + " " + y;           // Display x and y
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**Example 2**

var x = 5; // Initialize x  
  
elem = document.getElementById("demo"); // Find an element   
elem.innerHTML = x + " " + y;           // Display x and y  
  
var y = 7; // Initialize y

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_hoisting3)

Does it make sense that y is undefined in the last example?

This is because only the declaration (var y), not the initialization (=7) is hoisted to the top.

Because of hoisting, y has been declared before it is used, but because initializations are not hoisted, the value of y is undefined.

Example 2 is the same as writing:

**Example**

var x = 5; // Initialize x  
var y;     // Declare y  
  
elem = document.getElementById("demo"); // Find an element   
elem.innerHTML = x + " " + y;           // Display x and y  
  
y = 7;    // Assign 7 to y
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**Declare Your Variables At the Top !**

Hoisting is (to many developers) an unknown or overlooked behavior of JavaScript.

If a developer doesn't understand hoisting, programs may contain bugs (errors).

To avoid bugs, always declare all variables at the beginning of every scope.

Since this is how JavaScript interprets the code, it is always a good rule.

|  |  |
| --- | --- |
| **Note** | JavaScript in strict mode does not allow variables to be used if they are not declared. Study **"use strict"** in the next chapter. |

**JavaScript Use Strict**
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**"use strict";**  Defines that JavaScript code should be executed in "strict mode".

**The "use strict" Directive**

The "use strict" directive is new in JavaScript 1.8.5 (ECMAScript version 5).

It is not a statement, but a literal expression, ignored by earlier versions of JavaScript.

The purpose of "use strict" is to indicate that the code should be executed in "strict mode".

With strict mode, you can not, for example, use undeclared variables.

|  |  |
| --- | --- |
| **Note** | Strict mode is supported in: Internet Explorer from version 10. Firefox from version 4. Chrome from version 13. Safari from version 5.1. Opera from version 12. |

**Declaring Strict Mode**

Strict mode is declared by adding "use strict"; to the beginning of a JavaScript file, or a JavaScript function.

Declared at the beginning of a JavaScript file, it has global scope (all code will execute in strict mode):

**Example**

"use strict";  
x = 3.14;       // This will cause an error

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strict_variable)

**Example**

"use strict";  
myFunction();  
  
function myFunction() {  
    y = 3.14;   // This will also cause an error  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strict_global)

Declared inside a function, it has local scope (only the code inside the function is in strict mode):

x = 3.14;       // This will not cause an error.   
myFunction();  
  
function myFunction() {  
   "use strict";  
    y = 3.14;   // This will cause an error  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strict_local)

**The "use strict"; Syntax**

The syntax, for declaring strict mode, was designed to be compatible with older versions of JavaScript.

Compiling a numeric literal (4 + 5;) or a string literal ("John Doe";) in a JavaScript program has no side effects. It simply compiles to a non existing variable and dies.

So "use strict"; only matters to new compilers that "understand" the meaning of it.

**Why Strict Mode?**

Strict mode makes it easier to write "secure" JavaScript.

Strict mode changes previously accepted "bad syntax" into real errors.

As an example, in normal JavaScript, mistyping a variable name creates a new global variable. In strict mode, this will throw an error, making it impossible to accidentally create a global variable.

In normal JavaScript, a developer will not receive any error feedback assigning values to non-writable properties.

In strict mode, any assignment to a non-writable property, a getter-only property, a non-existing property, a non-existing variable, or a non-existing object, will throw an error.

**Not Allowed in Strict Mode**

Using a variable (property or object) without declaring it, is not allowed:

"use strict";  
x = 3.14;                 // This will cause an error (if x has not been declared)

Deleting a variable, a function, or an argument, is not allowed.

"use strict";  
x = 3.14;  
delete x;                 // This will cause an error

Defining a property more than once, is not allowed:

"use strict";  
var x = {p1:10, p1:20};   // This will cause an error

Duplicating a parameter name is not allowed:

"use strict";  
function x(p1, p1) {};    // This will cause an error

Octal numeric literals and escape characters are not allowed:

"use strict";  
var x = 010;             // This will cause an error  
var y = \010;            // This will cause an error

Writing to a read-only property is not allowed:

"use strict";  
var obj = {};  
obj.defineProperty(obj, "x", {value:0, writable:false});  
  
obj.x = 3.14;            // This will cause an error

Writing to a get-only property is not allowed:

"use strict";  
var obj = {get x() {return 0} };  
  
obj.x = 3.14;            // This will cause an error

Deleting an undeletable property is not allowed:

"use strict";  
delete Object.prototype; // This will cause an error

The string "eval" cannot be used as a variable:

"use strict";  
var eval = 3.14;         // This will cause an error

The string "arguments" cannot be used as a variable:

"use strict";  
var arguments = 3.14;    // This will cause an error

The with statement is not allowed:

"use strict";  
with (Math){x = cos(2)}; // This will cause an error

For security reasons, eval() is not allowed to create variables in the scope from which it was called:

"use strict";  
eval ("var x = 2");  
alert (x)                // This will cause an error

In function calls like f(), the this value was the global object. In strict mode, it is now undefined.

Future reserved keywords are not allowed. These are:

* implements
* interface
* package
* private
* protected
* public
* static
* field

**Watch Out!**

|  |  |
| --- | --- |
| **Note** | The "use strict" directive is only recognized at the **beginning** of a script or a function. |

**JavaScript Style Guide and Coding Conventions**
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[Next Chapter »](http://www.w3schools.com/js/js_best_practices.asp)

Always use the same coding conventions for all your JavaScript projects.

**JavaScript Coding Conventions**

Coding conventions are **style guidelines for programming**. They typically cover:

* Naming and declaration rules for variables and functions.
* Rules for the use of white space, indentation, and comments.
* Programming practices and principles

Coding conventions **secure quality**:

* Improves code readability
* Make code maintenance easier

Coding conventions can be documented rules for teams to follow, or just be your individual coding practice.

|  |  |
| --- | --- |
| **Note** | This page describes the general JavaScript code conventions used by W3Schools. You should also read the next chapter "Best Practices", and learn how to avoid coding pitfalls. |

**Variable Names**

At W3schools we use **camelCase** for identifier names (variables and functions).

All names start with a **letter**.

At the bottom of this page, you will find a wider discussion about naming rules.

firstName = "John";  
lastName = "Doe";  
  
price = 19.90;  
tax = 0.20;  
  
fullPrice = price + (price \* tax);

**Spaces Around Operators**

Always put spaces around operators ( = + - \* / ), and after commas:

**Examples:**

var x = y + z;  
var values = ["Volvo", "Saab", "Fiat"];

**Code Indentation**

Always use 4 spaces for indentation of code blocks:

**Functions:**

function toCelsius(fahrenheit) {  
    return (5 / 9) \* (fahrenheit - 32);  
}

|  |  |
| --- | --- |
| **Note** | Do not use tabs (tabulators) for indentation. Different editors interpret tabs differently. |

**Statement Rules**

General rules for simple statements:

* Always end a simple statement with a semicolon.

**Examples:**

var values = ["Volvo", "Saab", "Fiat"];  
  
var person = {  
    firstName: "John",  
    lastName: "Doe",  
    age: 50,  
    eyeColor: "blue"  
};

General rules for complex (compound) statements:

* Put the opening bracket at the end of the first line.
* Use one space before the opening bracket.
* Put the closing bracket on a new line, without leading spaces.
* Do not end a complex statement with a semicolon.

**Functions:**

function toCelsius(fahrenheit) {  
    return (5 / 9) \* (fahrenheit - 32);  
}

**Loops:**

for (i = 0; i < 5; i++) {  
    x += i;  
}

**Conditionals:**

if (time < 20) {  
    greeting = "Good day";  
} else {  
    greeting = "Good evening";  
}

**Object Rules**

General rules for object definitions:

* Place the opening bracket on the same line as the object name.
* Use colon plus one space between each property and its value.
* Use quotes around string values, not around numeric values.
* Do not add a comma after the last property-value pair.
* Place the closing bracket on a new line, without leading spaces.
* Always end  an object definition with a semicolon.

**Example**

var person = {  
    firstName: "John",  
    lastName: "Doe",  
    age: 50,  
    eyeColor: "blue"  
};

Short objects can be written compressed, on one line, using spaces only between properties, like this:

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};

**Line Length < 80**

For readability, avoid lines longer than 80 characters.

If a JavaScript statement does not fit on one line, the best place to break it, is after an operator or a comma.

**Example**

document.getElementById("demo").innerHTML =  
    "Hello Dolly.";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_line_break)

**Naming Conventions**

Always use the same naming convention for all your code. For example:

* Variable and function names written as **camelCase**
* Global variable written in **UPPERCASE**
* Constants (like PI) written in **UPPERCASE**

Should you use **hyp-hens**, **camelCase**, or **under\_scores** in variable names?

This is a question programmers often discuss. The answer depends on who you ask:

**Hyphens in HTML and CSS:**

HTML5 attributes can start with data- (data-quantity, data-price).

CSS uses hyphens in property-names (font-size).

|  |  |
| --- | --- |
| **Note** | Hyphens can be mistaken as subtraction attempts. Hyphens are not allowed in JavaScript names. |

**Underscores:**

Many programmers prefer to use underscores (date\_of\_birth), especially in SQL databases.

Underscores are often used in PHP documentation.

**PascalCase:**

PascalCase is often preferred by C programmers.

**camelCase:**

camelCase is used by JavaScript itself, by jQuery, and other JavaScript libraries.

|  |  |
| --- | --- |
| **Note** | Don't start names with a $ sign. It will put you in conflict with many JavaScript library names. |

**Loading JavaScript in HTML**

Use simple syntax for loading external scripts (the type attribute is not necessary):

<script src="myscript.js">

**Accessing HTML Elements**

A consequence of using "untidy" HTML styles, might result in JavaScript errors.

These two JavaScript statements will produce different results:

var obj = getElementById("Demo")  
  
var obj = getElementById("demo")

If possible, use the same naming convention (as JavaScript) in HTML.

[Visit the HTML Style Guide](http://www.w3schools.com/html/html5_syntax.asp).

**File Extensions**

HTML files should have a **.html** extension (not **.htm**).

CSS files should have a **.css** extension.

JavaScript files should have a **.js** extension.

**Use Lower Case File Names**

Most web servers (Apache, Unix) are case sensitive about file names:

london.jpg cannot be accessed as London.jpg.

Other web servers (Microsoft, IIS) are not case sensitive:

london.jpg can be accessed as London.jpg or london.jpg.

If you use a mix of upper and lower case, you have to be extremely consistent.

If you move from a case insensitive, to a case sensitive server, even small errors can break your web site.

To avoid these problems, always use lower case file names (if possible).

**Performance**

Coding conventions are not used by computers. Most rules have little impact on the execution of programs.

Indentation and extra spaces are not significant in small scripts.

For code in development, readability should be preferred. Larger production scripts should be minified.

**JavaScript Best Practices**

[« Previous](http://www.w3schools.com/js/js_conventions.asp)
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Avoid global variables,  avoid new,  avoid  ==,  avoid eval()

**Avoid Global Variables**

Minimize the use of global variables.

This includes all data types, objects, and functions.

Global variables and functions can be overwritten by other scripts.

Use local variables instead, and learn how to use [closures](http://www.w3schools.com/js/js_function_closures.asp).

**Always Declare Local Variables**

All variables used in a function should be declared as **local** variables.

Local variables **must** be declared with the **var** keyword, otherwise they will become global variables.

|  |  |
| --- | --- |
| **Note** | Strict mode does not allow undeclared variables. |

**Declarations on Top**

It is a good coding practice to put all declarations at the top of each script or function.

This will:

* Give cleaner code
* Provide a single place to look for local variables
* Make it easier to avoid unwanted (implied) global variables
* Reduce the possibility of unwanted re-declarations

// Declare at the beginning  
var firstName, lastName, price, discount, fullPrice;  
  
// Use later  
firstName = "John";  
lastName = "Doe";  
  
price = 19.90;  
discount = 0.10;  
  
fullPrice = price \* 100 / discount;

This also goes for loop variables:

// Declare at the beginning  
var i;  
  
// Use later  
for (i = 0; i < 5; i++) {

|  |  |
| --- | --- |
| **Note** | By default, JavaScript moves all declarations to the top (JavaScript hoisting). |

**Initialize Variables**

It is a good coding practice to initialize variables when you declare them.

This will:

* Give cleaner code
* Provide a single place to initialize variables
* Avoid undefined values

// Declare and initiate at the beginning  
var firstName = "",  
    lastName = "",  
    price = 0,  
    discount = 0,  
    fullPrice = 0,  
    myArray = [],  
    myObject = {};

|  |  |
| --- | --- |
| **Note** | Initializing variables provides an idea of the intended use (and intended data type). |

**Never Declare Number, String, or Boolean Objects**

Always treat numbers, strings, or booleans as primitive values. Not as objects.

Declaring these types as objects, slows down execution speed, and produces nasty side effects:

**Example**

var x = "John";               
var y = new String("John");  
(x === y) // is false because x is a string and y is an object.

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_best_object_string1)

Or even worse:

**Example**

var x = new String("John");               
var y = new String("John");  
(x == y) // is false because you cannot compare objects.

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_best_object_string2)

**Don't Use new Object()**

* Use {} instead of new Object()
* Use "" instead of new String()
* Use 0 instead of new Number()
* Use false instead of new Boolean()
* Use [] instead of new Array()
* Use /()/ instead of new RegExp()
* Use function (){} instead of new function()

**Example**

var x1 = {};           // new object  
var x2 = "";           // new primitive string  
var x3 = 0;            // new primitive number  
var x4 = false;        // new primitive boolean  
var x5 = [];           // new array object  
var x6 = /()/;         // new regexp object  
var x7 = function(){}; // new function object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_best_constructors)

**Beware of Automatic Type Conversions**

Beware that numbers can accidentally be converted to strings or NaN (Not a Number).

JavaScript is loosely typed. A variable can contain different data types, and a variable can change its data type:

**Example**

var x = "Hello";     // typeof x is a string  
x = 5;               // changes typeof x to a number

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_best_typeof)

When doing mathematical operations, JavaScript can convert numbers to strings:

**Example**

var x = 5 + 7;       // x.valueOf() is 12,  typeof x is a number  
var x = 5 + "7";     // x.valueOf() is 57,  typeof x is a string  
var x = "5" + 7;     // x.valueOf() is 57,  typeof x is a string  
var x = 5 - 7;       // x.valueOf() is -2,  typeof x is a number  
var x = 5 - "7";     // x.valueOf() is -2,  typeof x is a number  
var x = "5" - 7;     // x.valueOf() is -2,  typeof x is a number  
var x = 5 - "x";     // x.valueOf() is NaN, typeof x is a number

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_best_valueof)

Subtracting a string from a string, does not generate an error but returns NaN (Not a Number):

**Example**

"Hello" - "Dolly"    // returns NaN

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_best_string_op1)

**Use === Comparison**

The == comparison operator always converts (to matching types) before comparison.

The === operator forces comparison of values and type:

**Example**

0 == "";        // true  
1 == "1";       // true  
1 == true;      // true  
  
0 === "";       // false  
1 === "1";      // false  
1 === true;     // false

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_best_comparison)

**Use Parameter Defaults**

If a function is called with a missing argument, the value of the missing argument is set to **undefined**.

Undefined values can break your code. It is a good habit to assign default values to arguments.

**Example**

function myFunction(x, y) {  
    if (y === undefined) {  
        y = 0;  
    }  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_best_parameter_default)

Read more about function parameters and arguments at [Function Parameters](http://www.w3schools.com/js/js_function_parameters.asp)

**End Your Switches with Defaults**

Always end your switch statements with a default. Even if you think there is no need for it.

**Example**

switch (new Date().getDay()) {  
    case 0:  
        day = "Sunday";  
        break;  
    case 1:  
        day = "Monday";  
        break;  
    case 2:  
        day = "Tuesday";  
        break;  
    case 3:  
        day = "Wednesday";  
        break;  
    case 4:  
        day = "Thursday";  
        break;  
    case 5:  
        day = "Friday";  
        break;  
    case 6:  
        day = "Saturday";  
        break;  
    default:  
        day = "Unknown";  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_break_switch)

**Avoid Using eval()**

The eval() function is used to run text as code. In almost all cases, it should not be necessary to use it.

Because it allows arbitrary code to be run, it also represents a security problem.

**JavaScript Common Mistakes**
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This chapter points out some common JavaScript mistakes.

**Accidentally Using the Assignment Operator**

JavaScript programs may generate unexpected results if a programmer accidentally uses an assignment operator (=), instead of a comparison operator (==) in an if statement.

This **if** statement returns **false** (as expected) because x is not equal to 10:

var x = 0;  
if (x == 10)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_equal_1)

This **if** statement returns **true** (maybe not as expected), because 10 is true:

var x = 0;  
if (x = 10)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_equal_2)

This **if** statement returns **false** (maybe not as expected), because 0 is false:

var x = 0;  
if (x = 0)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_equal_3)

|  |  |
| --- | --- |
| **Note** | An assignment always returns the value of the assignment. |

**Expecting Loose Comparison**

In regular comparison, data type does not matter. This if statement returns true:

var x = 10;  
var y = "10";  
if (x == y)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_loose_1)

In strict comparison, data type does matter. This if statement returns false:

var x = 10;  
var y = "10";  
if (x === y)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_loose_2)

It is a common mistake to forget that switch statements use strict comparison:

This case switch will display an alert:

var x = 10;  
switch(x) {  
    case 10: alert("Hello");  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_loose_3)

This case switch will not display an alert:

var x = 10;  
switch(x) {  
    case "10": alert("Hello");  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_loose_4)

**Confusing Addition & Concatenation**

**Addition** is about adding **numbers**.

**Concatenation** is about adding **strings**.

In JavaScript both operations use the same + operator.

Because of this, adding a number as a number will produce a different result from adding a number as a string:

var x = 10 + 5;          // the result in x is 15  
var x = 10 + "5";        // the result in x is "105"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_add_1)

When adding two variables, it can be difficult to anticipate the result:

var x = 10;  
var y = 5;  
var z = x + y;           // the result in z is 15  
  
var x = 10;  
var y = "5";  
var z = x + y;           // the result in z is "105"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_add_2)

**Misunderstanding Floats**

All numbers in JavaScript are stored as 64-bits **Floating point numbers** (Floats).

All programming languages, including JavaScript, have difficulties with precise floating point values:

var x = 0.1;  
var y = 0.2;  
var z = x + y            // the result in z will not be 0.3  
if (z == 0.3)            // this if test will fail

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_floats)

To solve the problem above, it helps to multiply and divide:

**Example**

var z = (x \* 10 + y \* 10) / 10;       // z will be 0.3

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_floats_ok)

**Breaking a JavaScript String**

JavaScript will allow you to break a statement into two lines:

**Example 1**

var x =  
"Hello World!";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_string_1)

But, breaking a statement in the middle of a string will not work:

**Example 2**

var x = "Hello  
World!";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_string_2)

You must use a "backslash" if you must break a statement in a string:

**Example 3**

var x = "Hello \  
World!";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_string_3)

**Misplacing Semicolon**

Because of a misplaced semicolon, this code block will execute regardless of the value of x:

if (x == 19);  
{  
    // code block    
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_semicolon)

**Breaking a Return Statement**

It is a default JavaScript behavior to close a statement automatically at the end of a line.

Because of this, these two examples will return the same result:

**Example 1**

function myFunction(a) {  
    var power = 10    
    return a \* power  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_return_1)

**Example 2**

function myFunction(a) {  
    var power = 10;  
    return a \* power;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_return_2)

JavaScript will also allow you to break a statement into two lines.

Because of this, example 3 will also return the same result:

**Example 3**

function myFunction(a) {  
    var  
    power = 10;    
    return a \* power;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_return_3)

But, what will happen if you break the return statement in two lines like this:

**Example 4**

function myFunction(a) {  
    var  
    power = 10;    
    return  
    a \* power;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_return_4)

The function will return undefined!

Why? Because JavaScript thinks you meant:

**Example 5**

function myFunction(a) {  
    var  
    power = 10;    
    return;  
    a \* power;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_return_5)

**Explanation**

If a statement is incomplete like:

var

JavaScript will try to complete the statement by reading the next line:

power = 10;

But since this statement is complete:

return

JavaScript will automatically close it like this:

return;

This happens because closing (ending) statements with semicolon is optional in JavaScript.

JavaScript will close the return statement at the end of the line, because it is a complete statement.

|  |  |
| --- | --- |
| **Note** | Never break a return statement. |

**Accessing Arrays with Named Indexes**

Many programming languages support arrays with named indexes.

Arrays with named indexes are called associative arrays (or hashes).

JavaScript does **not** support arrays with named indexes.

In JavaScript, **arrays** use **numbered indexes**:

**Example**

var person = [];  
person[0] = "John";  
person[1] = "Doe";  
person[2] = 46;  
var x = person.length;         // person.length will return 3  
var y = person[0];             // person[0] will return "John"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_associative_1)

In JavaScript, **objects** use **named indexes**.

If you use a named index, when accessing an array, JavaScript will redefine the array to a standard object.

After the automatic redefinition, array methods and properties will produce undefined or incorrect results:

**Example:**

var person = [];  
person["firstName"] = "John";  
person["lastName"] = "Doe";  
person["age"] = 46;  
var x = person.length;         // person.length will return 0  
var y = person[0];             // person[0] will return undefined

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_associative_2)

**Ending an Array Definition with a Comma**

**Incorrect:**

points = [40, 100, 1, 5, 25, 10,];

Some JSON and JavaScript engines will fail, or behave unexpectedly.

**Correct:**

points = [40, 100, 1, 5, 25, 10];

**Ending an Object Definition with a Comma**

**Incorrect:**

person = {firstName:"John", lastName:"Doe", age:46,}

Some JSON and JavaScript engines will fail, or behave unexpectedly.

**Correct:**

person = {firstName:"John", lastName:"Doe", age:46}

**Undefined is Not Null**

With JavaScript, **null** is for objects, **undefined** is for variables, properties, and methods.

To be null, an object has to be defined, otherwise it will be undefined.

If you want to test if an object exists, this will throw an error if the object is undefined:

**Incorrect:**

if (myObj !== null && typeof myObj !== "undefined")

Because of this, you must test typeof() first:

**Correct:**

if (typeof myObj !== "undefined" && myObj !== null)

**Expecting Block Level Scope**

JavaScript **does not** create a new scope for each code block.

It is true in many programming languages, but **not true** in JavaScript.

It is a common mistake, among new JavaScript developers, to believe that this code returns undefined:

**Example**

for (var i = 0; i < 10; i++) {  
    // some code  
}  
return i;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_mistakes_scope)

**JavaScript Performance**
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How to speed up your JavaScript code.

**Reduce Activity in Loops**

Loops are often used in programming.

Each statement in a loop, including the for statement, is executed for each iteration of the loop.

Search for statements or assignments that can be placed outside the loop.

**Bad Code:**

for (i = 0; i < arr.length; i++) {

**Better Code:**

l = arr.length;  
for (i = 0; i < l; i++) {

The bad code accesses the length property of an array each time the loop is iterated.

The better code accesses the length property outside the loop, and makes the loop run faster.

**Reduce DOM Access**

Accessing the HTML DOM is very slow, compared to other JavaScript statements.

If you expect to access a DOM element several times, access it once, and use it as a local variable:

**Example**

obj = document.getElementById("demo");  
obj.innerHTML = "Hello";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_element_reference)

**Reduce DOM Size**

Keep the number of elements in the HTML DOM small.

This will always improve page loading, and speed up rendering (page display), especially on smaller devices.

Every attempt to search the DOM (like getElementsByTagName) will benefit from a smaller DOM.

**Avoid Unnecessary Variables**

Don't create new variables if you don't plan to save values.

Often you can replace code like this:

var fullName = firstName + " " + lastName;  
document.getElementById("demo").innerHTML = fullName;

With this:

document.getElementById("demo").innerHTML = firstName + " " + lastName

**Delay JavaScript Loading**

Putting your scripts at the bottom of the page body, lets the browser load the page first.

While a script is downloading, the browser will not start any other downloads. In addition all parsing and rendering activity might be blocked.

|  |  |
| --- | --- |
| **Note** | The HTTP specification defines that browsers should not download more than two components in parallel. |

An alternative is to use **defer="true"** in the script tag. The defer attribute specifies that the script should be executed after the page has finished parsing, but it only works for external scripts.

If possible, you can add your script to the page by code, after the page has loaded:

**Example**

<script>  
window.onload = downScripts;  
  
function downScripts() {  
    var element = document.createElement("script");  
    element.src = "myScript.js";  
    document.body.appendChild(element);  
}  
</script>

**Avoid Using with**

Avoid using the **with keyword**. It has a negative effect on speed. It also clutters up JavaScript scopes.

The with keyword is **not allowed** in strict mode.

**JavaScript Reserved Words**
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In JavaScript, some identifiers are reserved words and cannot be used as variables or function names.

**JavaScript Standards**

ECMAScript 3 (ES3) was released in December 1999.

ECMAScript 4 (ES4) was abandoned.

ECMAScript 5 (ES5) was released in December 2009.

ECMAScript 6 (ES6) was released in June 2015, and is the latest official version of JavaScript.

Time passes, and we are now beginning to see complete support for ES5/ES6 in all modern browsers.

**JavaScript Reserved Words**

In JavaScript you cannot use these reserved words as variables, labels, or function names:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| abstract | arguments | boolean | break | byte |
| case | catch | char | class\* | const |
| continue | debugger | default | delete | do |
| double | else | enum\* | eval | export\* |
| extends\* | false | final | finally | float |
| for | function | goto | if | implements |
| import\* | in | instanceof | int | interface |
| let | long | native | new | null |
| package | private | protected | public | return |
| short | static | super\* | switch | synchronized |
| this | throw | throws | transient | true |
| try | typeof | var | void | volatile |
| while | with | yield |  |  |

Words marked with\* are new in ECMAScript5

**JavaScript Objects, Properties, and Methods**

You should also avoid using the name of JavaScript built-in objects, properties, and methods:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Array | Date | eval | function | hasOwnProperty |
| Infinity | isFinite | isNaN | isPrototypeOf | length |
| Math | NaN | name | Number | Object |
| prototype | String | toString | undefined | valueOf |

**Java Reserved Words**

JavaScript is often used together with Java. You should avoid using some Java objects and properties as JavaScript identifiers:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| getClass | java | JavaArray | javaClass | JavaObject | JavaPackage |

**Windows Reserved Words**

JavaScript can be used outside HTML. It can be used as the programming language in many other applications.

In HTML you must (for portability you should) avoid using the name of HTML and Windows objects and properties:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| alert | all | anchor | anchors | area |
| assign | blur | button | checkbox | clearInterval |
| clearTimeout | clientInformation | close | closed | confirm |
| constructor | crypto | decodeURI | decodeURIComponent | defaultStatus |
| document | element | elements | embed | embeds |
| encodeURI | encodeURIComponent | escape | event | fileUpload |
| focus | form | forms | frame | innerHeight |
| innerWidth | layer | layers | link | location |
| mimeTypes | navigate | navigator | frames | frameRate |
| hidden | history | image | images | offscreenBuffering |
| open | opener | option | outerHeight | outerWidth |
| packages | pageXOffset | pageYOffset | parent | parseFloat |
| parseInt | password | pkcs11 | plugin | prompt |
| propertyIsEnum | radio | reset | screenX | screenY |
| scroll | secure | select | self | setInterval |
| setTimeout | status | submit | taint | text |
| textarea | top | unescape | untaint | window |

**HTML Event Handlers**

In addition you should avoid using the name of all HTML event handlers.

Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| onblur | onclick | onerror | onfocus |
| onkeydown | onkeypress | onkeyup | onmouseover |
| onload | onmouseup | onmousedown | onsubmit |

**JavaScript JSON**
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JSON is a format for storing and transporting data.

JSON is often used when data is sent from a server to a web page.

**What is JSON?**

* JSON stands for **J**ava**S**cript **O**bject **N**otation
* JSON is lightweight data interchange format
* JSON is language independent **\***
* JSON is "self-describing" and easy to understand

\* The JSON syntax is derived from JavaScript object notation syntax, but the JSON format is text only. Code for reading and generating JSON data can be written in any programming language.

**JSON Example**

This JSON syntax defines an employees object: an array of 3 employee records (objects):

**JSON Example**

{  
"employees":[  
    {"firstName":"John", "lastName":"Doe"},   
    {"firstName":"Anna", "lastName":"Smith"},  
    {"firstName":"Peter", "lastName":"Jones"}  
]  
}

**The JSON Format Evaluates to JavaScript Objects**

The JSON format is syntactically identical to the code for creating JavaScript objects.

Because of this similarity, a JavaScript program can easily convert JSON data into native JavaScript objects.

**JSON Syntax Rules**

* Data is in name/value pairs
* Data is separated by commas
* Curly braces hold objects
* Square brackets hold arrays

**JSON Data - A Name and a Value**

JSON data is written as name/value pairs, just like JavaScript object properties.

A name/value pair consists of a field name (in double quotes), followed by a colon, followed by a value:

"firstName":"John"

|  |  |
| --- | --- |
| **Note** | JSON names require double quotes. JavaScript names don't. |

**JSON Objects**

JSON objects are written inside curly braces.

Just like in JavaScript, objects can contain multiple name/value pairs:

{"firstName":"John", "lastName":"Doe"}

**JSON Arrays**

JSON arrays are written inside square brackets.

Just like in JavaScript, an array can contain objects:

"employees":[  
    {"firstName":"John", "lastName":"Doe"},   
    {"firstName":"Anna", "lastName":"Smith"},   
    {"firstName":"Peter", "lastName":"Jones"}  
]

In the example above, the object "employees" is an array. It contains three objects.

Each object is a record of a person (with a first name and a last name).

**Converting a JSON Text to a JavaScript Object**

A common use of JSON is to read data from a web server, and display the data in a web page.

For simplicity, this can be demonstrated using a string as input (or read more in our [JSON tutorial](http://www.w3schools.com/json/default.asp)):

First, create a JavaScript string containing JSON syntax:

var text = '{ "employees" : [' +  
'{ "firstName":"John" , "lastName":"Doe" },' +  
'{ "firstName":"Anna" , "lastName":"Smith" },' +  
'{ "firstName":"Peter" , "lastName":"Jones" } ]}';

Then, use the JavaScript built-in function JSON.parse() to convert the string into a JavaScript object:

var obj = JSON.parse(text);

Finally, use the new JavaScript object in your page:

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML =  
obj.employees[1].firstName + " " + obj.employees[1].lastName;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_json_parse)

You can read more about JSON in our [JSON tutorial](http://www.w3schools.com/json/default.asp).

**JavaScript Validation API**
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**Constraint Validation DOM Methods**

|  |  |
| --- | --- |
| **Property** | **Description** |
| checkValidity() | Returns true if an input element contains valid data. |
| setCustomValidity() | Sets the validationMessage property of an input element. |

If an input field contains invalid data, display a message:

**The checkValidity() Method**

<input id="id1" type="number" min="100" max="300">  
<button onclick="myFunction()">OK</button>  
  
<p id="demo"></p>  
  
<script>  
function myFunction() {  
    var inpObj = document.getElementById("id1");  
    if (inpObj.checkValidity() == false) {  
        document.getElementById("demo").innerHTML = inpObj.validationMessage;  
    }  
}  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_validation_check)

**Constraint Validation DOM Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| validity | Contains boolean properties related to the validity of an input element. |
| validationMessage | Contains the message a browser will display when the validity is false. |
| willValidate | Indicates if an input element will be validated. |

**Validity Properties**

The **validity property** of an input element contains a number of properties related to the validity of data:

|  |  |
| --- | --- |
| **Property** | **Description** |
| customError | Set to true, if a custom validity message is set. |
| patternMismatch | Set to true, if an element's value does not match its pattern attribute. |
| rangeOverflow | Set to true, if an element's value is greater than its max attribute. |
| rangeUnderflow | Set to true, if an element's value is less than its min attribute. |
| stepMismatch | Set to true, if an element's value is invalid per its step attribute. |
| tooLong | Set to true, if an element's value exceeds its maxLength attribute. |
| typeMismatch | Set to true, if an element's value is invalid per its type attribute. |
| valueMissing | Set to true, if an element (with a required attribute) has no value. |
| valid | Set to true, if an element's value is valid. |

**Examples**

If the number in an input field is greater than 100 (the input's max attribute), display a message:

**The rangeOverflow Property**

<input id="id1" type="number" max="100">  
<button onclick="myFunction()">OK</button>  
  
<p id="demo"></p>  
  
<script>  
function myFunction() {  
    var txt = "";  
    if (document.getElementById("id1").validity.rangeOverflow) {  
       txt = "Value too large";  
    }  
    document.getElementById("demo").innerHTML = txt;  
}  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_validation_rangeOverflow)

If the number in an input field is less than 100 (the input's min attribute), display a message:

**The rangeUnderflow Property**

<input id="id1" type="number" min="100">  
<button onclick="myFunction()">OK</button>  
  
<p id="demo"></p>  
  
<script>  
function myFunction() {  
    var txt = "";  
    if (document.getElementById("id1").validity.rangeUnderflow) {  
       txt = "Value too small";  
    }  
    document.getElementById("demo").innerHTML = txt;  
}  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_validation_rangeUnderflow)

**JavaScript Objects**
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**JavaScript Objects**

|  |  |
| --- | --- |
| **Note** | In JavaScript, objects are king. If you understand objects, you understand JavaScript. |

In JavaScript, almost "everything" is an object.

* Booleans can be objects (or primitive data treated as objects)
* Numbers can be objects (or primitive data treated as objects)
* Strings can be objects (or primitive data treated as objects)
* Dates are always objects
* Maths are always objects
* Regular expressions are always objects
* Arrays are always objects
* Functions are always objects
* Objects are objects

In JavaScript, all values, except primitive values, are objects.

Primitive values are: strings ("John Doe"), numbers (3.14), true, false, null, and undefined.

**Objects are Variables Containing Variables**

JavaScript variables can contain single values:

**Example**

var person = "John Doe";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_variable)

Objects are variables too. But objects can contain many values.

The values are written as **name : value** pairs (name and value separated by a colon).

**Example**

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_object)

|  |  |
| --- | --- |
| **Note** | A JavaScript object is an unordered collection of variables called **named values**. |

**Object Properties**

The named values, in JavaScript objects, are called **properties**.

|  |  |
| --- | --- |
| **Property** | **Value** |
| firstName | John |
| lastName | Doe |
| age | 50 |
| eyeColor | blue |

Objects written as name value pairs are similar to:

* Associative arrays in PHP
* Dictionaries in Python
* Hash tables in C
* Hash maps in Java
* Hashes in Ruby and Perl

**Object Methods**

Methods are **actions** that can be performed on objects.

Object properties can be both primitive values, other objects, and functions.

An **object method** is an object property containing a **function definition**.

|  |  |
| --- | --- |
| **Property** | **Value** |
| firstName | John |
| lastName | Doe |
| age | 50 |
| eyeColor | blue |
| fullName | function() {return this.firstName + " " + this.lastName;} |

|  |  |
| --- | --- |
| **Note** | JavaScript objects are containers for named values, called properties and methods. |

You will learn more about methods in the next chapters.

**Creating a JavaScript Object**

With JavaScript, you can define and create your own objects.

There are different ways to create new objects:

* Define and create a single object, using an object literal.
* Define and create a single object, with the keyword new.
* Define an object constructor, and then create objects of the constructed type.

|  |  |
| --- | --- |
| **Note** | In ECMAScript 5, an object can also be created with the function Object.create(). |

**Using an Object Literal**

This is the easiest way to create a JavaScript Object.

Using an object literal, you both define and create an object in one statement.

An object literal is a list of name:value pairs (like age:50) inside curly braces {}.

The following example creates a new JavaScript object with four properties:

**Example**

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_create_1)

Spaces and line breaks are not important. An object definition can span multiple lines:

**Example**

var person = {  
    firstName:"John",  
    lastName:"Doe",  
    age:50,  
    eyeColor:"blue"  
};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_create_2)

**Using the JavaScript Keyword new**

The following example also creates a new JavaScript object with four properties:

**Example**

var person = new Object();  
person.firstName = "John";  
person.lastName = "Doe";  
person.age = 50;  
person.eyeColor = "blue";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_create_new)

|  |  |
| --- | --- |
| **Note** | The two examples above do exactly the same. There is no need to use new Object(). For simplicity, readability and execution speed, use the first one (the object literal method). |

**Using an Object Constructor**

The examples above are limited in many situations. They only create a single object.

Sometimes we like to have an "object type" that can be used to create many objects of one type.

The standard way to create an "object type" is to use an object constructor function:

**Example**

function person(first, last, age, eye) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eye;  
}  
var myFather = new person("John", "Doe", 50, "blue");  
var myMother = new person("Sally", "Rally", 48, "green");

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_constructor)

The above function (person) is an object constructor.

Once you have an object constructor, you can create new objects of the same type:

var myFather = new person("John", "Doe", 50, "blue");  
var myMother = new person("Sally", "Rally", 48, "green");

**The *this* Keyword**

In JavaScript, the thing called **this**, is the object that "owns" the JavaScript code.

The value of **this**, when used in a function, is the object that "owns" the function.

The value of **this**, when used in an object, is the object itself.

The **this** keyword in an object constructor does not have a value. It is only a substitute for the new object.

The value of **this** will become the new object when the constructor is used to create an object.

|  |  |
| --- | --- |
| **Note** | Note that **this** is not a variable. It is a keyword. You cannot change the value of **this**. |

**Built-in JavaScript Constructors**

JavaScript has built-in constructors for native objects:

**Example**

var x1 = new Object();    // A new Object object  
var x2 = new String();    // A new String object  
var x3 = new Number();    // A new Number object  
var x4 = new Boolean()    // A new Boolean object  
var x5 = new Array();     // A new Array object  
var x6 = new RegExp();    // A new RegExp object  
var x7 = new Function();  // A new Function object  
var x8 = new Date();      // A new Date object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_builtin)

The Math() object is not in the list. Math is a global object. The new keyword cannot be used on Math.

|  |  |
| --- | --- |
| **Note** | **Did You Know?** |

As you can see, JavaScript has object versions of the primitive data types String, Number, and Boolean.

There is no reason to create complex objects. Primitive values execute much faster.

And there is no reason to use new Array(). Use array literals instead: []

And there is no reason to use new RegExp(). Use pattern literals instead: /()/

And there is no reason to use new Function(). Use function expressions instead: function () {}.

And there is no reason to use new Object(). Use object literals instead: {}

**Example**

var x1 = {};            // new object  
var x2 = "";            // new primitive string  
var x3 = 0;             // new primitive number  
var x4 = false;         // new primitive boolean  
var x5 = [];            // new array object  
var x6 = /()/           // new regexp object  
var x7 = function(){};  // new function object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_best)

**JavaScript Objects are Mutable**

Objects are mutable: They are addressed by reference, not by value.

If y is an object, the following statement will not create a copy of y:

var x = y;  // This will not create a copy of y.

The object x is not a **copy** of y. It **is** y. Both x and y points to the same object.

Any changes to y will also change x, because x and y are the same object.

**Example**

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"}  
  
var x = person;  
x.age = 10;           // This will change both x.age and person.age

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_mutable)

**JavaScript Object Properties**
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Properties are the most important part of any JavaScript object.

**JavaScript Properties**

Properties are the values associated with a JavaScript object.

A JavaScript object is a collection of unordered properties.

Properties can usually be changed, added, and deleted, but some are read only.

**Accessing JavaScript Properties**

The syntax for accessing the property of an object is:

*objectName.property* // person.age

or

*objectName*["*property*"]       // person["age"]

or

*objectName*[*expression*]       // x = "age"; person[x]

|  |  |
| --- | --- |
| **Note** | The expression must evaluate to a property name. |

**Example 1**

person.firstname + " is " + person.age + " years old.";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties1)

**Example 2**

person["firstname"] + " is " + person["age"] + " years old.";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties2)

**JavaScript for...in Loop**

The JavaScript for...in statement loops through the properties of an object.

**Syntax**

for (*variable* in *object*) {  
*code to be executed*  
}

The block of code inside of the for...in loop will be executed once for each property.

Looping through the properties of an object:

**Example**

var person = {fname:"John", lname:"Doe", age:25};   
  
for (x in person) {  
    txt += person[x];  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties_for_in)

**Adding New Properties**

You can add new properties to an existing object by simply giving it a value.

Assume that the person object already exists - you can then give it new properties:

**Example**

person.nationality = "English";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties3)

|  |  |
| --- | --- |
| **Note** | You cannot use reserved words for property (or method) names. JavaScript naming rules apply. |

**Deleting Properties**

The **delete** keyword deletes a property from an object:

**Example**

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};  
delete person.age;   // or delete person["age"];

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties4)

The delete keyword deletes both the value of the property and the property itself.

After deletion, the property cannot be used before it is added back again.

The delete operator is designed to be used on object properties. It has no effect on variables or functions.

The delete operator should not be used on predefined JavaScript object properties. It can crash your application.

**Property Attributes**

All properties have a name. In addition they also have a value.

The value is one of the property's attributes.

Other attributes are: enumerable, configurable, and writable.

These attributes define how the property can be accessed (is it readable?, is it writable?)

In JavaScript, all attributes can be read, but only the value attribute can be changed (and only if the property is writable).

( ECMAScript 5 has methods for both getting and setting all property attributes)

**Prototype Properties**

JavaScript objects inherit the properties of their prototype.

The delete keyword does not delete inherited properties, but if you delete a prototype property, it will affect all objects inherited from the prototype.

**JavaScript Object Methods**
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**JavaScript Methods**

JavaScript methods are the actions that can be performed on objects.

A JavaScript **method** is a property containing a **function definition**.

|  |  |
| --- | --- |
| **Property** | **Value** |
| firstName | John |
| lastName | Doe |
| age | 50 |
| eyeColor | blue |
| fullName | function() {return this.firstName + " " + this.lastName;} |

|  |  |
| --- | --- |
| **Note** | Methods are functions stored as object properties. |

**Accessing Object Methods**

You create an object method with the following syntax:

*methodName : function() { code lines }*

You access an object method with the following syntax:

*objectName.methodName()*

You will typically describe fullName() as a method of the person object, and fullName as a property.

The fullName property will execute (as a function) when it is invoked with ().

This example accesses the fullName() **method** of a person object:

**Example**

name = person.fullName();

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_method)

If you access the fullName **property**, without (), it will return the **function definition**:

**Example**

name = person.fullName;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_function)

**Using Built-In Methods**

This example uses the toUpperCase() method of the String object, to convert a text to uppercase:

var message = "Hello world!";  
var x = message.toUpperCase();

The value of x, after execution of the code above will be:

HELLO WORLD!

**Adding New Methods**

Defining methods to an object is done inside the constructor function:

**Example**

function person(firstName, lastName, age, eyeColor) {  
    this.firstName = firstName;    
    this.lastName = lastName;  
    this.age = age;  
    this.eyeColor = eyeColor;  
    this.changeName = function (name) {  
        this.lastName = name;  
    }  
}

The changeName() function assigns the value of name to the person's lastName property.

**Now You Can Try:**

myMother.changeName("Doe");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_create_object3)

JavaScript knows which person you are talking about by "substituting" **this** with **myMother**.

**JavaScript Object Prototypes**

[« Previous](http://www.w3schools.com/js/js_object_methods.asp)
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Every JavaScript object has a prototype. The prototype is also an object.

All JavaScript objects inherit their properties and methods from their prototype.

**JavaScript Prototypes**

All JavaScript objects inherit the properties and methods from their prototype.

Objects created using an object literal, or with new Object(), inherit from a prototype called Object.prototype.

Objects created with new Date() inherit the Date.prototype.

The Object.prototype is on the top of the prototype chain.

All JavaScript objects (Date, Array, RegExp, Function, ....) inherit from the Object.prototype.

**Creating a Prototype**

The standard way to create an object prototype is to use an object constructor function:

**Example**

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
}

With a constructor function, you can use the **new** keyword to create new objects from the same prototype:

**Example**

var myFather = new person("John", "Doe", 50, "blue");  
var myMother = new person("Sally", "Rally", 48, "green");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_prototype1)

|  |  |
| --- | --- |
| **Note** | The constructor function is the prototype for your person objects. |

**Adding Properties and Methods to Objects**

Sometimes you want to add new properties (or methods) to an existing object.

Sometimes you want to add new properties (or methods) to all existing objects of a given type.

Sometimes you want to add new properties (or methods) to an object prototype.

**Adding a Property to an Object**

Adding a new property to an existing object is easy:

**Example**

myFather.nationality = "English";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_prototype2)

The property will be added to myFather. Not to myMother. Not to any other person objects.

**Adding a Method to an Object**

Adding a new method to an existing object is also easy:

**Example**

myFather.name = function () {  
    return this.firstName + " " + this.lastName;  
};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_prototype8)

The method will be added to myFather. Not to myMother.

**Adding Properties to a Prototype**

You cannot add a new property to a prototype the same way as you add a new property to an existing object, because the prototype is not an existing object.

**Example**

person.nationality = "English";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_prototype3)

To add a new property to a constructor, you must add it to the constructor function:

**Example**

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
    this.nationality = "English"  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_prototype4)

|  |  |
| --- | --- |
| **Note** | Prototype properties can have prototype values (default values). |

**Adding Methods to a Prototype**

Your constructor function can also define methods:

**Example**

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
    this.name = function() {return this.firstName + " " + this.lastName;};  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_prototype7)

**Using the prototype Property**

The JavaScript prototype property allows you to add new properties to an existing prototype:

**Example**

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
}  
person.prototype.nationality = "English";

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_prototype5)

The JavaScript prototype property also allows you to add new methods to an existing prototype:

**Example**

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
}  
person.prototype.name = function() {  
    return this.firstName + " " + this.lastName;  
};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_prototype6)

|  |  |
| --- | --- |
| **Note** | Only modify your **own** prototypes. Never modify the prototypes of standard JavaScript objects. |

**JavaScript Function Definitions**

[« Previous](http://www.w3schools.com/js/js_object_prototypes.asp)
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JavaScript functions are **defined** with the **function** keyword.

You can use a function **declaration** or a function **expression**.

**Function Declarations**

Earlier in this tutorial, you learned that functions are **declared** with the following syntax:

function *functionName*(*parameters*) {  
  *code to be executed*  
}

Declared functions are not executed immediately. They are "saved for later use", and will be executed later, when they are invoked (called upon).

**Example**

function myFunction(a, b) {  
    return a \* b;  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_return)

|  |  |
| --- | --- |
| **Note** | Semicolons are used to separate executable JavaScript statements. Since a function **declaration** is not an executable statement, it is not common to end it with a semicolon. |

**Function Expressions**

A JavaScript function can also be defined using an **expression**.

A function expression can be stored in a variable:

**Example**

var x = function (a, b) {return a \* b};

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_expression)

After a function expression has been stored in a variable, the variable can be used as a function:

**Example**

var x = function (a, b) {return a \* b};  
var z = x(4, 3);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_expression_variable)

The function above is actually an **anonymous function** (a function without a name).

Functions stored in variables do not need function names. They are always invoked (called) using the variable name.

|  |  |
| --- | --- |
| **Note** | The function above ends with a semicolon because it is a part of an executable statement. |

**The Function() Constructor**

As you have seen in the previous examples, JavaScript functions are defined with the **function** keyword.

Functions can also be defined with a built-in JavaScript function constructor called Function().

**Example**

var myFunction = new Function("a", "b", "return a \* b");  
  
var x = myFunction(4, 3);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_constructor)

You actually don't have to use the function constructor. The example above is the same as writing:

**Example**

var myFunction = function (a, b) {return a \* b};  
  
var x = myFunction(4, 3);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_constructor2)

|  |  |
| --- | --- |
| **Note** | Most of the time, you can avoid using the **new** keyword in JavaScript. |

**Function Hoisting**

Earlier in this tutorial, you learned about "hoisting".

Hoisting is JavaScript's default behavior of moving **declarations** to the top of the current scope.

Hoisting applies to variable declarations and to function declarations.

Because of this, JavaScript functions can be called before they are declared:

myFunction(5);  
  
function myFunction(y) {  
    return y \* y;  
}

Functions defined using an expression are not hoisted.

**Self-Invoking Functions**

Function expressions can be made "self-invoking".

A self-invoking expression is invoked (started) automatically, without being called.

Function expressions will execute automatically if the expression is followed by ().

You cannot self-invoke a function declaration.

You have to add parentheses around the function to indicate that it is a function expression:

**Example**

(function () {  
    var x = "Hello!!";      // I will invoke myself  
})();

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_expression_self)

The function above is actually an **anonymous self-invoking function** (function without name).

**Functions Can Be Used as Values**

JavaScript functions can be used as values:

**Example**

function myFunction(a, b) {  
    return a \* b;  
}  
  
var x = myFunction(4, 3);

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_value)

JavaScript functions can be used in expressions:

**Example**

function myFunction(a, b) {  
    return a \* b;  
}  
  
var x = myFunction(4, 3) \* 2;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_value2)

**Functions are Objects**

The **typeof** operator in JavaScript returns "function" for functions.

But, JavaScript functions can best be described as objects.

JavaScript functions have both **properties** and **methods**.

The arguments.length property returns the number of arguments received when the function was invoked:

**Example**

function myFunction(a, b) {  
    return arguments.length;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_length)

The toString() method returns the function as a string:

**Example**

function myFunction(a, b) {  
    return a \* b;  
}  
  
var txt = myFunction.toString();

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_tostring)

|  |  |
| --- | --- |
| **Note** | A function defined as the property of an object, is called a method to the object. A function designed to create new objects, is called an object constructor. |

**JavaScript Function Parameters**

[« Previous](http://www.w3schools.com/js/js_function_definition.asp)
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A JavaScript function does not perform any checking on parameter values (arguments).

**Function Parameters and Arguments**

Earlier in this tutorial, you learned that functions can have **parameters**:

*functionName*(*parameter1, parameter2, parameter3*) {  
    *code to be executed*  
}

Function **parameters** are the **names** listed in the function definition.

Function **arguments** are the real **values** passed to (and received by) the function.

**Parameter Rules**

JavaScript function definitions do not specify data types for parameters.

JavaScript functions do not perform type checking on the passed arguments.

JavaScript functions do not check the number of arguments received.

**Parameter Defaults**

If a function is called with **missing arguments** (less than declared), the missing values are set to: **undefined**

Sometimes this is acceptable, but sometimes it is better to assign a default value to the parameter:

**Example**

function myFunction(x, y) {  
    if (y === undefined) {  
          y = 0;  
    }   
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_undefined)

If a function is called with **too many arguments** (more than declared), these arguments cannot be referred, because they don't have a name. They can only be reached in the arguments object.

**The Arguments Object**

JavaScript functions have a built-in object called the arguments object.

The argument object contains an array of the arguments used when the function was called (invoked).

This way you can simply use a function to find (for instance) the highest value in a list of numbers:

**Example**

x = findMax(1, 123, 500, 115, 44, 88);  
  
function findMax() {  
    var i;  
    var max = -Infinity;  
    for (i = 0; i < arguments.length; i++) {  
        if (arguments[i] > max) {  
            max = arguments[i];  
        }  
    }  
    return max;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_arguments)

Or create a function to summarize all input values:

**Example**

x = sumAll(1, 123, 500, 115, 44, 88);  
  
function sumAll() {  
    var i, sum = 0;  
    for (i = 0; i < arguments.length; i++) {  
        sum += arguments[i];  
    }  
    return sum;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_arguments_sum)

**Arguments are Passed by Value**

The parameters, in a function call, are the function's arguments.

JavaScript arguments are passed by **value**: The function only gets to know the values, not the argument's locations.

If a function changes an argument's value, it does not change the parameter's original value.

**Changes to arguments are not visible (reflected) outside the function.**

**Objects are Passed by Reference**

In JavaScript, object references are values.

Because of this, objects will behave like they are passed by **reference:**

If a function changes an object property, it changes the original value.

**Changes to object properties are visible (reflected) outside the function.**

**JavaScript Function Invocation**

[« Previous](http://www.w3schools.com/js/js_function_parameters.asp)
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JavaScript functions can be invoked in 4 different ways.

Each method differs in how **this** is initialized.

**The *this* Keyword**

In JavaScript, the thing called **this**, is the object that "owns" the current code.

The value of this, when used in a function, is the object that "owns" the function.

|  |  |
| --- | --- |
| **Note** | Note that **this** is not a variable. It is a keyword. You cannot change the value of **this**. |

**Invoking a JavaScript Function**

You have already learned that the code inside a JavaScript function will execute when "something" invokes it.

The code in a function is not executed when the function is **defined**. It is executed when the function is **invoked**.

Some people use the term "**call a function**" instead of "**invoke a function**".

It is also quite common to say "call upon a function", "start a function", or "execute a function".

In this tutorial, we will use **invoke**, because a JavaScript function can be invoked without being called.

**Invoking a Function as a Function**

**Example**

function myFunction(a, b) {  
    return a \* b;  
}  
myFunction(10, 2);           // myFunction(10, 2) will return 20

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_invoke_function)

The function above does not belong to any object. But in JavaScript there is always a default global object.

In HTML the default global object is the HTML page itself, so the function above "belongs" to the HTML page.

In a browser the page object is the browser window. The function above automatically becomes a window function.

myFunction() and window.myFunction() is the same function:

**Example**

function myFunction(a, b) {  
    return a \* b;  
}  
window.myFunction(10, 2);    // window.myFunction(10, 2) will also return 20

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_invoke_function_2)

|  |  |
| --- | --- |
| **Note** | This is a common way to invoke a JavaScript function, but not a good practice in computer programming. Global variables, methods, or functions can easily create name conflicts and bugs in the global object. |

**The Global Object**

When a function is called without an owner object, the value of **this** becomes the global object.

In a web browser the global object is the browser window.

This example returns the window object as the value of **this**:

**Example**

function myFunction() {  
    return this;  
}  
myFunction();                // Will return the window object

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_invoke_function_3)

|  |  |
| --- | --- |
| **Note** | Invoking a function as a global function, causes the value of **this** to be the global object. Using the window object as a variable can easily crash your program. |

**Invoking a Function as a Method**

In JavaScript you can define function as object methods.

The following example creates an object (**myObject**), with two properties (**firstName** and **lastName**), and a method (**fullName**):

**Example**

var myObject = {  
    firstName:"John",  
    lastName: "Doe",  
    fullName: function () {  
        return this.firstName + " " + this.lastName;  
    }  
}  
myObject.fullName();         // Will return "John Doe"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_invoke_method)

The **fullName** method is a function. The function belongs to the object. **myObject** is the owner of the function.

The thing called **this**, is the object that "owns" the JavaScript code. In this case the value of **this** is **myObject**.

Test it! Change the **fullName** method to return the value of **this**:

**Example**

var myObject = {  
    firstName:"John",  
    lastName: "Doe",  
    fullName: function () {  
        return this;  
    }  
}  
myObject.fullName();          // Will return [object Object] (the owner object)

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_invoke_method_2)

|  |  |
| --- | --- |
| **Note** | Invoking a function as an object method, causes the value of **this** to be the object itself. |

**Invoking a Function with a Function Constructor**

If a function invocation is preceded with the **new** keyword, it is a constructor invocation.

It looks like you create a new function, but since JavaScript functions are objects you actually create a new object:

**Example**

// This is a function constructor:  
function myFunction(arg1, arg2) {  
    this.firstName = arg1;  
    this.lastName  = arg2;  
}  
  
// This creates a new object  
var x = new myFunction("John","Doe");  
x.firstName;                             // Will return "John"

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_invoke_constructor)

A constructor invocation creates a new object. The new object inherits the properties and methods from its constructor.

|  |  |
| --- | --- |
| **Note** | The **this** keyword in the constructor does not have a value. The value of **this** will be the new object created when the function is invoked. |

**Invoking a Function with a Function Method**

In JavaScript, functions are objects. JavaScript functions have properties and methods.

**call()** and **apply()** are predefined JavaScript function methods. Both methods can be used to invoke a function, and both methods must have the owner object as first parameter.

**Example**

function myFunction(a, b) {  
    return a \* b;  
}  
myObject = myFunction.call(myObject, 10, 2);     // Will return 20

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_invoke_call)

**Example**

function myFunction(a, b) {  
    return a \* b;  
}  
myArray = [10, 2];  
myObject = myFunction.apply(myObject, myArray);  // Will also return 20

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_invoke_apply)

Both methods takes an owner object as the first argument. The only difference is that call() takes the function arguments separately, and apply() takes the function arguments in an array.

In JavaScript strict mode, the first argument becomes the value of **this** in the invoked function, even if the argument is not an object.

In "non-strict" mode, if the value of the first argument is null or undefined, it is replaced with the global object.

|  |  |
| --- | --- |
| **Note** | With call() or apply() you can set the value of **this**, and invoke a function as a new method of an existing object. |

**JavaScript Closures**

[« Previous](http://www.w3schools.com/js/js_function_invocation.asp)
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JavaScript variables can belong to the **local** or **global** scope.

Private variables can be made possible with **closures**.

**Global Variables**

A function can access all variables defined **inside** the function, like this:

**Example**

function myFunction() {  
    var a = 4;  
    return a \* a;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_scope2)

But a function can also access variables defined **outside** the function, like this:

**Example**

var a = 4;  
function myFunction() {  
    return a \* a;  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_scope1)

In the last example, **a** is a **global** variable.

In a web page, global variables belong to the window object.

Global variables can be used (and changed) by all scripts in the page (and in the window).

In the first example, **a** is a **local** variable.

A local variable can only be used inside the function where it is defined. It is hidden from other functions and other scripting code.

Global and local variables with the same name are different variables. Modifying one, does not modify the other.

|  |  |
| --- | --- |
| **Note** | Variables created **without** the keyword **var**, are always global, even if they are created inside a function. |

**Variable Lifetime**

Global variables live as long as your application (your window / your web page) lives.

Local variables have short lives. They are created when the function is invoked, and deleted when the function is finished.

**A Counter Dilemma**

Suppose you want to use a variable for counting something, and you want this counter to be available to all functions.

You could use a global variable, and a function to increase the counter:

**Example**

var counter = 0;  
  
function add() {  
    counter += 1;  
}  
  
add();  
add();  
add();  
  
// the counter is now equal to 3

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_counter)

The counter should only be changed by the add() function.

The problem is, that any script on the page can change the counter, without calling add().

If I declare the counter inside the function, nobody will be able to change it without calling add():

**Example**

function add() {  
    var counter = 0;  
    counter += 1;  
}  
  
add();  
add();  
add();  
  
// the counter should now be 3, but it does not work !

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_counter2)

It did not work! Every time I call the add() function, the counter is set to 1.

**A JavaScript inner function can solve this.**

**JavaScript Nested Functions**

All functions have access to the global scope.

In fact, in JavaScript, all functions have access to the scope "above" them.

JavaScript supports nested functions. Nested functions have access to the scope "above" them.

In this example, the inner function **plus()** has access to the **counter** variable in the parent function:

**Example**

function add() {  
    var counter = 0;  
    function plus() {counter += 1;}  
    plus();      
    return counter;   
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_counter1)

This could have solved the counter dilemma, if we could reach the **plus()** function from the outside.

We also need to find a way to execute **counter = 0** only once.

**We need a closure.**

**JavaScript Closures**

Remember self-invoking functions? What does this function do?

**Example**

var add = (function () {  
    var counter = 0;  
    return function () {return counter += 1;}  
})();  
  
add();  
add();  
add();  
  
// the counter is now 3

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_counter3)

**Example Explained**

The variable **add** is assigned the return value of a self-invoking function.

The self-invoking function only runs once. It sets the counter to zero (0), and returns a function expression.

This way add becomes a function. The "wonderful" part is that it can access the counter in the parent scope.

This is called a JavaScript **closure.** It makes it possible for a function to have "**private**" variables.

The counter is protected by the scope of the anonymous function, and can only be changed using the add function.

|  |  |
| --- | --- |
| **Note** | A closure is a function having access to the parent scope, even after the parent function has closed. |

**JavaScript HTML DOM**
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With the HTML DOM, JavaScript can access and change all the elements of an HTML document.

**The HTML DOM (Document Object Model)**

When a web page is loaded, the browser creates a **D**ocument **O**bject **M**odel of the page.

The **HTML DOM** model is constructed as a tree of **Objects**:

**The HTML DOM Tree of Objects**

![DOM HTML tree](data:image/gif;base64,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)

With the object model, JavaScript gets all the power it needs to create dynamic HTML:

* JavaScript can change all the HTML elements in the page
* JavaScript can change all the HTML attributes in the page
* JavaScript can change all the CSS styles in the page
* JavaScript can remove existing HTML elements and attributes
* JavaScript can add new HTML elements and attributes
* JavaScript can react to all existing HTML events in the page
* JavaScript can create new HTML events in the page

**What You Will Learn**

In the next chapters of this tutorial you will learn:

* How to change the content of HTML elements
* How to change the style (CSS) of HTML elements
* How to react to HTML DOM events
* How to add and delete HTML elements

**What is the DOM?**

The DOM is a W3C (World Wide Web Consortium) standard.

The DOM defines a standard for accessing documents:

*"The W3C Document Object Model (DOM) is a platform and language-neutral interface that allows programs and scripts to dynamically access and update the content, structure, and style of a document."*

The W3C DOM standard is separated into 3 different parts:

* Core DOM - standard model for all document types
* XML DOM - standard model for XML documents
* HTML DOM - standard model for HTML documents

**What is the HTML DOM?**

The HTML DOM is a standard **object** model and **programming interface** for HTML. It defines:

* The HTML elements as **objects**
* The **properties** of all HTML elements
* The **methods** to access all HTML elements
* The **events** for all HTML elements

In other words: **The HTML DOM is a standard for how to get, change, add, or delete HTML elements.**

**JavaScript - HTML DOM Methods**

[« Previous](http://www.w3schools.com/js/js_htmldom.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_document.asp)

HTML DOM methods are **actions** you can perform (on HTML Elements).

HTML DOM properties are **values** (of HTML Elements) that you can set or change.

**The DOM Programming Interface**

The HTML DOM can be accessed with JavaScript (and with other programming languages).

In the DOM, all HTML elements are defined as **objects**.

The programming interface is the properties and methods of each object.

A **property** is a value that you can get or set (like changing the content of an HTML element).

A **method** is an action you can do (like add or deleting an HTML element).

**Example**

The following example changes the content (the innerHTML) of the <p> element with id="demo":

**Example**

<html>  
<body>  
  
<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = "Hello World!";  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_method)

In the example above, getElementById is a **method**, while innerHTML is a **property**.

**The getElementById Method**

The most common way to access an HTML element is to use the id of the element.

In the example above the getElementById method used id="demo" to find the element.

**The innerHTML Property**

The easiest way to get the content of an element is by using the **innerHTML** property.

The innerHTML property is useful for getting or replacing the content of HTML elements.

|  |  |
| --- | --- |
| **Note** | The innerHTML property can be used to get or change any HTML element, including <html> and <body>. |

**JavaScript HTML DOM Document**

[« Previous](http://www.w3schools.com/js/js_htmldom_methods.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_elements.asp)

The HTML DOM document object is the owner of all other objects in your web page.

**The HTML DOM Document Object**

The document object represents your web page.

If you want to access any element in an HTML page, you always start with accessing the document object.

Below are some examples of how you can use the document object to access and manipulate HTML.

**Finding HTML Elements**

|  |  |
| --- | --- |
| **Method** | **Description** |
| document.getElementById() | Find an element by element id |
| document.getElementsByTagName() | Find elements by tag name |
| document.getElementsByClassName() | Find elements by class name |

**Changing HTML Elements**

|  |  |
| --- | --- |
| **Method** | **Description** |
| *element*.innerHTML= | Change the inner HTML of an element |
| *element*.*attribute=* | Change the attribute of an HTML element |
| *element*.setAttribute*(attribute,value)* | Change the attribute of an HTML element |
| *element*.style.*property=* | Change the style of an HTML element |

**Adding and Deleting Elements**

|  |  |
| --- | --- |
| **Method** | **Description** |
| document.createElement() | Create an HTML element |
| document.removeChild() | Remove an HTML element |
| document.appendChild() | Add an HTML element |
| document.replaceChild() | Replace an HTML element |
| document.write(*text*) | Write into the HTML output stream |

**Adding Events Handlers**

|  |  |
| --- | --- |
| **Method** | **Description** |
| document.getElementById(*id*).onclick=function(){*code*} | Adding event handler code to an onclick event |

**Finding HTML Objects**

The first HTML DOM Level 1 (1998), defined 11 HTML objects, object collections, and properties. These are still valid in HTML5.

Later, in HTML DOM Level 3, more objects, collections, and properties were added.

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| document.anchors | Returns all <a> elements that have a name attribute | 1 |
| document.applets | Returns all <applet> elements (Deprecated in HTML5) | 1 |
| document.baseURI | Returns the absolute base URI of the document | 3 |
| document.body | Returns the <body> element | 1 |
| document.cookie | Returns the document's cookie | 1 |
| document.doctype | Returns the document's doctype | 3 |
| document.documentElement | Returns the <html> element | 3 |
| document.documentMode | Returns the mode used by the browser | 3 |
| document.documentURI | Returns the URI of the document | 3 |
| document.domain | Returns the domain name of the document server | 1 |
| document.domConfig | Obsolete. Returns the DOM configuration | 3 |
| document.embeds | Returns all <embed> elements | 3 |
| document.forms | Returns all <form> elements | 1 |
| document.head | Returns the <head> element | 3 |
| document.images | Returns all <img> elements | 1 |
| document.implementation | Returns the DOM implementation | 3 |
| document.inputEncoding | Returns the document's encoding (character set) | 3 |
| document.lastModified | Returns the date and time the document was updated | 3 |
| document.links | Returns all <area> and <a> elements that have a href attribute | 1 |
| document.readyState | Returns the (loading) status of the document | 3 |
| document.referrer | Returns the URI of the referrer (the linking document) | 1 |
| document.scripts | Returns all <script> elements | 3 |
| document.strictErrorChecking | Returns if error checking is enforced | 3 |
| document.title | Returns the <title> element | 1 |
| document.URL | Returns the complete URL of the document | 1 |

**JavaScript HTML DOM Elements**

[« Previous](http://www.w3schools.com/js/js_htmldom_document.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_html.asp)

This page teaches you how to find and access HTML elements in an HTML page.

**Finding HTML Elements**

Often, with JavaScript, you want to manipulate HTML elements.

To do so, you have to find the elements first. There are a couple of ways to do this:

* Finding HTML elements by id
* Finding HTML elements by tag name
* Finding HTML elements by class name
* Finding HTML elements by CSS selectors
* Finding HTML elements by HTML object collections

**Finding HTML Element by Id**

The easiest way to find an HTML element in the DOM, is by using the element id.

This example finds the element with id="intro":

**Example**

var myElement = document.getElementById("intro");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_getelementbyid)

If the element is found, the method will return the element as an object (in myElement).

If the element is not found, myElement will contain null.

**Finding HTML Elements by Tag Name**

This example finds all <p> elements:

**Example**

var x = document.getElementsByTagName("p");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_getelementsbytagname2)

This example finds the element with id="main", and then finds all <p> elements inside "main":

**Example**

var x = document.getElementById("main");  
var y = x.getElementsByTagName("p");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_getelementsbytagname)

**Finding HTML Elements by Class Name**

If you want to find all HTML elements with the same class name, use getElementsByClassName().

This example returns a list of all elements with class="intro".

**Example**

var x = document.getElementsByClassName("intro");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_getelementsbyclassname)

|  |  |
| --- | --- |
| **Note** | Finding elements by class name does not work in Internet Explorer 8 and earlier versions. |

**Finding HTML Elements by CSS Selectors**

If you want to find all HTML elements that matches a specified CSS selector (id, class names, types, attributes, values of attributes, etc), use the querySelectorAll() method.

This example returns a list of all <p> elements with class="intro".

**Example**

var x = document.querySelectorAll("p.intro");

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_queryselectorall)

|  |  |
| --- | --- |
| **Note** | The querySelectorAll() method does not work in Internet Explorer 8 and earlier versions. |

**Finding HTML Elements by HTML Object Collections**

This example finds the form element with id="frm1", in the forms collection, and displays all element values:

**Example**

var x = document.forms["frm1"];  
var text = "";  
var i;  
for (i = 0; i < x.length; i++) {  
    text += x.elements[i].value + "<br>";  
}  
document.getElementById("demo").innerHTML = text;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_form_elements)

The following HTML objects (and object collections) are also accessible:

* [document.anchors](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_anchors)
* [document.body](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_body)
* [document.documentElement](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_element)
* [document.embeds](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_embeds)
* [document.forms](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_forms)
* [document.head](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_head)
* [document.images](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_images)
* [document.links](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_links)
* [document.scripts](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_scripts)
* [document.title](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_title)

**Test Yourself with Exercises!**

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_elements1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_elements2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_elements3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_elements4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_elements5)

**JavaScript HTML DOM - Changing HTML**

[« Previous](http://www.w3schools.com/js/js_htmldom_elements.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_css.asp)

The HTML DOM allows JavaScript to change the content of HTML elements.

**Changing the HTML Output Stream**

JavaScript can create dynamic HTML content:

**Date: Wed Oct 21 2015 15:34:51 GMT+0200**

In JavaScript, document.write() can be used to write directly to the HTML output stream:

**Example**

<!DOCTYPE html>  
<html>  
<body>  
  
<script>  
document.write(Date());  
</script>  
  
</body>  
</html>

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date)

|  |  |
| --- | --- |
| **Note** | Never use document.write() after the document is loaded. It will overwrite the document. |

**Changing HTML Content**

The easiest way to modify the content of an HTML element is by using the **innerHTML** property.

To change the content of an HTML element, use this syntax:

document.getElementById(*id*).innerHTML = *new HTML*

This example changes the content of a <p> element:

**Example**

<html>  
<body>  
  
<p id="p1">Hello World!</p>  
  
<script>  
document.getElementById("p1").innerHTML = "New text!";  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_change_innerhtml)

This example changes the content of an <h1> element:

**Example**

<!DOCTYPE html>  
<html>  
<body>  
  
<h1 id="header">Old Header</h1>  
  
<script>  
var element = document.getElementById("header");  
element.innerHTML = "New Header";  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_innerhtml)

Example explained:

* The HTML document above contains an <h1> element with id="header"
* We use the HTML DOM to get the element with id="header"
* A JavaScript changes the content (innerHTML) of that element

**Changing the Value of an Attribute**

To change the value of an HTML attribute, use this syntax:

document.getElementById(*id*).*attribute=new value*

This example changes the value of the src attribute of an <img> element:

**Example**

<!DOCTYPE html>  
<html>  
<body>  
  
<img id="myImage" src="smiley.gif">  
  
<script>  
document.getElementById("myImage").src = "landscape.jpg";  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_image)

Example explained:

* The HTML document above contains an <img> element with id="myImage"
* We use the HTML DOM to get the element with id="myImage"
* A JavaScript changes the src attribute of that element from "smiley.gif" to "landscape.jpg"

**Test Yourself with Exercises!**

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_change1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_change2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_change3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_change4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_change5)

**JavaScript HTML DOM - Changing CSS**

[« Previous](http://www.w3schools.com/js/js_htmldom_html.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_events.asp)

The HTML DOM allows JavaScript to change the style of HTML elements.

**Changing HTML Style**

To change the style of an HTML element, use this syntax:

document.getElementById(*id*).style.*property*=*new style*

The following example changes the style of a <p> element:

**Example**

<html>  
<body>  
  
<p id="p2">Hello World!</p>  
  
<script>  
document.getElementById("p2").style.color = "blue";  
</script>  
  
<p>The paragraph above was changed by a script.</p>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_change_style)

**Using Events**

The HTML DOM allows you to execute code when an event occurs.

Events are generated by the browser when "things happen" to HTML elements:

* An element is clicked on
* The page has loaded
* Input fields are changed

You will learn more about events in the next chapter of this tutorial.

This example changes the style of the HTML element with id="id1", when the user clicks a button:

**Example**

<!DOCTYPE html>  
<html>  
<body>  
  
<h1 id="id1">My Heading 1</h1>  
  
<button type="button"   
onclick="document.getElementById('id1').style.color = 'red'">  
Click Me!</button>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_color2)

**More Examples**

[Visibility](http://www.w3schools.com/js/tryit.asp?filename=tryjs_visibility) How to make an element invisible. Do you want to show the element or not?

**HTML DOM Style Object Reference**

For all HTML DOM style properties, look at our complete [HTML DOM Style Object Reference](http://www.w3schools.com/jsref/dom_obj_style.asp).

**Test Yourself with Exercises!**

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_css1)  [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_css2)  [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_css3)  [Exercise 4 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_css4)  [Exercise 5 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_css5)

**JavaScript HTML DOM Events**

[« Previous](http://www.w3schools.com/js/js_htmldom_css.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_eventlistener.asp)

HTML DOM allows JavaScript to react to HTML events:

**Mouse Over Me**

**Click Me**

**Reacting to Events**

A JavaScript can be executed when an event occurs, like when a user clicks on an HTML element.

To execute code when a user clicks on an element, add JavaScript code to an HTML event attribute:

onclick=*JavaScript*

Examples of HTML events:

* When a user clicks the mouse
* When a web page has loaded
* When an image has been loaded
* When the mouse moves over an element
* When an input field is changed
* When an HTML form is submitted
* When a user strokes a key

In this example, the content of the <h1> element is changed when a user clicks on it:

**Example**

<!DOCTYPE html>  
<html>  
<body>  
  
<h1 onclick="this.innerHTML='Ooops!'">Click on this text!</h1>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onclick2)

In this example, a function is called from the event handler:

**Example**

<!DOCTYPE html>  
<html>  
<body>  
  
<h1 onclick="changeText(this)">Click on this text!</h1>  
  
<script>  
function changeText(id) {   
    id.innerHTML = "Ooops!";  
}  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onclick3)

**HTML Event Attributes**

To assign events to HTML elements you can use event attributes.

**Example**

Assign an onclick event to a button element:

<button onclick="displayDate()">Try it</button>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events1)

In the example above, a function named *displayDate* will be executed when the button is clicked.

**Assign Events Using the HTML DOM**

The HTML DOM allows you to assign events to HTML elements using JavaScript:

**Example**

Assign an onclick event to a button element:

<script>  
document.getElementById("myBtn").onclick = displayDate;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events2)

In the example above, a function named *displayDate* is assigned to an HTML element with the id="myBtn".

The function will be executed when the button is clicked.

**The onload and onunload Events**

The onload and onunload events are triggered when the user enters or leaves the page.

The onload event can be used to check the visitor's browser type and browser version, and load the proper version of the web page based on the information.

The onload and onunload events can be used to deal with cookies.

**Example**

<body onload="checkCookies()">

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onload)

**The onchange Event**

The onchange event are often used in combination with validation of input fields.

Below is an example of how to use the onchange. The upperCase() function will be called when a user changes the content of an input field.

**Example**

<input type="text" id="fname" onchange="upperCase()">

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_onchange)

**The onmouseover and onmouseout Events**

The onmouseover and onmouseout events can be used to trigger a function when the user mouses over, or out of, an HTML element:

Mouse Over Me

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_mouseover)

**The onmousedown, onmouseup and onclick Events**

The onmousedown, onmouseup, and onclick events are all parts of a mouse-click. First when a mouse-button is clicked, the onmousedown event is triggered, then, when the mouse-button is released, the onmouseup event is triggered, finally, when the mouse-click is completed, the onclick event is triggered.

Click Me

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_mousedown)

**More Examples**

[onmousedown and onmouseup](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onmousedown)  
Change an image when a user holds down the mouse button.

[onload](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onload)  
Display an alert box when the page has finished loading.

[onfocus](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onfocus)  
Change the background-color of an input field when it gets focus.

[Mouse Events](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onmouse)  
Change the color of an element when the cursor moves over it.

**HTML DOM Event Object Reference**

For a list of all HTML DOM events, look at our complete [HTML DOM Event Object Reference](http://www.w3schools.com/jsref/dom_obj_event.asp).

**Test Yourself with Exercises!**

[Exercise 1 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_events1)   [Exercise 2 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_events2)   [Exercise 3 »](http://www.w3schools.com/js/exercise.asp?filename=exercise_dom_events3)

**JavaScript HTML DOM EventListener**

[« Previous](http://www.w3schools.com/js/js_htmldom_events.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_navigation.asp)

**The addEventListener() method**

**Example**

Add an event listener that fires when a user clicks a button:

document.getElementById("myBtn").addEventListener("click", displayDate);

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_displaydate)

The addEventListener() method attaches an event handler to the specified element.

The addEventListener() method attaches an event handler to an element without overwriting existing event handlers.

You can add many event handlers to one element.

You can add many event handlers of the same type to one element, i.e two "click" events.

You can add event listeners to any DOM object not only HTML elements. i.e the window object.

The addEventListener() method makes it easier to control how the event reacts to bubbling.

When using the addEventListener() method, the JavaScript is separated from the HTML markup, for better readability and allows you to add event listeners even when you do not control the HTML markup.

You can easily remove an event listener by using the removeEventListener() method.

**Syntax**

*element*.addEventListener(*event, function, useCapture*);

The first parameter is the type of the event (like "click" or "mousedown").

The second parameter is the function we want to call when the event occurs.

The third parameter is a boolean value specifying whether to use event bubbling or event capturing. This parameter is optional.

|  |  |
| --- | --- |
| **Note** | Note that you don't use the "on" prefix for the event; use "click" instead of "onclick". |

**Add an Event Handler to an Element**

**Example**

Alert "Hello World!" when the user clicks on an element:

*element*.addEventListener("click", function(){ alert("Hello World!"); });

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_add)

You can also refer to an external "named" function:

**Example**

Alert "Hello World!" when the user clicks on an element:

*element*.addEventListener("click", myFunction);  
  
function myFunction() {  
    alert ("Hello World!");  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_add2)

**Add Many Event Handlers to the Same Element**

The addEventListener() method allows you to add many events to the same element, without overwriting existing events:

**Example**

*element*.addEventListener("click", myFunction);  
*element*.addEventListener("click", mySecondFunction);

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_add_many)

You can add events of different types to the same element:

**Example**

*element*.addEventListener("mouseover", myFunction);  
*element*.addEventListener("click", mySecondFunction);  
*element*.addEventListener("mouseout", myThirdFunction);

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_add_many2)

**Add an Event Handler to the Window Object**

The addEventListener() method allows you to add event listeners on any HTML DOM object such as HTML elements, the HTML document, the window object, or other objects that supports events, like the xmlHttpRequest object.

**Example**

Add an event listener that fires when a user resizes the window:

window.addEventListener("resize", function(){  
    document.getElementById("demo").innerHTML = *sometext*;  
});

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_dom)

**Passing Parameters**

When passing parameter values, use an "anonymous function" that calls the specified function with the parameters:

**Example**

*element*.addEventListener("click", function(){ myFunction(p1, p2); });

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_parameters)

**Event Bubbling or Event Capturing?**

There are two ways of event propagation in the HTML DOM, bubbling and capturing.

Event propagation is a way of defining the element order when an event occurs. If you have a <p> element inside a <div> element, and the user clicks on the <p> element, which element's "click" event should be handled first?

In *bubbling* the inner most element's event is handled first and then the outer: the <p> element's click event is handled first, then the <div> element's click event.

In *capturing* the outer most element's event is handled first and then the inner: the <div> element's click event will be handled first, then the <p> element's click event.

With the addEventListener() method you can specify the propagation type by using the "useCapture" parameter:

addEventListener(*event*, *function*, *useCapture*);

The default value is false, which will use the bubbling propagation, when the value is set to true, the event uses the capturing propagation.

**Example**

document.getElementById("myP").addEventListener("click", myFunction, true);  
document.getElementById("myDiv").addEventListener("click", myFunction, true);

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_usecapture)

**The removeEventListener() method**

The removeEventListener() method removes event handlers that have been attached with the addEventListener() method:

**Example**

*element*.removeEventListener("mousemove", myFunction);

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_remove)

**Browser Support**

The numbers in the table specifies the first browser version that fully supports these methods.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Method** |  |  |  |  |  |
| addEventListener() | 1.0 | 9.0 | 1.0 | 1.0 | 7.0 |
| removeEventListener() | 1.0 | 9.0 | 1.0 | 1.0 | 7.0 |

**Note:** The addEventListener() and removeEventListener() methods are not supported in IE 8 and earlier versions and Opera 6.0 and earlier versions. However, for these specific browser versions, you can use the attachEvent() method to attach an event handlers to the element, and the detachEvent() method to remove it:

*element.*attachEvent*(event, function);  
element.*detachEvent*(event, function);*

**Example**

Cross-browser solution:

var x = document.getElementById("myBtn");  
if (x.addEventListener) {                    // For all major browsers, except IE 8 and earlier  
    x.addEventListener("click", myFunction);  
} else if (x.attachEvent) {                  // For IE 8 and earlier versions  
    x.attachEvent("onclick", myFunction);  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_crossbrowser)

**HTML DOM Event Object Reference**

For a list of all HTML DOM events, look at our complete [HTML DOM Event Object Reference](http://www.w3schools.com/jsref/dom_obj_event.asp).

**JavaScript HTML DOM Navigation**

[« Previous](http://www.w3schools.com/js/js_htmldom_eventlistener.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_nodes.asp)

With the HTML DOM, you can navigate the node tree using node relationships.

**DOM Nodes**

According to the W3C HTML DOM standard, everything in an HTML document is a node:

* The entire document is a document node
* Every HTML element is an element node
* The text inside HTML elements are text nodes
* Every HTML attribute is an attribute node
* All comments are comment nodes

![DOM HTML tree](data:image/gif;base64,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)

With the HTML DOM, all nodes in the node tree can be accessed by JavaScript.

New nodes can be created, and all nodes can be modified or deleted.

**Node Relationships**

The nodes in the node tree have a hierarchical relationship to each other.

The terms parent, child, and sibling are used to describe the relationships.

* In a node tree, the top node is called the root (or root node)
* Every node has exactly one parent, except the root (which has no parent)
* A node can have a number of children
* Siblings (brothers or sisters) are nodes with the same parent

<html>  
  
  <head>  
      <title>DOM Tutorial</title>  
  </head>  
  
  <body>  
      <h1>DOM Lesson one</h1>  
      <p>Hello world!</p>  
  </body>  
  
</html>

![Node tree](data:image/gif;base64,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)

From the HTML above you can read:

* <html> is the root node
* <html> has no parents
* <html> is the parent of <head> and <body>
* <head> is the first child of <html>
* <body> is the last child of <html>

and:

* <head> has one child: <title>
* <title> has one child (a text node): "DOM Tutorial"
* <body> has two children: <h1> and <p>
* <h1> has one child: "DOM Lesson one"
* <p> has one child: "Hello world!"
* <h1> and <p> are siblings

**Navigating Between Nodes**

You can use the following node properties to navigate between nodes with JavaScript:

* parentNode
* childNodes[*nodenumber*]
* firstChild
* lastChild
* nextSibling
* previousSibling

**Warning !**

A common error in DOM processing is to expect an element node to contain text.

In this example: **<title>DOM Tutorial</title>**, the element node <title> does not contain text. It contains a **text node** with the value "DOM Tutorial".

The value of the text node can be accessed by the node's **innerHTML** property, or the **nodeValue**.

**Child Nodes and Node Values**

In addition to the innerHTML property, you can also use the childNodes and nodeValue properties to get the content of an element.

The following example collects the node value of an <h1> element and copies it into a <p> element:

**Example**

<html>  
<body>  
  
<h1 id="intro">My First Page</h1>  
  
<p id="demo">Hello!</p>  
  
<script>  
var myText = document.getElementById("intro").childNodes[0].nodeValue;  
document.getElementById("demo").innerHTML = myText;  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_nodevalue)

In the example above, getElementById is a method, while childNodes and nodeValue are properties.

In this tutorial we use the innerHTML property. However, learning the method above is useful for understanding the tree structure and the navigation of the DOM.

Using the firstChild property is the same as using childNodes[0]:

**Example**

<html>  
<body>  
  
<h1 id="intro">My First Page</h1>  
  
<p id="demo">Hello World!</p>  
  
<script>  
myText = document.getElementById("intro").firstChild.nodeValue;  
document.getElementById("demo").innerHTML = myText;  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_firstchild)

**DOM Root Nodes**

There are two special properties that allow access to the full document:

* document.body - The body of the document
* document.documentElement - The full document

**Example**

<html>  
<body>  
  
<p>Hello World!</p>  
<div>  
<p>The DOM is very useful!</p>  
<p>This example demonstrates the <b>document.body</b> property.</p>  
</div>  
  
<script>  
alert(document.body.innerHTML);  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_body)

**Example**

<html>  
<body>  
  
<p>Hello World!</p>  
<div>  
<p>The DOM is very useful!</p>  
<p>This example demonstrates the <b>document.documentElement</b> property.</p>  
</div>  
  
<script>  
alert(document.documentElement.innerHTML);  
</script>  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_document)

**The nodeName Property**

The nodeName property specifies the name of a node.

* nodeName is read-only
* nodeName of an element node is the same as the tag name
* nodeName of an attribute node is the attribute name
* nodeName of a text node is always #text
* nodeName of the document node is always #document

**Note:** nodeName always contains the uppercase tag name of an HTML element.

**The nodeValue Property**

The nodeValue property specifies the value of a node.

* nodeValue for element nodes is undefined
* nodeValue for text nodes is the text itself
* nodeValue for attribute nodes is the attribute value

**The nodeType Property**

The nodeType property returns the type of node. nodeType is read only.

The most important node types are:

|  |  |
| --- | --- |
| **Element type** | **NodeType** |
| Element | 1 |
| Attribute | 2 |
| Text | 3 |
| Comment | 8 |
| Document | 9 |

**JavaScript HTML DOM Elements (Nodes)**

[« Previous](http://www.w3schools.com/js/js_htmldom_navigation.asp)

[Next Chapter »](http://www.w3schools.com/js/js_htmldom_nodelist.asp)

Adding and Removing Nodes (HTML Elements)

**Creating New HTML Elements (Nodes)**

To add a new element to the HTML DOM, you must create the element (element node) first, and then append it to an existing element.

**Example**

<div id="div1">  
<p id="p1">This is a paragraph.</p>  
<p id="p2">This is another paragraph.</p>  
</div>  
  
<script>  
var para = document.createElement("p");  
var node = document.createTextNode("This is new.");  
para.appendChild(node);  
  
var element = document.getElementById("div1");  
element.appendChild(para);  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_elementcreate)

**Example Explained**

This code creates a new <p> element:

var para = document.createElement("p");

To add text to the <p> element, you must create a text node first. This code creates a text node:

var node = document.createTextNode("This is a new paragraph.");

Then you must append the text node to the <p> element:

para.appendChild(node);

Finally you must append the new element to an existing element.

This code finds an existing element:

var element = document.getElementById("div1");

This code appends the new element to the existing element:

element.appendChild(para);

**Creating new HTML Elements - insertBefore()**

The appendChild() method in the previous example, appended the new element as the last child of the parent.

If you don't want that you can use the insertBefore() method:

**Example**

<div id="div1">  
<p id="p1">This is a paragraph.</p>  
<p id="p2">This is another paragraph.</p>  
</div>  
  
<script>  
var para = document.createElement("p");  
var node = document.createTextNode("This is new.");  
para.appendChild(node);  
  
var element = document.getElementById("div1");  
var child = document.getElementById("p1");  
element.insertBefore(para,child);  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_elementcreate2)

**Removing Existing HTML Elements**

To remove an HTML element, you must know the parent of the element:

**Example**

<div id="div1">  
<p id="p1">This is a paragraph.</p>  
<p id="p2">This is another paragraph.</p>  
</div>  
  
<script>  
var parent = document.getElementById("div1");  
var child = document.getElementById("p1");  
parent.removeChild(child);  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_elementremove)

**Example Explained**

This HTML document contains a <div> element with two child nodes (two <p> elements):

<div id="div1">  
<p id="p1">This is a paragraph.</p>  
<p id="p2">This is another paragraph.</p>  
</div>

Find the element with id="div1":

var parent = document.getElementById("div1");

Find the <p> element with id="p1":

var child = document.getElementById("p1");

Remove the child from the parent:

parent.removeChild(child);

|  |  |
| --- | --- |
| **Note** | It would be nice to be able to remove an element without referring to the parent. But sorry. The DOM needs to know both the element you want to remove, and its parent. |

Here is a common workaround: Find the child you want to remove, and use its parentNode property to find the parent:

var child = document.getElementById("p1");  
child.parentNode.removeChild(child);

**Replacing HTML Elements**

To replace an element to the HTML DOM, use the replaceChild() method:

**Example**

<div id="div1">  
<p id="p1">This is a paragraph.</p>  
<p id="p2">This is another paragraph.</p>  
</div>  
  
<script>  
var para = document.createElement("p");  
var node = document.createTextNode("This is new.");  
para.appendChild(node);  
  
var parent = document.getElementById("div1");  
var child = document.getElementById("p1");  
parent.replaceChild(para,child);  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_elementreplace)

**JavaScript HTML DOM Node List**

[« Previous](http://www.w3schools.com/js/js_htmldom_nodes.asp)

[Next Chapter »](http://www.w3schools.com/js/js_window.asp)

A node list is a collection of nodes

**HTML DOM Node List**

The getElementsByTagName() method returns a **node list**. A node list is an array-like collection of nodes.

The following code selects all <p> nodes in a document:

**Example**

var x = document.getElementsByTagName("p");

The nodes can be accessed by an index number. To access the second <p> node you can write:

y = x[1];

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_nodelist)

**Note:** The index starts at 0.

**HTML DOM Node List Length**

The length property defines the number of nodes in a node list:

**Example**

var myNodelist = document.getElementsByTagName("p");  
document.getElementById("demo").innerHTML = myNodelist.length;

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_nodelist_length)

Example explained:

1. Get all <p> elements in a node list
2. Display the length of the node list

The length property is useful when you want to loop through the nodes in a node list:

**Example**

Change the background color of all <p> elements in a node list:

var myNodelist = document.getElementsByTagName("p");  
var i;  
for (i = 0; i < myNodelist.length; i++) {  
    myNodelist[i].style.backgroundColor = "red";  
}

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_nodelist_loop)

|  |  |
| --- | --- |
| **Note** | **A node list is not an array!**  A node list may look like an array, but it is not. You can loop through the node list and refer to its nodes like an array. However, you cannot use Array Methods, like valueOf() or join() on the node list. |

**JavaScript Window - The Browser Object Model**

[« Previous](http://www.w3schools.com/js/js_htmldom_nodelist.asp)

[Next Chapter »](http://www.w3schools.com/js/js_window_screen.asp)

The Browser Object Model (BOM) allows JavaScript to "talk to" the browser.

**The Browser Object Model (BOM)**

There are no official standards for the **B**rowser **O**bject **M**odel (BOM).

Since modern browsers have implemented (almost) the same methods and properties for JavaScript interactivity, it is often referred to, as methods and properties of the BOM.

**The Window Object**

The **window** object is supported by all browsers. It represents the browser's window.

All global JavaScript objects, functions, and variables automatically become members of the window object.

Global variables are properties of the window object.

Global functions are methods of the window object.

Even the document object (of the HTML DOM) is a property of the window object:

window.document.getElementById("header");

is the same as:

document.getElementById("header");

**Window Size**

Three different properties can be used to determine the size of the browser window (the browser viewport, NOT including toolbars and scrollbars).

For Internet Explorer, Chrome, Firefox, Opera, and Safari:

* window.innerHeight - the inner height of the browser window
* window.innerWidth - the inner width of the browser window

For Internet Explorer 8, 7, 6, 5:

* document.documentElement.clientHeight
* document.documentElement.clientWidth
* or
* document.body.clientHeight
* document.body.clientWidth

A practical JavaScript solution (covering all browsers):

**Example**

var w = window.innerWidth  
|| document.documentElement.clientWidth  
|| document.body.clientWidth;  
  
var h = window.innerHeight  
|| document.documentElement.clientHeight  
|| document.body.clientHeight;

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_win_inner)

The example displays the browser window's height and width: (NOT including toolbars/scrollbars)

**Other Window Methods**

Some other methods:

* window.open() - open a new window
* window.close() - close the current window
* window.moveTo() -move the current window
* window.resizeTo() -resize the current window

**JavaScript Window Screen**

[« Previous](http://www.w3schools.com/js/js_window.asp)

[Next Chapter »](http://www.w3schools.com/js/js_window_location.asp)

The window.screen object contains information about the user's screen.

**Window Screen**

The **window.screen** object can be written without the window prefix.

Properties:

* screen.width
* screen.height
* screen.availWidth
* screen.availHeight
* screen.colorDepth
* screen.pixelDepth

**Window Screen Width**

The screen.width property returns the width of the visitor's screen in pixels.

**Example**

Display the width of the screen in pixels:

document.getElementById("demo").innerHTML =  
"Screen Width: " + screen.width;

Result will be:

Screen Width: 1280

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_width)

**Window Screen Height**

The screen.height property returns the height of the visitor's screen in pixels.

**Example**

Display the height of the screen in pixels:

document.getElementById("demo").innerHTML =  
"Screen Height: " + screen.height;

Result will be:

Screen Height: 1024

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_height)

**Window Screen Available Width**

The screen.availWidth property returns the width of the visitor's screen, in pixels, minus interface features like the Windows Taskbar.

**Example**

Display the available width of the screen in pixels:

document.getElementById("demo").innerHTML =  
"Available Screen Width: " + screen.availWidth;

Result will be:

Available Screen Width: 1280

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_availwidth)

**Window Screen Available Height**

The screen.availHeight property returns the height of the visitor's screen, in pixels, minus interface features like the Windows Taskbar.

**Example**

Display the available height of the screen in pixels:

document.getElementById("demo").innerHTML =  
"Available Screen Height: " + screen.availHeight;

Result will be:

Available Screen Height: 984

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_availheight)

**Window Screen Color Depth**

The screen.colorDepth property returns the number of bits used to display one color.

All modern computers use 24 bit or 32 bit hardware for color resolution:

* 24 bits =      16,777,216 different "True Colors"
* 32 bits = 4,294,967,296 different "Deep Colors"

Older computers used 16 bits: 65,536 different "High Colors" resolution.

Very old computers, and old cell phones used 8 bits: 256 different "VGA colors".

**Example**

Display the color depth of the screen in bits:

document.getElementById("demo").innerHTML =   
"Screen Color Depth: " + screen.colorDepth;

Result will be:

Screen Color Depth: 24

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_colorDepth)

|  |  |
| --- | --- |
| **Note** | The #rrggbb (rgb) values used in HTML represents "True Colors" (16,777,216 different colors) |

**Window Screen Pixel Depth**

The screen.pixelDepth property returns the pixel depth of the screen.

**Example**

Display the pixel depth of the screen in bits:

document.getElementById("demo").innerHTML =  
"Screen Pixel Depth: " + screen.pixelDepth;

Result will be:

Screen Pixel Depth: 24

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_pixelDepth)

|  |  |
| --- | --- |
| **Note** | For modern computers, Color Depth and Pixel Depth are equal. |

**JavaScript Window Location**

[« Previous](http://www.w3schools.com/js/js_window_screen.asp)

[Next Chapter »](http://www.w3schools.com/js/js_window_history.asp)

The window.location object can be used to get the current page address (URL) and to redirect the browser to a new page.

**Window Location**

The **window.location** object can be written without the window prefix.

Some examples:

* window.location.href returns the href (URL) of the current page
* window.location.hostname returns the domain name of the web host
* window.location.pathname returns the path and filename of the current page
* window.location.protocol returns the web protocol used (http:// or https://)
* window.location.assign loads a new document

**Window Location Href**

The **window.location.href** property returns the URL of the current page.

**Example**

Display the href (URL) of the current page:

document.getElementById("demo").innerHTML =  
"Page location is " + window.location.href;

Result is:

Page location is http://www.w3schools.com/js/js\_window\_location.asp

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_href)

**Window Location Hostname**

The **window.location.hostname** property returns the name of the internet host (of the current page).

**Example**

Display the name of the host:

document.getElementById("demo").innerHTML =  
"Page hostname is " + window.location.hostname;

Result is:

Page hostname is www.w3schools.com

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_host)

**Window Location Pathname**

The **window.location.pathname** property returns the pathname of the current page.

**Example**

Display the path name of the current URL:

document.getElementById("demo").innerHTML =  
"Page path is " + window.location.pathname;

Result is:

/js/js\_window\_location.asp

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_pathname)

**Window Location Protocol**

The **window.location.protocol** property returns the web protocol of the page.

**Example**

Display the web protocol:

document.getElementById("demo").innerHTML =  
"Page protocol is " + window.location.protocol;

Result is:

Page protocol is http:

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_protocol)

**Window Location Assign**

The **window.location.assign()** method loads a new document.

**Example**

Load a new document:

<html>  
<head>  
<script>  
function newDoc() {  
    window.location.assign("http://www.w3schools.com")  
}  
</script>  
</head>  
<body>  
  
<input type="button" value="Load new document" onclick="newDoc()">  
  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_assign)

**JavaScript Window History**
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The window.history object contains the browsers history.

**Window History**

The **window.history** object can be written without the window prefix.

To protect the privacy of the users, there are limitations to how JavaScript can access this object.

Some methods:

* history.back() - same as clicking back in the browser
* history.forward() - same as clicking forward in the browser

**Window History Back**

The history.back() method loads the previous URL in the history list.

This is the same as clicking the Back button in the browser.

**Example**

Create a back button on a page:

<html>  
<head>  
<script>  
function goBack() {  
    window.history.back()  
}  
</script>  
</head>  
<body>  
  
<input type="button" value="Back" onclick="goBack()">  
  
</body>  
</html>

The output of the code above will be:

**Window History Forward**

The history forward() method loads the next URL in the history list.

This is the same as clicking the Forward button in the browser.

**Example**

Create a forward button on a page:

<html>  
<head>  
<script>  
function goForward() {  
    window.history.forward()  
}  
</script>  
</head>  
<body>  
  
<input type="button" value="Forward" onclick="goForward()">  
  
</body>  
</html>

The output of the code above will be:

**JavaScript Window Navigator**

[« Previous](http://www.w3schools.com/js/js_window_history.asp)
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The window.navigator object contains information about the visitor's browser.

**Window Navigator**

The **window.navigator** object can be written without the window prefix.

Some examples:

* navigator.appName
* navigator.appCodeName
* navigator.platform

**Navigator Cookie Enabled**

The property cookieEnabled returns true if cookies are enabled, otherwise false:

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML =  
"Cookies Enabled is " + navigator.cookieEnabled;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_cookieenabled)

**The Browser Names**

The properties **appName** and **appCodeName** return the name of the browser:

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML =  
"Name is " + navigator.appName + ". Code name is " + navigator.appCodeName;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_appcodename)

|  |  |
| --- | --- |
| **Note** | Did you know?  IE11, Chrome, Firefox, and Safari return appName "Netscape".  Chrome, Firefox, IE, Safari, and Opera all return appCodeName "Mozilla". |

**The Browser Engine**

The property **product** returns the engine name of the browser:

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = navigator.product;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_product)

**The Browser Version I**

The property **appVersion** returns version information about the browser:

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = navigator.appVersion;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_appversion)

**The Browser Version II**

The property **userAgent also** returns version information about the browser:

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = navigator.userAgent;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_userAgent)

**Warning !!!**

The information from the navigator object can often be misleading, and should not be used to detect browser versions because:

* Different browsers can use the same name
* The navigator data can be changed by the browser owner
* Some browsers misidentify themselves to bypass site tests
* Browsers cannot report new operating systems, released later than the browser

**The Browser Platform**

The property **platform** returns the browser platform (operating system):

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = navigator.platform;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_platform)

**The Browser Language**

The property **language** returns the browser's language:

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = navigator.language;  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_language)

**Is Java Enabled?**

The method **javaEnabled()** returns true if Java is enabled:

**Example**

<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = navigator.javaEnabled();  
</script>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_javaenabled)

**JavaScript Popup Boxes**

[« Previous](http://www.w3schools.com/js/js_window_navigator.asp)

[Next Chapter »](http://www.w3schools.com/js/js_timing.asp)

JavaScript has three kind of popup boxes: Alert box, Confirm box, and Prompt box.

**Alert Box**

An alert box is often used if you want to make sure information comes through to the user.

When an alert box pops up, the user will have to click "OK" to proceed.

**Syntax**

window.alert("*sometext*");

The **window.alert()** method can be written without the window prefix.

**Example**

alert("I am an alert box!");

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_alert)

**Confirm Box**

A confirm box is often used if you want the user to verify or accept something.

When a confirm box pops up, the user will have to click either "OK" or "Cancel" to proceed.

If the user clicks "OK", the box returns true. If the user clicks "Cancel", the box returns false.

**Syntax**

window.confirm("*sometext*");

The **window.confirm()** method can be written without the window prefix.

**Example**

var r = confirm("Press a button");  
if (r == true) {  
    x = "You pressed OK!";  
} else {  
    x = "You pressed Cancel!";  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_confirm)

**Prompt Box**

A prompt box is often used if you want the user to input a value before entering a page.

When a prompt box pops up, the user will have to click either "OK" or "Cancel" to proceed after entering an input value.

If the user clicks "OK" the box returns the input value. If the user clicks "Cancel" the box returns null.

**Syntax**

window.prompt("*sometext*","*defaultText*");

The **window.prompt()** method can be written without the window prefix.

**Example**

var person = prompt("Please enter your name", "Harry Potter");  
if (person != null) {  
    document.getElementById("demo").innerHTML =  
    "Hello " + person + "! How are you today?";  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_prompt)

**Line Breaks**

To display line breaks inside a popup box, use a back-slash followed by the character n.

**Example**

alert("Hello\nHow are you?");

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_alert2)

**JavaScript Timing Events**

[« Previous](http://www.w3schools.com/js/js_popup.asp)

[Next Chapter »](http://www.w3schools.com/js/js_cookies.asp)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | JavaScript can be executed in time-intervals.  This is called timing events. |

**Timing Events**

The window object allows execution of code at specified time intervals.

These time intervals are called timing events.

The two key methods to use with JavaScript are:

* setTimeout(*function, milliseconds*)  
  Executes a function, after waiting a specified number of milliseconds.
* setInterval(*function, milliseconds*)  
  Same as setTimeout(), but repeats the execution of the function continuously.

|  |  |
| --- | --- |
| **Note** | The setTimeout() and setInterval() are both methods of the HTML DOM Window object. |

**The setTimeout() Method**

window.setTimeout(*function*, *milliseconds*);

The **window.setTimeout()** method can be written without the window prefix.

The first parameter is a function to be executed.

The second parameter indicates the number of milliseconds before execution.

**Example**

Click a button. Wait 3 seconds, and the page will alert "Hello":

<b<button onclick="setTimeout(myFunction, 3000)">Try it</button>  
  
<script>  
function myFunction() {  
    alert('Hello');  
}  
</script>

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing1)

**How to Stop the Execution?**

The clearTimeout() method stops the execution of the function specified in setTimeout().

window.clearTimeout(*timeoutVariable*)

The **window.clearTimeout()** method can be written without the window prefix.

The clearTimeout() method uses the variable returned from setTimeout():

myVar = setTimeout(*function*, *milliseconds*);  
clearTimeout(myVar);

If the function has not already been executed, you can stop the execution by calling the clearTimeout() method:

**Example**

Same example as above, but with an added "Stop" button:

<button onclick="myVar = setTimeout(myFunction, 3000)">Try it</button>  
  
<button onclick="clearTimeout(myVar)">Stop it</button>

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_settimeout2)

**The setInterval() Method**

The setInterval() method repeats a given function at every given time-interval.

window.setInterval(*function*, *milliseconds*);

The **window.setInterval()** method can be written without the window prefix.

The first parameter is the function to be executed.

The second parameter indicates the length of the time-interval between each execution.

This example executes a function called "myTimer" once every second (like a digital watch).

**Example**

Display the current time:

var myVar = setInterval(myTimer, 1000);  
  
function myTimer() {  
    var d = new Date();  
    document.getElementById("demo").innerHTML = d.toLocaleTimeString();  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_setinterval2)

|  |  |
| --- | --- |
| **Note** | There are 1000 milliseconds in one second. |

**How to Stop the Execution?**

The clearInterval() method stops the executions of the function specified in the setInterval() method.

window.clearInterval(*timerVariable*)

The **window.clearInterval()** method can be written without the window prefix.

The clearInterval() method uses the variable returned from setInterval():

myVar = setInterval(*function*, *milliseconds*);  
clearInterval(myVar);

**Example**

Same example as above, but we have added a "Stop time" button:

<p id="demo"></p>  
  
<button onclick="clearInterval(myVar)">Stop time</button>  
  
<script>  
var myVar = setInterval(myTimer, 1000);  
function myTimer() {  
    var d = new Date();  
    document.getElementById("demo").innerHTML = d.toLocaleTimeString();  
}  
</script>

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_setinterval3)

![Examples](data:image/gif;base64,R0lGODlhKAAuAMQAALrablumOqDMXNjb2WOxQJmukPX17IeRd9jnlufo50yUNZjFeaTNeo28de7s3MXeeOXk0PL33q7TZm61RLXXa67ShMvhqoC9S8Xdj6fPYsTHsJXGVf7+/u7v8DZgKD+BLiH5BAAAAAAALAAAAAAoAC4AAAX/ICdyUWmeaKqaxjgiTyzPdG3TSCvCMew/iKBwSPwZH4BHy3FrOp0IDiKJrCav1moWu40lDVMkYLzFXs1WMzUZmZLH8Lh8TqdHMPW8fn+n+P+AgYKDhH59EhSIiomMi46NjBh+j3cSlpeYmZqaGCSbEg4YGRKjpaSnpqmoFBAcBpaqoKIZtLW0GBAWFba8oxU6u720EcG8EjoiELQCvRUjxcy8oQLU1QI6EA4iFtbVFCPc3d3E4s4cFQIbFtvo1eYc4eLWoRv19QLrEPYbLiIR2v4w7Btoz0EFgusi2BPQr6GLf7kIGiSYYdsGBhEcaiQB4eBAgxc2XAgZcl2/gwwY/7iowJIlA5EwSYbsSFIkSQs6HLy8gPGZTJs/ZeocSbQo0Q0VdLnAYHQk0KZDmxbt1NCC1KtEITDAylOEAYAknnItCmHByAln07aCcGFCgxYY0LZNO7eu3AkOFkxAu7ctXxEM+ubby7ew38OE8xL2S3iCiAqE11loTLnw4r1lKzduFaHtgseaQ29uMIHAXtOECVxoaAC1ZtOuYROA0ICA7duyCTQAC6E07ty/f9MOTvyCXuLIgwcYHoBA8+fOozeXTh26denLGwTYzr279+/gw2+nrSBA+fPm06Nfr749+/IDGiiYT7++/fv488+n/aG/gg//BQjggAIWSOCB//kHQYAB/TXo4IMQRihhgxwM4MGFGGao4YYcduhBAY95KOKIGiqQwAgafEDiihwWMMAIAxRwwIw01mjjjTjeqMGJ8Gjg449ABinkkER24AoESCap5JJMNukkkq44IOWUVFZp5ZVYSunKV1w60OWXXoYJ5phiamPAmWimqeaabLaJJgchAAA7)

**More Examples**

[Another simple timing](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing2)

[A clock created with a timing event](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing_clock)

**JavaScript Cookies**

[« Previous](http://www.w3schools.com/js/js_timing.asp)

[Next Chapter »](http://www.w3schools.com/js/js_libraries.asp)

Cookies let you store user information in web pages.

**What are Cookies?**

Cookies are data, stored in small text files, on your computer.

When a web server has sent a web page to a browser, the connection is shut down, and the server forgets everything about the user.

Cookies were invented to solve the problem "how to remember information about the user":

* When a user visits a web page, his name can be stored in a cookie.
* Next time the user visits the page, the cookie "remembers" his name.

Cookies are saved in name-value pairs like:

username=John Doe

When a browser request a web page from a server, cookies belonging to the page is added to the request. This way the server gets the necessary data to "remember" information about users.

**Create a Cookie with JavaScript**

JavaScript can create, read, and delete cookies with the **document.cookie** property.

With JavaScript, a cookie can be created like this:

document.cookie="username=John Doe";

You can also add an expiry date (in UTC time). By default, the cookie is deleted when the browser is closed:

document.cookie="username=John Doe; expires=Thu, 18 Dec 2013 12:00:00 UTC";

With a path parameter, you can tell the browser what path the cookie belongs to. By default, the cookie belongs to the current page.

document.cookie="username=John Doe; expires=Thu, 18 Dec 2013 12:00:00 UTC; path=/";

**Read a Cookie with JavaScript**

With JavaScript, cookies can be read like this:

var x = document.cookie;

|  |  |
| --- | --- |
| **Note** | document.cookie will return all cookies in one string much like: cookie1=value; cookie2=value; cookie3=value; |

**Change a Cookie with JavaScript**

With JavaScript, you can change a cookie the same way as you create it:

document.cookie="username=John Smith; expires=Thu, 18 Dec 2013 12:00:00 UTC; path=/";

The old cookie is overwritten.

**Delete a Cookie with JavaScript**

Deleting a cookie is very simple. Just set the expires parameter to a passed date:

document.cookie = "username=; expires=Thu, 01 Jan 1970 00:00:00 UTC";

Note that you don't have to specify a cookie value when you delete a cookie.

**The Cookie String**

The document.cookie property looks like a normal text string. But it is not.

Even if you write a whole cookie string to document.cookie, when you read it out again, you can only see the name-value pair of it.

If you set a new cookie, older cookies are not overwritten. The new cookie is added to document.cookie, so if you read document.cookie again you will get something like:

cookie1=value; cookie2=value;

If you want to find the value of one specified cookie, you must write a JavaScript function that searches for the cookie value in the cookie string.

**JavaScript Cookie Example**

In the example to follow, we will create a cookie that stores the name of a visitor.

The first time a visitor arrives to the web page, he will be asked to fill in his name. The name is then stored in a cookie.

The next time the visitor arrives at the same page, he will get a welcome message.

For the example we will create 3 JavaScript functions:

1. A function to set a cookie value
2. A function to get a cookie value
3. A function to check a cookie value

**A Function to Set a Cookie**

First, we create a function that stores the name of the visitor in a cookie variable:

**Example**

function setCookie(cname, cvalue, exdays) {  
    var d = new Date();  
    d.setTime(d.getTime() + (exdays\*24\*60\*60\*1000));  
    var expires = "expires="+d.toUTCString();  
    document.cookie = cname + "=" + cvalue + "; " + expires;  
}

**Example explained:**

The parameters of the function above are the name of the cookie (cname), the value of the cookie (cvalue), and the number of days until the cookie should expire (exdays).

The function sets a cookie by adding together the cookiename, the cookie value, and the expires string.

**A Function to Get a Cookie**

Then, we create a function that returns the value of a specified cookie:

**Example**

function getCookie(cname) {  
    var name = cname + "=";  
    var ca = document.cookie.split(';');  
    for(var i=0; i<ca.length; i++) {  
        var c = ca[i];  
        while (c.charAt(0)==' ') c = c.substring(1);  
        if (c.indexOf(name) == 0) return c.substring(name.length,c.length);  
    }  
    return "";  
}

**Function explained:**

Take the cookiename as parameter (cname).

Create a variable (name) with the text to search for (cname + "=").

Split document.cookie on semicolons into an array called ca (ca = document.cookie.split(';')).

Loop through the ca array (i=0;i<ca.length;i++), and read out each value c=ca[i]).

If the cookie is found (c.indexOf(name) == 0), return the value of the cookie (c.substring(name.length,c.length).

If the cookie is not found, return "".

**A Function to Check a Cookie**

Last, we create the function that checks if a cookie is set.

If the cookie is set it will display a greeting.

If the cookie is not set, it will display a prompt box, asking for the name of the user, and stores the username cookie for 365 days, by calling the setCookie function:

**Example**

function checkCookie() {  
    var username=getCookie("username");  
    if (username!="") {  
        alert("Welcome again " + username);  
    }else{  
        username = prompt("Please enter your name:", "");  
        if (username != "" && username != null) {  
            setCookie("username", username, 365);  
        }  
    }  
}

**All Together Now**

**Example**

function setCookie(cname, cvalue, exdays) {  
    var d = new Date();  
    d.setTime(d.getTime() + (exdays\*24\*60\*60\*1000));  
    var expires = "expires="+d.toUTCString();  
    document.cookie = cname + "=" + cvalue + "; " + expires;  
}  
  
function getCookie(cname) {  
    var name = cname + "=";  
    var ca = document.cookie.split(';');  
    for(var i=0; i<ca.length; i++) {  
        var c = ca[i];  
        while (c.charAt(0)==' ') c = c.substring(1);  
        if (c.indexOf(name) == 0) return c.substring(name.length, c.length);  
    }  
    return "";  
}  
  
function checkCookie() {  
    var user = getCookie("username");  
    if (user != "") {  
        alert("Welcome again " + user);  
    } else {  
        user = prompt("Please enter your name:", "");  
        if (user != "" && user != null) {  
            setCookie("username", user, 365);  
        }  
    }  
}

[Try it yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_cookie_username)

**JavaScript Libraries**
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[Next Chapter »](http://www.w3schools.com/js/js_lib_jquery.asp)

JavaScript libraries - jQuery, Prototype, MooTools.

**JavaScript Frameworks (Libraries)**

Advanced JavaScript programming (especially the complex handling of browser differences), can often be very difficult and time-consuming to work with.

To deal with these difficulties, a lot of **JavaScript (helper) libraries** have been developed.

These JavaScript libraries are often called **JavaScript frameworks**.

In this tutorial, we will take a look at some of the most popular JavaScript frameworks:

* jQuery
* Prototype
* MooTools

All of these frameworks have functions for common JavaScript tasks like animations, DOM manipulation, and Ajax handling.

In this tutorial we will teach you how start using them, to make JavaScript programming easier, safer, and much more exciting.

**jQuery**

**jQuery** is the most popular JavaScript framework on the Internet today.

It uses CSS selectors to access and manipulate HTML elements (DOM Objects) on a web page.

jQuery also provides a companion UI (user interface) framework and numerous other plug-ins.

Many of the largest companies on the Web use jQuery:

* Google
* Microsoft
* IBM
* Netflix

You will find an excellent [jQuery Tutorial](http://www.w3schools.com/jquery/default.asp) here at W3Schools.

**Prototype**

**Prototype** is a JavaScript library that provides a simple API to perform common web tasks.

**API** is short for Application Programming Interface. It is a library of properties and methods for manipulating the HTML DOM.

Prototype enhances JavaScript by providing classes and inheritance.

**MooTools**

**MooTools** is also a framework that offers an API to make common JavaScript programming easier.

MooTools also includes some lightweight effects and animation functions.

**Other Frameworks**

Here are some other frameworks not covered in this short overview:

**YUI** - The Yahoo! User Interface Framework is a large library that covers a lot of functions, from simple JavaScript utilities to complete internet widgets.

**Ext JS** - Customizable widgets for building rich Internet applications.

**Dojo** - A toolkit designed around packages for DOM manipulation, events, widgets, and more.

**script.aculo.us** - Open-source JavaScript framework for visual effects and interface behaviors.

**UIZE** - Widgets, AJAX, DOM, templates, and more.

**CDN - Content Delivery Networks**

You always want your web pages to be as fast as possible. You want to keep the size of your pages as small as possible, and you want the browser to cache as much as possible.

If many different web sites use the same JavaScript framework, it makes sense to host the framework library in a common location for every web page to share.

A CDN (Content Delivery Network) solves this. A CDN is a network of servers containing shared code libraries.  
  
Google provides a free CDN for a number of JavaScript libraries, including:

* jQuery
* Prototype
* MooTools
* Dojo
* Yahoo! YUI

To use a JavaScript framework library in your web pages, just include the library in a <script> tag:

**Including jQuery**

<script src="https://ajax.googleapis.com/ajax/libs/jquery/1.11.3/jquery.min.js"></script>

**Using Frameworks**

Before you decide to use a JavaScript framework for your web pages, it might be a good idea to test the framework first.

JavaScript frameworks are very easy to test. You don't have to install them on your computer, and there are no setup programs.

Normally you just have to reference a library file from your web page.

In the next chapter of this tutorial we will walk you through a test process for jQuery.

**JavaScript - Testing jQuery**
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Testing JavaScript Framework Libraries - jQuery

**Including jQuery**

To test a JavaScript library, you need to include it in your web page.

To include a library, use the <script> tag with the src attribute set to the URL of the library:

**Including jQuery**

<!DOCTYPE html>  
<html>  
  
<head>  
<script src="http://ajax.googleapis.com/ajax/libs/jquery/1.11.3/jquery.min.js"></script>  
</head>  
  
<body>  
.  
.  
.

**jQuery Described**

The main jQuery function is the $() function (the jQuery function). If you pass DOM objects to this function, it returns jQuery objects, with jQuery functionality added to them.

jQuery allows you to select elements by CSS selectors.

In JavaScript, you can assign a function to handle the window's load event:

**The JavaScript Way:**

function myFunction() {  
    var obj = document.getElementById("h01");  
    obj.innerHTML = "Hello jQuery";  
}  
onload = myFunction;

The jQuery equivalent is different:

**The jQuery Way:**

function myFunction() {  
    $("#h01").html("Hello jQuery");  
}  
$(document).ready(myFunction);

The last line of the code above, passes the HTML DOM document object to jQuery: $(document).

When you pass DOM objects to jQuery, jQuery returns new jQuery objects wrapped around the HTML DOM objects.

The jQuery function returns a new jQuery object, where ready() is a method.

Since functions are variables in jQuery, myFunction can be passed as a variable to the jQuery ready() method.

|  |  |
| --- | --- |
| **Note** | jQuery returns a jQuery object, different from the DOM object that was passed. The jQuery object has properties and methods, different from the DOM object. You cannot use HTML DOM properties and methods on jQuery objects. |

**Testing jQuery**

Try the following example:

**Example**

<!DOCTYPE html>  
<html>  
  
<head>  
<script src="http://ajax.googleapis.com/ajax/libs/jquery/1.11.3/jquery.min.js">  
</script>  
<script>  
function myFunction() {  
    $("#h01").html("Hello jQuery")  
}  
$(document).ready(myFunction);  
</script>  
</head>  
  
<body>  
<h1 id="h01"></h1>  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_lib_jquery)

Also try this one:

**Example**

<!DOCTYPE html>  
<html>  
  
<head>  
<script src="http://ajax.googleapis.com/ajax/libs/jquery/1.11.3/jquery.min.js">  
</script>  
<script>  
function myFunction() {  
    $("#h01").attr("style", "color:red").html("Hello jQuery")  
}  
$(document).ready(myFunction);  
</script>  
</head>  
  
<body>  
<h1 id="h01"></h1>  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_lib_jquery2)

As you can see from the example above, jQuery allows chaining.

Chaining is a handy way to perform multiple tasks on one object.

Want to learn more? You will find an excellent [jQuery Tutorial](http://www.w3schools.com/jquery/default.asp) here at W3Schools.

**JavaScript - Testing Prototype**
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Testing JavaScript Framework Libraries - Prototype

**Including Prototype**

To test a JavaScript library, you need to include it in your web page.

To include a library, use the <script> tag with the src attribute set to the URL of the library:

**Including Prototype**

<!DOCTYPE html>  
<html>  
  
<head>  
<script src="http://ajax.googleapis.com/ajax/libs/prototype/1.7.2.0/prototype.js"></script>  
</head>  
  
<body>  
.  
.  
.

**Prototype Described**

Prototype provides functions to make HTML DOM programming easier.

Like jQuery, Prototype has its $() function.

The $() function accepts HTML DOM element id values (or DOM elements), and adds new functionality to DOM objects.

Unlike jQuery, Prototype has no ready() method to take the place of window.onload(). Instead, Prototype adds extensions to the browser and the HTML DOM.

In JavaScript, you can assign a function to handle the window's load event:

**The JavaScript Way:**

function myFunction() {  
    var obj = document.getElementById("h01");  
    obj.innerHTML = "Hello Prototype";  
}  
onload = myFunction;

The Prototype equivalent is different:

**The Prototype Way:**

function myFunction() {  
    $("h01").insert("Hello Prototype!");  
}  
Event.observe(window, "load", myFunction);

Event.observe() accepts three arguments:

* The HTML DOM or BOM (Browser Object Model) object you want to handle
* The event you want to handle
* The function you want to call

**Testing Prototype**

Try the following example:

**Example**

<!DOCTYPE html>  
<html>  
  
<head>  
<script src="http://ajax.googleapis.com/ajax/libs/prototype/1.7.2.0/prototype.js"></script>  
<script>  
function myFunction() {  
    $("h01").insert("Hello Prototype!");  
}  
Event.observe(window, "load", myFunction);  
</script>  
</head>  
  
<body>  
<h1 id="h01"></h1>  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_lib_prototype)

Also try this one:

**Example**

<!DOCTYPE html>  
<html>  
  
<head>  
<script src="http://ajax.googleapis.com/ajax/libs/prototype/1.7.2.0/prototype.js"></script>  
<script>  
function myFunction() {  
    $("h01").writeAttribute("style", "color:red").insert("Hello Prototype!");  
}  
Event.observe(window, "load", myFunction);  
</script>  
</head>  
  
<body>  
<h1 id="h01"></h1>  
</body>  
</html>

[Try it Yourself »](http://www.w3schools.com/js/tryit.asp?filename=tryjs_lib_prototype2)

As you can see from the example above, like jQuery, Prototype allows chaining.

Chaining is a handy way to perform multiple tasks on one object.

**JavaScript Examples**

[« Previous](http://www.w3schools.com/js/js_lib_prototype.asp)

[Next Chapter »](http://www.w3schools.com/js/js_dom_examples.asp)

**What can JavaScript do?**

[JavaScript can change HTML content](http://www.w3schools.com/js/tryit.asp?filename=tryjs_intro_inner_html)  
[JavaScript can change HTML attributes](http://www.w3schools.com/js/tryit.asp?filename=tryjs_intro_lightbulb)  
[JavaScript can change CSS style](http://www.w3schools.com/js/tryit.asp?filename=tryjs_intro_style)  
[JavaScript can validate input](http://www.w3schools.com/js/tryit.asp?filename=tryjs_intro_validate)

**JavaScript Output**

[Writing into an window alert box](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_alert)  
[Writing into the HTML output](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_write)  
[Writing into an HTML element](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_dom)  
[Writing into the browser console](http://www.w3schools.com/js/tryit.asp?filename=tryjs_output_console)

[Output explained](http://www.w3schools.com/js/js_output.asp)

**Where to Insert JavaScript**

[JavaScript in <head>](http://www.w3schools.com/js/tryit.asp?filename=tryjs_whereto_head)  
[JavaScript in <body>](http://www.w3schools.com/js/tryit.asp?filename=tryjs_whereto_body)  
[JavaScript in an external file](http://www.w3schools.com/js/tryit.asp?filename=tryjs_whereto_external)

[Placement explained](http://www.w3schools.com/js/js_whereto.asp)

**JavaScript Syntax**

[JavaScript statements](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_statements)  
[JavaScript numbers](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_numbers)  
[JavaScript strings](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_strings)  
[JavaScript expressions](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_expressions)  
[JavaScript keywords](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_keywords)  
[JavaScript variables](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_variables)  
[JavaScript assignment](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_assign)  
[JavaScript operators](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_operators)  
[JavaScript comments](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_comments)  
[JavaScript is case sensitive](http://www.w3schools.com/js/tryit.asp?filename=tryjs_syntax_case)

[Syntax explained](http://www.w3schools.com/js/js_syntax.asp)

**JavaScript Statements**

[JavaScript statements are commands to the browser](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statement)  
[JavaScript code is a sequence of statements](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements)  
[JavaScript statements are separated with semicolon](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_semicolon1)  
[Multiple statement on one line is allowed](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_semicolon2)  
[JavaScript statements can be grouped together in code blocks](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_blocks)  
[You can break a code line after an operator or a comma.](http://www.w3schools.com/js/tryit.asp?filename=tryjs_statements_linebreak)

[Statements explained](http://www.w3schools.com/js/js_statements.asp)

**JavaScript Comments**

[Single line comments](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments1)  
[Single line comments at the end of a line](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments5)  
[Multiple lines comments](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments2)  
[Single line comment to prevent execution](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments3)  
[Multiple lines comment to prevent execution](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comments4)

[Comments explained](http://www.w3schools.com/js/js_comments.asp)

**JavaScript Variables**

[JavaScript variables](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables)  
[JavaScript variables as algebra](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_total)  
[JavaScript numbers and strings](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_types)  
[JavaScript var keyword.](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_create)  
[Declaring many variables in one statement](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_multi)  
[Declaring many variables multiline](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_multiline)  
[A variable without a value returns the value undefined](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_undefined)  
[Re-declaring a variable will not destroy the value](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_redefine)  
[Adding JavaScript numbers](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_add_numbers)  
[Adding JavaScript strings](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_add_strings)  
[Adding strings and numbers](http://www.w3schools.com/js/tryit.asp?filename=tryjs_variables_add_string_number)

[Variables explained](http://www.w3schools.com/js/js_variables.asp)

**JavaScript Arithmetic**

[The addition (+) operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_add)  
[The subtraction (-) operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_sub)  
[The multiplication (\*) operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_mult)  
[The division (/) operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_div)  
[The modulus (%) operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_mod)  
[The increment (++) operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_incr)  
[The decrement (--) operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_decr)

[Arithmetic explained](http://www.w3schools.com/js/js_operators.asp)

**JavaScript Assignment**

[The = assignment operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_equal)  
[The += assignment operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_plusequal)  
[The -= assignment operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_minequal)  
[The \*= assignment operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_multequal)  
[The /= assignment operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_divequal)  
[The %= assignment operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_modequal)

[Assignment explained](http://www.w3schools.com/js/js_operators.asp)

**JavaScript String Concatenation**

[Adding two strings together using the concatenating (+) operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_concat1)  
[Adding two strings together with a space in the first string](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_concat2)  
[Adding two strings together with a space in between](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_concat3)  
[Adding two strings together using using the += operator](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_concat4)  
[Adding strings and numbers](http://www.w3schools.com/js/tryit.asp?filename=tryjs_oper_concat5)

[Concatenation explained](http://www.w3schools.com/js/js_operators.asp)

**JavaScript Data Types**

[Declare (create) strings](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_string)  
[Declare (create) numbers](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_numbers)  
[Declare (create) an array](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_array)  
[Declare (create) an object](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_object)  
[Find the type of a variable](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_typeof)  
[Adding two numbers and a string](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_addstrings_1)  
[Adding a string and two numbers](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_addstrings_2)  
[An undefined variable](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_undefined)  
[An empty variable](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_empty)

[Data types explained](http://www.w3schools.com/js/js_datatypes.asp)

**JavaScript Objects**

[Create a JavaScript variable](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_variable)  
[Create a JavaScript object](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_object)  
[Create a person object (single line)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_create_1)  
[Create a person object (multiple lines)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_create_2)  
[Access object properties using .property](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_properties_1)  
[Access object properties using [property]](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_properties_2)  
[Access a function property as a method](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_method)  
[Access a function property as a property](http://www.w3schools.com/js/tryit.asp?filename=tryjs_objects_function)

[Objects explained](http://www.w3schools.com/js/js_objects.asp)

**JavaScript Functions**

[A simple function](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function1)  
[A function with an argument](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function2)  
[A function with an argument 2](http://www.w3schools.com/js/tryit.asp?filename=tryjs_functionarg2)  
[A function that returns a value](http://www.w3schools.com/js/tryit.asp?filename=tryjs_function_return)  
[A function that converts Fahrenheit to Celsius](http://www.w3schools.com/js/tryit.asp?filename=tryjs_farenheit_to_celsius)  
[A function call without ()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_farenheit_to_celsius_2)

[Functions explained](http://www.w3schools.com/js/js_functions.asp)

**JavaScript Events**

[An onclick event changes an HTML element](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onclick1)  
[An onclick event changes its own element](http://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onclick)  
[An onclick event calls a function](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events1)

[Events explained](http://www.w3schools.com/js/js_events.asp)

**JavaScript Strings**

[Strings can be written with single or double quotes.](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strings)  
[Show some string examples](http://www.w3schools.com/js/tryit.asp?filename=tryjs_datatypes_string)  
[Backslash before quotes accepts quotes as quotes.](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strings_escape)  
[Find the length of a string](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_length)  
[You can break text string with a backslash.](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_break)  
[You cannot break code with a backslash.](http://www.w3schools.com/js/tryit.asp?filename=tryjs_strings_codebreak)  
[Find the position of the first occurrence of a text in a string - indexOf()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_indexof)  
[Search for a text in a string and return the text if found - match()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_match)  
[Replace characters in a string - replace()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_replace)  
[Convert string to upper case - toUpperCase()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_toupper)  
[Convert string to lower case - toLowerCase()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_tolower)  
[Split a string into an array - split()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_split)

[Strings explained](http://www.w3schools.com/js/js_strings.asp)

**JavaScript Numbers**

[Number are considered accurate only up to 15 digits](http://www.w3schools.com/js/tryit.asp?filename=tryjs_inaccurate1)  
[Floating point arithmetic is not always 100% accurate](http://www.w3schools.com/js/tryit.asp?filename=tryjs_inaccurate2)  
[But it helps to multiply and divide by 10](http://www.w3schools.com/js/tryit.asp?filename=tryjs_inaccurate3)  
[Constants, preceded by 0x, are interpreted as hexadecimal](http://www.w3schools.com/js/tryit.asp?filename=tryjs_hex)  
[The toString() method can output numbers as hex, octal, and binary](http://www.w3schools.com/js/tryit.asp?filename=tryjs_tostring)  
[JavaScript will generate Infinity if you calculate a too large number](http://www.w3schools.com/js/tryit.asp?filename=tryjs_infinity)  
[Division by zero generates Infinity](http://www.w3schools.com/js/tryit.asp?filename=tryjs_infinity_zero)  
[A number divided by a string is not a number](http://www.w3schools.com/js/tryit.asp?filename=tryjs_isnan_false)

[Numbers explained](http://www.w3schools.com/js/js_numbers.asp)

**JavaScript Maths**

[Use Math.random() to return a random number between 0 and 1](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_random)  
[Use Math.round() to round a number](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_round)  
[Use Math.ceil() to round a number (up)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_ceil)  
[Use Math.floor() to round a number (down)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_floor)  
[Use Math.floor() and random() to return a random integer](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_floor_random)  
[Use Math.max() to return the number with the highest value](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_max)  
[Use Math.min() to return the number with the lowest value](http://www.w3schools.com/js/tryit.asp?filename=tryjs_math_min)  
[Convert Celsius to Fahrenheit](http://www.w3schools.com/js/tryit.asp?filename=tryjs_celsius)

[Maths explained](http://www.w3schools.com/js/js_math.asp)

**JavaScript Dates**

[Use Date() to display today's date and time](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_current)  
[Use getFullYear() display the year](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_getfullyear)  
[Use getTime() to calculate the number of milliseconds since 1970](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_gettime)  
[Use setFullYear() to set a specific date](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_setfullyear)  
[Use toUTCString() to convert today's date (according to UTC) to a string](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_toutcstring)  
[Use getDay() to display the weekday as a number](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_getday)  
[Use getDay() and an array to display the weekday as a name](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_weekday)  
[Display a clock](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing_clock)

[Dates explained](http://www.w3schools.com/js/js_dates.asp)

**JavaScript Arrays**

[Create an array](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array)  
[Join two arrays - concat()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_concat)  
[Join three arrays - concat()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_concat2)  
[Join all elements of an array into a string - join()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_join)  
[Remove the last element of an array - pop()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_pop)  
[Add new elements to the end of an array - push()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_push)  
[Reverse the order of the elements in an array - reverse()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_reverse)  
[Remove the first element of an array - shift()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_shift)  
[Select elements from an array - slice()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_slice)  
[Sort an array (alphabetically and ascending) - sort()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_sort)  
[Sort numbers (numerically and ascending) - sort()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_sort2)  
[Sort numbers (numerically and descending) - sort()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_sort3)  
[Add an element to position 2 in an array - splice()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_splice)  
[Convert an array to a string - toString()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_tostring)  
[Add new elements to the beginning of an array - unshift()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_unshift)

[Arrays explained](http://www.w3schools.com/js/js_arrays.asp)

**JavaScript Type Conversion**

[Display the typeof all variable types](http://www.w3schools.com/js/tryit.asp?filename=tryjs_typeof_all)  
[Display the constructor of all variable types](http://www.w3schools.com/js/tryit.asp?filename=tryjs_constructor_all)  
[Convert a number to a string using String()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_string)  
[Convert a number to a string using toString()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_number_tostring)  
[Find out if a variable is an array](http://www.w3schools.com/js/tryit.asp?filename=tryjs_array_isarray)  
[Find out if a variable is an date](http://www.w3schools.com/js/tryit.asp?filename=tryjs_date_isdate)

[Type Conversion Explained](http://www.w3schools.com/js/js_type_conversion.asp)

**JavaScript Booleans**

[Display the value of Boolean(10 > 9)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_expression1)  
[Display the value of 10 > 9](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_expression2)  
[Everything with a real value is true](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean)  
[The Boolean value of zero is false](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_zero)  
[The Boolean value of minus zero is false](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_minus)  
[The Boolean value of an empty string is false](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_empty)  
[The Boolean value of undefined is false](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_undefined)  
[The Boolean value of null is false](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_null)  
[The Boolean value of false is false](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_false)  
[The Boolean value of NaN is false](http://www.w3schools.com/js/tryit.asp?filename=tryjs_boolean_nan)

[Booleans explained](http://www.w3schools.com/js/js_booleans.asp)

**JavaScript Comparisons**

[Assign 5 to x, and display the value of (x == 8)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison1)  
[Assign 5 to x, and display the value of (x == 5)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison2)  
[Assign 5 to x, and display the value of (x === 5)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison4)  
[Assign 5 to x, and display the value of (x === "5")](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison3)  
[Assign 5 to x, and display the value of (x != 8)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison5)  
[Assign 5 to x, and display the value of (x !== 5)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison7)  
[Assign 5 to x, and display the value of (x !== "5")](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison6)  
[Assign 5 to x, and display the value of (x > 8)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison8)  
[Assign 5 to x, and display the value of (x < 8)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison9)  
[Assign 5 to x, and display the value of (x >= 8)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison10)  
[Assign 5 to x, and display the value of (x <= 8)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison11)

[Comparisons explained](http://www.w3schools.com/js/js_comparisons.asp)

**JavaScript Conditionals**

[The if statement](http://www.w3schools.com/js/tryit.asp?filename=tryjs_ifthen)  
[The else statement](http://www.w3schools.com/js/tryit.asp?filename=tryjs_ifthenelse)  
[The else if statement](http://www.w3schools.com/js/tryit.asp?filename=tryjs_elseif)  
[Random link](http://www.w3schools.com/js/tryit.asp?filename=tryjs_randomlink)  
[Switch statement](http://www.w3schools.com/js/tryit.asp?filename=tryjs_switch)

[Conditionals explained](http://www.w3schools.com/js/js_if_else.asp)

**JavaScript Loops**

[For loop](http://www.w3schools.com/js/tryit.asp?filename=tryjs_fornext)  
[Looping through HTML headers](http://www.w3schools.com/js/tryit.asp?filename=tryjs_fornext_header)  
[While loop](http://www.w3schools.com/js/tryit.asp?filename=tryjs_while)  
[Do While loop](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dowhile)  
[Break a loop](http://www.w3schools.com/js/tryit.asp?filename=tryjs_break)  
[Break and continue a loop](http://www.w3schools.com/js/tryit.asp?filename=tryjs_continue)  
[Use a for...in statement to loop through the elements of an object](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_for_in)

[Loops explained](http://www.w3schools.com/js/js_loop_for.asp)

**JavaScript Error Handling**

[The try...catch statement](http://www.w3schools.com/js/tryit.asp?filename=tryjs_try_catch)  
[The try...catch statement with a confirm box](http://www.w3schools.com/js/tryit.asp?filename=tryjs_try_catch2)  
[The onerror event](http://www.w3schools.com/js/tryit.asp?filename=tryjs_onerror)

[Errors explained](http://www.w3schools.com/js/js_errors.asp)

**JavaScript Regular Expressions**

[Search for an expression in a string](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_search_regexp)  
[Search for an expression and replace it](http://www.w3schools.com/js/tryit.asp?filename=tryjs_string_replace_regexp)

[Regular Expressions Explained](http://www.w3schools.com/js/js_regexp.asp)

**JavaScript Objects**

[Creating a JavaScript variable](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_variable)  
[Creating a JavaScript object](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_object)  
[Creating a JavaScript object (single line)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_create_1)  
[Creating a JavaScript object (multiple lines)](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_create_2)  
[Creating a JavaScript object using new](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_create_new)  
[Creating JavaScript objects using a constructor](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_constructor)  
[Creating built-in JavaScript objects](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_builtin)  
[The best way to create JavaScript variables](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_best)  
[JavaScript objects are mutable](http://www.w3schools.com/js/tryit.asp?filename=tryjs_object_mutable)

[Objects explained](http://www.w3schools.com/js/js_object_definition.asp)

**JavaScript Object Properties**

[Accessing properties using .property](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties1)  
[Accessing properties using [property]](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties2)  
[Accessing properties using for in](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties_for_in)  
[Adding new properties to existing objects](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties3)  
[Deleting properties from objects](http://www.w3schools.com/js/tryit.asp?filename=tryjs_properties4)

[Object Properties explained](http://www.w3schools.com/js/js_properties.asp)

**JavaScript HTML DOM Examples**

[« Previous](http://www.w3schools.com/js/js_examples.asp)

[Next Chapter »](http://www.w3schools.com/js/js_input_examples.asp)

Examples of using JavaScript to access and manipulate DOM objects.

**The Document Object**

[Display all name/value pairs of cookies in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_cookie)  
[Display the domain name of the server that loaded the document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_domain)  
[Display the date and time the document was last modified](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_lastmodified)  
[Display the URL of the document that loaded the current document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_referrer)  
[Display the title of a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_title)  
[Display the full URL of a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_url)  
[Replace the content of a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_open)  
[Open a new window, and add some content](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_open2)  
[Display the number of elements with a specific name](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_getelementsbyname)  
[Display the number of elements with a specific tag name](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_getelementsbytagname)

[Document Object Explained](http://www.w3schools.com/js/js_htmldom.asp)

**The Anchors Collection**

[Find the number of anchors in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_anchors)  
[Find the innerHTML of the first anchor in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_anchors2)

**The Links Collection**

[Display the number of links in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_links)  
[Display the href attribute of the first link in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_links2)

**The Forms Collection**

[Find the number of forms in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_forms)  
[Find the name of the first form in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_forms2)

**The Images Collection**

[Return the number of images in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_images)  
[Return the id of the first image in a document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_doc_images2)

**CSS Manipulation**

[Change the visibility of an HTML element](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_visibility)  
[Change the background color of an HTML element](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_css_bgcolor)

**JavaScript HTML Input Examples**

[« Previous](http://www.w3schools.com/js/js_dom_examples.asp)

[Next Chapter »](http://www.w3schools.com/js/js_ex_dom.asp)

Examples of using JavaScript to access and manipulate HTML input objects.

**Button Object**

[Disable a button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_button_disabled)  
[Find the name of a button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_button_name)  
[Find the type of a button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_button_type)  
[Find the value of a button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_button_value)  
[Find the text displayed on a button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_button_text)  
[Find the id of the form a button belongs to](http://www.w3schools.com/js/tryit.asp?filename=tryjs_button_form)

**Form Object**

[Submit a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_submit)  
[Reset a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_reset)

[Find the value of each element in a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_elements)  
[Find the accepted character set of a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_acceptcharset)  
[Find the action attribute of a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_action)  
[Find the value of the enctype attribute in a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_enctype)  
[Find the number of elements in a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_length)  
[Find the method for sending form data](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_method)  
[Find the name of a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_name)  
[Find the target of a form](http://www.w3schools.com/js/tryit.asp?filename=tryjs_form_target)

**Option and Select Objects**

[Disable and enable a dropdown list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_select_disabled)  
[Get the id of the form that contains the dropdown list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_select_form)  
[Get the number of options in the dropdown list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_select_length)  
[Turn the dropdown list into a multiline list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_select_size)  
[Select multiple options in a dropdown list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_select_multiple)  
[Display the selected option in a dropdown list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_select_option)  
[Display all options from a dropdown list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_select_options)  
[Display the index of the selected option in a dropdown list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_option_index)  
[Change the text of the selected option](http://www.w3schools.com/js/tryit.asp?filename=try_dom_option_settext)  
[Remove options from a dropdown list](http://www.w3schools.com/js/tryit.asp?filename=try_dom_select_remove)

**JavaScript HTML Objects Examples**

[« Previous](http://www.w3schools.com/js/js_input_examples.asp)

[Next Chapter »](http://www.w3schools.com/js/js_events_examples.asp)

Examples of using JavaScript to access and manipulate HTML objects.

**Anchor Object**

[Find the value of the href attribute of a link](http://www.w3schools.com/js/tryit.asp?filename=tryjs_anchor_href)  
[Find the value of the hreflang attribute of a link](http://www.w3schools.com/js/tryit.asp?filename=tryjs_anchor_hreflang)  
[Find the value of the id attribute a link](http://www.w3schools.com/js/tryit.asp?filename=tryjs_anchor_id)  
[Find the value of the rel attribute of a link](http://www.w3schools.com/js/tryit.asp?filename=tryjs_anchor_rel)  
[Find the value of the target attribute of a link](http://www.w3schools.com/js/tryit.asp?filename=tryjs_anchor_target)  
[Find the value of the type attribute of a link](http://www.w3schools.com/js/tryit.asp?filename=tryjs_anchor_type)

**Area Object**

[Find the alternate text of an image-map area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_alt)  
[Find the coordinates of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_coords)  
[Find the shape of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_shape)  
[Find the href of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_href)  
[Find the protocol part of the href attribute of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_protocol)  
[Find the hostname part of the href attribute of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_hostname)  
[Find the port number part of the href attribute of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_port)  
[Find the pathname part of the href attribute of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_pathname)  
[Find the querystring part of the href attribute of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_search)  
[Find the hash part of the href attribute of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_hash)  
[Find the value of the target attribute of an area](http://www.w3schools.com/js/tryit.asp?filename=tryjs_area_target)

**Base Object**

[Find the base URL for all relative URLs on a page](http://www.w3schools.com/js/tryit.asp?filename=tryjs_base_href)  
[Find the base target for all links on a page](http://www.w3schools.com/js/tryit.asp?filename=tryjs_base_target)

**IFrame Object**

[Change the background color of an iframe](http://www.w3schools.com/js/tryit.asp?filename=tryjs_iframe_contentdocument)  
[Find the height of an iframe](http://www.w3schools.com/js/tryit.asp?filename=tryjs_iframe_height)  
[Find the value of the name attribute of an iframe](http://www.w3schools.com/js/tryit.asp?filename=tryjs_iframe_name)  
[Find the source (src) attribute of an iframe](http://www.w3schools.com/js/tryit.asp?filename=tryjs_iframe_src)  
[Change the source (src) attribute of an iframe](http://www.w3schools.com/js/tryit.asp?filename=tryjs_iframe_src2)

**Image Object**

[Find the alternate text of an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_img_alt)  
[Find the height of an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_img_height)  
[Click to display a high-resolution version of an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_img_lowsrc)  
[Find the source (src) of an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_img_src)  
[Change the source of an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_img_src_buttons)  
[Change the source of the lightbulb](http://www.w3schools.com/js/tryit.asp?filename=tryjs_lightbulb)  
[Find the value of the usemap attribute of an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_img_usemap)

**Table Objects**

[Change the width of a table border](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_table_border)  
[Change the padding of a table](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_table_padding)  
[Find the innerHTML of a cell](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_table_cells)  
[Create a caption for a table](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_table_createcaption)  
[Delete rows in a table](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_table_deleterow)  
[Add rows to a table](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_table_insertrow)  
[Change the content of a table cell](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_table_cellcontent)

**JavaScript HTML DOM Events Examples**

[« Previous](http://www.w3schools.com/js/js_ex_dom.asp)

[Next Chapter »](http://www.w3schools.com/js/js_ex_browser.asp)

Examples of using JavaScript to react to events

**Input Events**

[onblur - When a user leaves an input field](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onblur)  
[onchange - When a user changes the content of an input field](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onchange)  
[onchange - When a user selects a dropdown value](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_dropdown)  
[onfocus - When an input field gets focus](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onfocus)  
[onselect - When input text is selected](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onselect)  
[onsubmit - When a user clicks the submit button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onsubmit)  
[onreset - When a user clicks the reset button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onreset)  
[onkeydown - When a user is pressing/holding down a key](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onkeydown)  
[onkeypress - When a user is pressing/holding down a key](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onkeypress)  
[onkeyup - When the user releases a key](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onkeyup)  
[onkeyup - When the user releases a key](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onkeyup2)  
[onkeydown vs onkeyup - Both](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onkeydownup)

**Mouse Events**

[onmouseover/onmouseout - When the mouse passes over an element](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onmouse)  
[onmousedown/onmouseup - When pressing/releasing a mouse button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onmousedown)  
[onmousedown - When mouse is clicked: Alert which element](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_srcelement)  
[onmousedown - When mouse is clicked: Alert which button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onmousedown2)  
[onmousemove/onmouseout - When moving the mouse pointer over/out of an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onmousemove)  
[onmouseover/onmouseout - When moving the mouse over/out of an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onmouseover)  
[onmouseover an image map](http://www.w3schools.com/js/tryit.asp?filename=tryjs_imagemap)

**Click Events**

[Acting to the onclick event](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events)  
[onclick - When button is clicked](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onclick)  
[ondblclick - When a text is double-clicked](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_ondblclick)

**Load Events**

[onload - When the page has been loaded](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_body_onload)  
[onload - When an image has been loaded](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_img_onload)  
[onerror - When an error occurs when loading an image](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onerror)  
[onunload - When the browser closes the document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onunload)  
[onresize - When the browser window is resized](http://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onresize)

**Others**

[What is the keycode of the key pressed?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_event_keycode)  
[What are the coordinates of the cursor?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_event_clientxy)  
[What are the coordinates of the cursor, relative to the screen?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_event_screenxy)  
[Was the shift key pressed?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_event_shiftkey)  
[Which event type occurred?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_event_type)

[Examples explained](http://www.w3schools.com/js/js_htmldom_events.asp)

**JavaScript Browser Objects Examples**

[« Previous](http://www.w3schools.com/js/js_events_examples.asp)

[Next Chapter »](http://www.w3schools.com/js/js_quiz.asp)

Examples of using JavaScript to access and manipulate the Browser objects.

**Window Object**

[Open a new window when clicking on a button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_openwindow)  
[Open a new window and control its appearance](http://www.w3schools.com/js/tryit.asp?filename=tryjs_openallwindow)  
[Blur and Focus a new window](http://www.w3schools.com/js/tryit.asp?filename=tryjs_win_blur)  
[Close the new window](http://www.w3schools.com/js/tryit.asp?filename=tryjs_win_close)  
[Checks whether the new window has been closed or not](http://www.w3schools.com/js/tryit.asp?filename=tryjs_win_closed)  
[Write some text to the source (parent) window](http://www.w3schools.com/js/tryit.asp?filename=tryjs_win_opener)  
[Move the new window relative to its current position](http://www.w3schools.com/js/tryit.asp?filename=tryjs_win_moveby)  
[Move the new window to the specified position](http://www.w3schools.com/js/tryit.asp?filename=tryjs_win_moveto)  
[Print the current page](http://www.w3schools.com/js/tryit.asp?filename=tryjs_print)  
[Resize a window by the specified pixels](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_window_resizeby)  
[Resize a window to a specified size](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_window_resizeto)  
[Scroll the content by the specified number of pixels](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_window_scrollby)  
[Scroll the content to a specified position](http://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_window_scrollto)

[Window explained](http://www.w3schools.com/js/js_window.asp)

**Screen Object**

[The visitor's screen: Width](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_width)  
[The visitor's screen: Height](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_height)  
[The visitor's screen: Available Width](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_availwidth)  
[The visitor's screen: Available Height](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_availheight)  
[The visitor's screen: Color Depth](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_colordepth)  
[The visitor's screen: Pixel Depth](http://www.w3schools.com/js/tryit.asp?filename=tryjs_screen_pixeldepth)

[Screen explained](http://www.w3schools.com/js/js_window_screen.asp)

**Location Object**

[Return the hostname and port of the current URL](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_host)  
[Return the entire URL of the current page](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_href)  
[Return the path name of the current URL](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_pathname)  
[Return the protocol portion of the current URL](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_protocol)  
[Load a new document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_assign)  
[Replace the current document](http://www.w3schools.com/js/tryit.asp?filename=tryjs_loc_replace)  
[Break out of a frame](http://www.w3schools.com/js/tryit.asp?filename=tryjs_breakout)

[Location explained](http://www.w3schools.com/js/js_window_location.asp)

**History Object**

[Display the number of URLs in the history list](http://www.w3schools.com/js/tryit.asp?filename=tryjs_history_length)  
[Create a back button on a page](http://www.w3schools.com/js/tryit.asp?filename=tryjs_history_back)  
[Create a forward button on a page](http://www.w3schools.com/js/tryit.asp?filename=tryjs_history_forward)  
[Load a specific URL from the history list](http://www.w3schools.com/js/tryit.asp?filename=tryjs_history_go)

[History explained](http://www.w3schools.com/js/js_window_history.asp)

**Navigator Object**

[Is cookies enabled in the visitor's browser?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_cookieenabled)  
[What is the name of the visitor's browser?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_appcodename)  
[What is the engine name of the visitor's browser?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_product)  
[What is the version information of the visitor's browser?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_appversion)  
[What is user agent information of the visitor's browser?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_useragent)  
[What is the platform of the visitor's browser?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_platform)  
[What is the language of the visitor's browser?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_language)  
[Is Java enabled in the visitor's browser?](http://www.w3schools.com/js/tryit.asp?filename=tryjs_nav_javaenabled)

[Navigator explained](http://www.w3schools.com/js/js_window_navigator.asp)

**Popup Boxes**

[Display an alert box](http://www.w3schools.com/js/tryit.asp?filename=tryjs_alert)  
[Demonstrate line breaks in an alert box](http://www.w3schools.com/js/tryit.asp?filename=tryjs_alert2)  
[Display a confirm box](http://www.w3schools.com/js/tryit.asp?filename=tryjs_confirm)  
[Display a prompt box](http://www.w3schools.com/js/tryit.asp?filename=tryjs_prompt)

[Popup explained](http://www.w3schools.com/js/js_popup.asp)

**Timing**

[Simple timing](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing1)  
[Another simple timing](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing2)  
[Timing event in an infinite loop](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing_infinite)  
[Timing event in an infinite loop - with a Stop button](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing_stop)  
[A clock created with a timing event](http://www.w3schools.com/js/tryit.asp?filename=tryjs_timing_clock)  
[Set and stop a timer with setInterval() and clearInterval()](http://www.w3schools.com/js/tryit.asp?filename=tryjs_setinterval)

[Timing explained](http://www.w3schools.com/js/js_timing.asp)

**Cookies**

[Create a welcome cookie](http://www.w3schools.com/js/tryit.asp?filename=tryjs_cookie_username)

[Cookies explained](http://www.w3schools.com/js/js_cookies.asp)

**JavaScript Quiz Test**

[« Previous](http://www.w3schools.com/js/js_ex_browser.asp)

[Next Chapter »](http://www.w3schools.com/js/js_exam.asp)

You can test your JavaScript skills with W3Schools' Quiz.

**The Test**

The test contains 25 questions and there is no time limit.

The test is not official, it's just a nice way to see how much you know, or don't know, about JavaScript.

**Count Your Score**

You will get 1 point for each correct answer. At the end of the Quiz, your total score will be displayed. Maximum score is 25 points.

**Start the Quiz**

Good luck!
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**W3Schools' Online Certification**

The perfect solution for professionals who need to balance work, family, and career building.

More than 10 000 certificates already issued!

[Get Your Certificate »](http://www.w3schools.com/cert/default.asp)

The [HTML Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of HTML.

The [HTML5 Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of advanced HTML5.

The [CSS Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of advanced CSS.

The [JavaScript Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of JavaScript and HTML DOM.

The [jQuery Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of jQuery.

The [PHP Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of PHP and SQL (MySQL).

The [XML Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of XML, XML DOM and XSLT

**W3Schools JavaScript Certificate**

[« Previous](http://www.w3schools.com/js/js_quiz.asp)

[Next Chapter »](http://www.w3schools.com/js/js_summary.asp)

|  |  |  |
| --- | --- | --- |
| W3Schools Certified |  | W3Schools offers an Online Certification Program.  The perfect solution for busy professionals who need to balance work, family, and career building.  More than 15 000 certificates already issued! |

|  |  |
| --- | --- |
| **Document Your Skills**  Knowledge is power, especially in the current job market. Documentation of your skills enables you to advance your career, or help you to start a new one.  **Get a Certificate**  Getting a certificate proves your commitment to upgrade your skills, gives you the credibility needed for more responsibilities, larger projects, and a higher salary.  [Get Your Certificate »](http://www.w3schools.com/cert/default.asp) | W3Schools Certificate |

**How Does It Work?**

* Study for free at W3Schools.com
* Study at your own speed
* Test your skills with W3Schools online quizzes
* Apply for your certificate by paying an exam fee
* Take your exam online, at any time, and from any location
* **You Have Learned JavaScript, Now What?**
* [« Previous](http://www.w3schools.com/js/js_exam.asp)
* [JavaScript References »](http://www.w3schools.com/jsref/default.asp)
* **JavaScript Summary**
* This tutorial has taught you how to add JavaScript to your HTML pages, to make your web site more dynamic and interactive.
* You have learned how to create responses to events, validate forms and how to make different scripts run in response to different scenarios.
* You have also learned how to create and use objects, and how to use JavaScript's built-in objects.
* For more information on JavaScript, please look at our [JavaScript examples](http://www.w3schools.com/js/js_examples.asp) and our [JavaScript reference](http://www.w3schools.com/jsref/default.asp).
* **Now You Know JavaScript, What's Next?**
* The next step is to learn about the HTML DOM, jQuery, and AJAX.
* If you want to learn about server-side scripting, the next step is to learn ASP
* **jQuery**
* jQuery is a JavaScript Library.
* jQuery greatly simplifies JavaScript programming.
* If you want to learn more about jQuery, please visit our [jQuery tutorial](http://www.w3schools.com/jquery/default.asp).
* **AJAX**
* AJAX = Asynchronous JavaScript and XML.
* AJAX is not a new programming language, but a new way to use existing standards.
* AJAX is about exchanging data with a server, and update parts of a web page - without reloading the whole page.
* Examples of applications using AJAX: Google Maps, Gmail, Youtube, and Facebook tabs.
* If you want to learn more about AJAX, please visit our [AJAX tutorial](http://www.w3schools.com/ajax/default.asp).
* **Web Building**
* In this tutorial we have created dynamic web pages by using scripts on the client (in the browser).
* Web pages can also be made more dynamic by using scripts on the server.
* With server-side scripting you can edit, add, or change any web page content. You can respond to data submitted from HTML forms, access data or databases and return the results to a browser, and customize pages for individual users.
* [Web Building Tutorial](http://www.w3schools.com/website/default.asp)
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* **W3Schools' Online Certification**
* The perfect solution for professionals who need to balance work, family, and career building.
* More than 10 000 certificates already issued!
* [Get Your Certificate »](http://www.w3schools.com/cert/default.asp)
* The [HTML Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of HTML.
* The [HTML5 Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of advanced HTML5.
* The [CSS Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of advanced CSS.
* The [JavaScript Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of JavaScript and HTML DOM.
* The [jQuery Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of jQuery.
* The [PHP Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of PHP and SQL (MySQL).
* The [XML Certificate](http://www.w3schools.com/cert/default.asp) documents your knowledge of XML, XML DOM and XSLT.
* **JavaScript Reference**
* The references describe the properties and methods of all JavaScript objects, along with examples.
* [String](http://www.w3schools.com/jsref/jsref_obj_string.asp) [Number](http://www.w3schools.com/jsref/jsref_obj_number.asp) [Operators](http://www.w3schools.com/jsref/jsref_operators.asp) [Statements](http://www.w3schools.com/jsref/jsref_statements.asp) [Math](http://www.w3schools.com/jsref/jsref_obj_math.asp) [Date](http://www.w3schools.com/jsref/jsref_obj_date.asp) [Array](http://www.w3schools.com/jsref/jsref_obj_array.asp) [Boolean](http://www.w3schools.com/jsref/jsref_obj_boolean.asp) [RegExp](http://www.w3schools.com/jsref/jsref_obj_regexp.asp) [Global](http://www.w3schools.com/jsref/jsref_obj_global.asp) [Conversion](http://www.w3schools.com/jsref/jsref_type_conversion.asp)
* **Browser Objects Reference**
* The references describe the properties and methods of each object, along with examples.
* [Window](http://www.w3schools.com/jsref/obj_window.asp) [Navigator](http://www.w3schools.com/jsref/obj_navigator.asp) [Screen](http://www.w3schools.com/jsref/obj_screen.asp) [History](http://www.w3schools.com/jsref/obj_history.asp) [Location](http://www.w3schools.com/jsref/obj_location.asp)
* **HTML DOM Reference**
* The references describe the properties and methods of the HTML DOM, along with examples.
* [DOM Document](http://www.w3schools.com/jsref/dom_obj_document.asp) [DOM Elements](http://www.w3schools.com/jsref/dom_obj_all.asp) [DOM Attributes](http://www.w3schools.com/jsref/dom_obj_attributes.asp) [DOM Events](http://www.w3schools.com/jsref/dom_obj_event.asp)
* **HTML Element Objects Reference**
* The references describe the properties and methods of each HTML object, along with examples.
* [a](http://www.w3schools.com/jsref/dom_obj_anchor.asp) [abbr](http://www.w3schools.com/jsref/dom_obj_abbr.asp) [address](http://www.w3schools.com/jsref/dom_obj_address.asp) [area](http://www.w3schools.com/jsref/dom_obj_area.asp) [article](http://www.w3schools.com/jsref/dom_obj_article.asp) [aside](http://www.w3schools.com/jsref/dom_obj_aside.asp) [audio](http://www.w3schools.com/jsref/dom_obj_audio.asp) [b](http://www.w3schools.com/jsref/dom_obj_b.asp) [base](http://www.w3schools.com/jsref/dom_obj_base.asp) [bdo](http://www.w3schools.com/jsref/dom_obj_bdo.asp) [blockquote](http://www.w3schools.com/jsref/dom_obj_blockquote.asp) [body](http://www.w3schools.com/jsref/dom_obj_body.asp) [br](http://www.w3schools.com/jsref/dom_obj_br.asp) [button](http://www.w3schools.com/jsref/dom_obj_pushbutton.asp) [canvas](http://www.w3schools.com/jsref/dom_obj_canvas.asp) [caption](http://www.w3schools.com/jsref/dom_obj_caption.asp) [cite](http://www.w3schools.com/jsref/dom_obj_cite.asp) [code](http://www.w3schools.com/jsref/dom_obj_code.asp) [col](http://www.w3schools.com/jsref/dom_obj_col.asp) [colgroup](http://www.w3schools.com/jsref/dom_obj_colgroup.asp) [datalist](http://www.w3schools.com/jsref/dom_obj_datalist.asp) [dd](http://www.w3schools.com/jsref/dom_obj_dd.asp) [del](http://www.w3schools.com/jsref/dom_obj_del.asp) [details](http://www.w3schools.com/jsref/dom_obj_details.asp) [dfn](http://www.w3schools.com/jsref/dom_obj_dfn.asp) [dialog](http://www.w3schools.com/jsref/dom_obj_dialog.asp) [div](http://www.w3schools.com/jsref/dom_obj_div.asp) [dl](http://www.w3schools.com/jsref/dom_obj_dl.asp) [dt](http://www.w3schools.com/jsref/dom_obj_dt.asp) [em](http://www.w3schools.com/jsref/dom_obj_em.asp) [embed](http://www.w3schools.com/jsref/dom_obj_embed.asp) [fieldset](http://www.w3schools.com/jsref/dom_obj_fieldset.asp) [figcaption](http://www.w3schools.com/jsref/dom_obj_figcaption.asp) [figure](http://www.w3schools.com/jsref/dom_obj_figure.asp) [footer](http://www.w3schools.com/jsref/dom_obj_footer.asp) [form](http://www.w3schools.com/jsref/dom_obj_form.asp) [head](http://www.w3schools.com/jsref/dom_obj_head.asp) [header](http://www.w3schools.com/jsref/dom_obj_header.asp) [h1 - h6](http://www.w3schools.com/jsref/dom_obj_heading.asp) [hr](http://www.w3schools.com/jsref/dom_obj_hr.asp) [html](http://www.w3schools.com/jsref/dom_obj_html.asp) [i](http://www.w3schools.com/jsref/dom_obj_i.asp) [iframe](http://www.w3schools.com/jsref/dom_obj_frame.asp) [img](http://www.w3schools.com/jsref/dom_obj_image.asp) [ins](http://www.w3schools.com/jsref/dom_obj_ins.asp) [input button](http://www.w3schools.com/jsref/dom_obj_button.asp) [input checkbox](http://www.w3schools.com/jsref/dom_obj_checkbox.asp) [input color](http://www.w3schools.com/jsref/dom_obj_color.asp) [input date](http://www.w3schools.com/jsref/dom_obj_date.asp) [input datetime](http://www.w3schools.com/jsref/dom_obj_datetime.asp) [input datetime-local](http://www.w3schools.com/jsref/dom_obj_datetime-local.asp) [input email](http://www.w3schools.com/jsref/dom_obj_email.asp) [input file](http://www.w3schools.com/jsref/dom_obj_fileupload.asp) [input hidden](http://www.w3schools.com/jsref/dom_obj_hidden.asp) [input image](http://www.w3schools.com/jsref/dom_obj_input_image.asp) [input month](http://www.w3schools.com/jsref/dom_obj_month.asp) [input number](http://www.w3schools.com/jsref/dom_obj_number.asp) [input password](http://www.w3schools.com/jsref/dom_obj_password.asp) [input radio](http://www.w3schools.com/jsref/dom_obj_radio.asp) [input range](http://www.w3schools.com/jsref/dom_obj_range.asp) [input reset](http://www.w3schools.com/jsref/dom_obj_reset.asp) [input search](http://www.w3schools.com/jsref/dom_obj_search.asp) [input submit](http://www.w3schools.com/jsref/dom_obj_submit.asp) [input text](http://www.w3schools.com/jsref/dom_obj_text.asp) [input time](http://www.w3schools.com/jsref/dom_obj_input_time.asp) [input url](http://www.w3schools.com/jsref/dom_obj_url.asp) [input week](http://www.w3schools.com/jsref/dom_obj_week.asp) [kbd](http://www.w3schools.com/jsref/dom_obj_kbd.asp) [keygen](http://www.w3schools.com/jsref/dom_obj_keygen.asp) [label](http://www.w3schools.com/jsref/dom_obj_label.asp) [legend](http://www.w3schools.com/jsref/dom_obj_legend.asp) [li](http://www.w3schools.com/jsref/dom_obj_li.asp) [link](http://www.w3schools.com/jsref/dom_obj_link.asp) [map](http://www.w3schools.com/jsref/dom_obj_map.asp) [mark](http://www.w3schools.com/jsref/dom_obj_mark.asp) [menu](http://www.w3schools.com/jsref/dom_obj_menu.asp) [menuitem](http://www.w3schools.com/jsref/dom_obj_menuitem.asp) [meta](http://www.w3schools.com/jsref/dom_obj_meta.asp) [meter](http://www.w3schools.com/jsref/dom_obj_meter.asp) [nav](http://www.w3schools.com/jsref/dom_obj_nav.asp) [object](http://www.w3schools.com/jsref/dom_obj_object.asp) [ol](http://www.w3schools.com/jsref/dom_obj_ol.asp) [optgroup](http://www.w3schools.com/jsref/dom_obj_optgroup.asp) [option](http://www.w3schools.com/jsref/dom_obj_option.asp) [output](http://www.w3schools.com/jsref/dom_obj_output.asp) [p](http://www.w3schools.com/jsref/dom_obj_paragraph.asp) [param](http://www.w3schools.com/jsref/dom_obj_param.asp) [pre](http://www.w3schools.com/jsref/dom_obj_pre.asp) [progress](http://www.w3schools.com/jsref/dom_obj_progress.asp) [q](http://www.w3schools.com/jsref/dom_obj_quote.asp) [s](http://www.w3schools.com/jsref/dom_obj_s.asp) [samp](http://www.w3schools.com/jsref/dom_obj_samp.asp) [script](http://www.w3schools.com/jsref/dom_obj_script.asp) [section](http://www.w3schools.com/jsref/dom_obj_section.asp) [select](http://www.w3schools.com/jsref/dom_obj_select.asp) [small](http://www.w3schools.com/jsref/dom_obj_small.asp) [source](http://www.w3schools.com/jsref/dom_obj_source.asp) [span](http://www.w3schools.com/jsref/dom_obj_span.asp) [strong](http://www.w3schools.com/jsref/dom_obj_strong.asp) [style](http://www.w3schools.com/jsref/dom_obj_style.asp) [sub](http://www.w3schools.com/jsref/dom_obj_sub.asp) [summary](http://www.w3schools.com/jsref/dom_obj_summary.asp) [sup](http://www.w3schools.com/jsref/dom_obj_sup.asp) [table](http://www.w3schools.com/jsref/dom_obj_table.asp) [td](http://www.w3schools.com/jsref/dom_obj_tabledata.asp) [th](http://www.w3schools.com/jsref/dom_obj_tablehead.asp) [tr](http://www.w3schools.com/jsref/dom_obj_tablerow.asp) [textarea](http://www.w3schools.com/jsref/dom_obj_textarea.asp) [time](http://www.w3schools.com/jsref/dom_obj_time.asp) [title](http://www.w3schools.com/jsref/dom_obj_title.asp) [track](http://www.w3schools.com/jsref/dom_obj_track.asp) [u](http://www.w3schools.com/jsref/dom_obj_u.asp) [ul](http://www.w3schools.com/jsref/dom_obj_ul.asp) [var](http://www.w3schools.com/jsref/dom_obj_var.asp) [video](http://www.w3schools.com/jsref/dom_obj_video.asp)
* **JavaScript Strings**
* A JavaScript string stores a series of characters like "John Doe".
* A string can be any text inside double or single quotes:
* var carname = "Volvo XC60";  
  var carname = 'Volvo XC60';
* String indexes are zero-based: The first character is in position 0, the second in 1, and so on.
* For a tutorial about Strings, read our [JavaScript String Tutorial](http://www.w3schools.com/js/js_strings.asp).
* **String Properties and Methods**
* Primitive values, like "John Doe", cannot have properties or methods (because they are not objects).
* But with JavaScript, methods and properties are also available to primitive values, because JavaScript treats primitive values as objects when executing methods and properties.
* **String Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](http://www.w3schools.com/jsref/jsref_constructor_string.asp) | Returns the string's constructor function |
| [length](http://www.w3schools.com/jsref/jsref_length_string.asp) | Returns the length of a string |
| [prototype](http://www.w3schools.com/jsref/jsref_prototype_string.asp) | Allows you to add properties and methods to an object |

* **String Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [charAt()](http://www.w3schools.com/jsref/jsref_charat.asp) | Returns the character at the specified index (position) |
| [charCodeAt()](http://www.w3schools.com/jsref/jsref_charcodeat.asp) | Returns the Unicode of the character at the specified index |
| [concat()](http://www.w3schools.com/jsref/jsref_concat_string.asp) | Joins two or more strings, and returns a new joined strings |
| [fromCharCode()](http://www.w3schools.com/jsref/jsref_fromcharcode.asp) | Converts Unicode values to characters |
| [indexOf()](http://www.w3schools.com/jsref/jsref_indexof.asp) | Returns the position of the first found occurrence of a specified value in a string |
| [lastIndexOf()](http://www.w3schools.com/jsref/jsref_lastindexof.asp) | Returns the position of the last found occurrence of a specified value in a string |
| [localeCompare()](http://www.w3schools.com/jsref/jsref_localecompare.asp) | Compares two strings in the current locale |
| [match()](http://www.w3schools.com/jsref/jsref_match.asp) | Searches a string for a match against a regular expression, and returns the matches |
| [replace()](http://www.w3schools.com/jsref/jsref_replace.asp) | Searches a string for a specified value, or a regular expression, and returns a new string where the specified values are replaced |
| [search()](http://www.w3schools.com/jsref/jsref_search.asp) | Searches a string for a specified value, or regular expression, and returns the position of the match |
| [slice()](http://www.w3schools.com/jsref/jsref_slice_string.asp) | Extracts a part of a string and returns a new string |
| [split()](http://www.w3schools.com/jsref/jsref_split.asp) | Splits a string into an array of substrings |
| [substr()](http://www.w3schools.com/jsref/jsref_substr.asp) | Extracts the characters from a string, beginning at a specified start position, and through the specified number of character |
| [substring()](http://www.w3schools.com/jsref/jsref_substring.asp) | Extracts the characters from a string, between two specified indices |
| [toLocaleLowerCase()](http://www.w3schools.com/jsref/jsref_tolocalelowercase.asp) | Converts a string to lowercase letters, according to the host's locale |
| [toLocaleUpperCase()](http://www.w3schools.com/jsref/jsref_tolocaleuppercase.asp) | Converts a string to uppercase letters, according to the host's locale |
| [toLowerCase()](http://www.w3schools.com/jsref/jsref_tolowercase.asp) | Converts a string to lowercase letters |
| [toString()](http://www.w3schools.com/jsref/jsref_tostring_string.asp) | Returns the value of a String object |
| [toUpperCase()](http://www.w3schools.com/jsref/jsref_touppercase.asp) | Converts a string to uppercase letters |
| [trim()](http://www.w3schools.com/jsref/jsref_trim_string.asp) | Removes whitespace from both ends of a string |
| [valueOf()](http://www.w3schools.com/jsref/jsref_valueof_string.asp) | Returns the primitive value of a String object |

* **String HTML Wrapper Methods**
* The HTML wrapper methods return the string wrapped inside the appropriate HTML tag.
* These are not standard methods, and may not work as expected in all browsers.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [anchor()](http://www.w3schools.com/jsref/jsref_anchor.asp) | Creates an anchor |
| [big()](http://www.w3schools.com/jsref/jsref_big.asp) | Displays a string using a big font |
| [blink()](http://www.w3schools.com/jsref/jsref_blink.asp) | Displays a blinking string |
| [bold()](http://www.w3schools.com/jsref/jsref_bold.asp) | Displays a string in bold |
| [fixed()](http://www.w3schools.com/jsref/jsref_fixed.asp) | Displays a string using a fixed-pitch font |
| [fontcolor()](http://www.w3schools.com/jsref/jsref_fontcolor.asp) | Displays a string using a specified color |
| [fontsize()](http://www.w3schools.com/jsref/jsref_fontsize.asp) | Displays a string using a specified size |
| [italics()](http://www.w3schools.com/jsref/jsref_italics.asp) | Displays a string in italic |
| [link()](http://www.w3schools.com/jsref/jsref_link.asp) | Displays a string as a hyperlink |
| [small()](http://www.w3schools.com/jsref/jsref_small.asp) | Displays a string using a small font |
| [strike()](http://www.w3schools.com/jsref/jsref_strike.asp) | Displays a string with a strikethrough |
| [sub()](http://www.w3schools.com/jsref/jsref_sub.asp) | Displays a string as subscript text |
| [sup()](http://www.w3schools.com/jsref/jsref_sup.asp) | Displays a string as superscript text |

**JavaScript Number Reference**
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**JavaScript Numbers**

JavaScript has only one type of number.

Numbers can be written with, or without, decimals:

**Example**

var x = 3.14;     // A number with decimals  
var y = 34;       // A number without decimals

Extra large or extra small numbers can be written with scientific (exponent) notation:

**Example**

var x = 123e5;    // 12300000  
var y = 123e-5;   // 0.00123

For a tutorial about JavaScript numbers, read our [JavaScript Number Tutorial](http://www.w3schools.com/js/js_numbers.asp).

**Number Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](http://www.w3schools.com/jsref/jsref_constructor_number.asp) | Returns the function that created JavaScript's Number prototype |
| [MAX\_VALUE](http://www.w3schools.com/jsref/jsref_max_value.asp) | Returns the largest number possible in JavaScript |
| [MIN\_VALUE](http://www.w3schools.com/jsref/jsref_min_value.asp) | Returns the smallest number possible in JavaScript |
| [NEGATIVE\_INFINITY](http://www.w3schools.com/jsref/jsref_negative_infinity.asp) | Represents negative infinity (returned on overflow) |
| [NaN](http://www.w3schools.com/jsref/jsref_number_nan.asp) | Represents a "Not-a-Number" value |
| [POSITIVE\_INFINITY](http://www.w3schools.com/jsref/jsref_positive_infinity.asp) | Represents infinity (returned on overflow) |
| [prototype](http://www.w3schools.com/jsref/jsref_prototype_num.asp) | Allows you to add properties and methods to an object |

**Number Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [toExponential(x)](http://www.w3schools.com/jsref/jsref_toexponential.asp) | Converts a number into an exponential notation |
| [toFixed(x)](http://www.w3schools.com/jsref/jsref_tofixed.asp) | Formats a number with x numbers of digits after the decimal point |
| [toPrecision(x)](http://www.w3schools.com/jsref/jsref_toprecision.asp) | Formats a number to x length |
| [toString()](http://www.w3schools.com/jsref/jsref_tostring_number.asp) | Converts a number to a string |
| [valueOf()](http://www.w3schools.com/jsref/jsref_valueof_number.asp) | Returns the primitive value of a number |

**JavaScript Operators Reference**

[« Previous](http://www.w3schools.com/jsref/jsref_obj_number.asp)

[Next Chapter »](http://www.w3schools.com/jsref/jsref_statements.asp)

JavaScript operators are used to assign values, compare values, perform arithmetic operations, and more.

**JavaScript Arithmetic Operators**

Arithmetic operators are used to perform arithmetic between variables and/or values.

Given that **y = 5**, the table below explains the arithmetic operators:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Operator** | **Description** | **Example** | **Result in y** | **Result in x** | **Try it** |
| + | Addition | x = y + 2 | y = 5 | x = 7 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_add) |
| - | Subtraction | x = y - 2 | y = 5 | x = 3 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_sub) |
| \* | Multiplication | x = y \* 2 | y = 5 | x = 10 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_mult) |
| / | Division | x = y / 2 | y = 5 | x = 2.5 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_div) |
| % | Modulus (division remainder) | x = y % 2 | y = 5 | x = 1 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_mod) |
| ++ | Increment | x = ++y | y = 6 | x = 6 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_incr) |
| x = y++ | y = 6 | x = 5 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_incr2) |
| -- | Decrement | x = --y | y = 4 | x = 4 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_decr) |
| x = y-- | y = 4 | x = 5 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_decr2) |

For a tutorial about arithmetic operators, read our [JavaScript Arithmetic Tutorial](http://www.w3schools.com/js/js_arithmetic.asp).

**JavaScript Assignment Operators**

Assignment operators are used to assign values to JavaScript variables.

Given that **x = 10** and **y = 5**, the table below explains the assignment operators:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Operator** | **Example** | **Same As** | **Result in x** | **Try it** |
| = | x = y | x = y | x = 5 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_equal) |
| += | x += y | x = x + y | x = 15 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_plusequal) |
| -= | x -= y | x = x - y | x = 5 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_minequal) |
| \*= | x \*= y | x = x \* y | x = 50 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_multequal) |
| /= | x /= y | x = x / y | x = 2 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_divequal) |
| %= | x %= y | x = x % y | x = 0 | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_modequal) |

For a tutorial about assignment operators, read our [JavaScript Assignment Tutorial](http://www.w3schools.com/js/js_assignment.asp).

**JavaScript String Operators**

The + operator, and the += operator can also be used to concatenate (add) strings.

Given that **text1 = "Good "**, **text2 = "Morning"**, **and text3 = ""**, the table below explains the operators:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Operator** | **Example** | **text1** | **text2** | **text3** | **Try it** |
| + | text3 = text1 + text2 | "Good " | "Morning" | "Good Morning" | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_string1) |
| += | text1 += text2 | "Good " | "Morning" | "" | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_string2) |

**Comparison Operators**

Comparison operators are used in logical statements to determine equality or difference between variables or values.

Given that **x = 5**, the table below explains the comparison operators:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Operator** | **Description** | **Comparing** | **Returns** | **Try it** |
| == | equal to | x == 8 | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison1) |
| x == 5 | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison2) |
| === | equal value and equal type | x === "5" | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison3) |
| x === 5 | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison4) |
| != | not equal | x != 8 | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison5) |
| !== | not equal value or not equal type | x !== "5" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison6) |
| x !== 5 | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison7) |
| > | greater than | x > 8 | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison8) |
| < | less than | x < 8 | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison9) |
| >= | greater than or equal to | x >= 8 | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison10) |
| <= | less than or equal to | x <= 8 | *true* | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison11) |

For a tutorial about comparison operators, read our [JavaScript Comparisons Tutorial](http://www.w3schools.com/js/js_comparisons.asp).

**Conditional (Ternary) Operator**

The conditional operator assigns a value to a variable based on a condition.

|  |  |  |
| --- | --- | --- |
| **Syntax** | **Example** | **Try it** |
| *variablename* = (*condition*) ? *value1*:*value2* | voteable = (age < 18) ? "Too young":"Old enough"; | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_comparison) |

**Example explained:** If the variable "age" is a value below 18, the value of the variable "voteable" will be "Too young", otherwise the value of voteable will be "Old enough".

**Logical Operators**

Logical operators are used to determine the logic between variables or values.

Given that **x = 6 and y = 3**, the table below explains the logical operators:

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Description** | **Example** | **Try it** |
| && | and | (x < 10 && y > 1) is true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_and) |
| || | or | (x === 5 || y === 5) is false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_or) |
| ! | not | !(x === y) is true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_not) |

**JavaScript Bitwise Operators**

Bit operators work on 32 bits numbers. Any numeric operand in the operation is converted into a 32 bit number. The result is converted back to a JavaScript number.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Operator** | | **Description** | **Example** | **Same as** | **Result** | **Decimal** |
| & | | AND | x = 5 & 1 | 0101 & 0001 | 0001 | 1 |
| | | | OR | x = 5 | 1 | 0101 | 0001 | 0101 | 5 |
| ~ | | NOT | x = ~ 5 | ~0101 | 1010 | 10 |
| ^ | | XOR | x = 5 ^ 1 | 0101 ^ 0001 | 0100 | 4 |
| << | | Left shift | x = 5 << 1 | 0101 << 1 | 1010 | 10 |
| >> | | Right shift | x = 5 >> 1 | 0101 >> 1 | 0010 | 2 |
| **Note** | The examples above uses 4 bits unsigned examples. But JavaScript uses 32-bit signed numbers.  Because of this, in JavaScript, ~ 5 will not return 10. It will return -6.  ~00000000000000000000000000000101 will return 11111111111111111111111111111010 | | | | | | |

**The typeof Operator**

The **typeof** operator returns the type of a variable, object, function or expression:

**Example**

typeof "John"                 // Returns string   
typeof 3.14                   // Returns number  
typeof NaN                    // Returns number  
typeof false                  // Returns boolean  
typeof [1, 2, 3, 4]           // Returns object  
typeof {name:'John', age:34}  // Returns object  
typeof new Date()             // Returns object  
typeof function () {}         // Returns function  
typeof myCar                  // Returns undefined (if myCar is not declared)  
typeof null                   // Returns object

[Try it Yourself »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_typeof)

Please observe:

* The data type of NaN is number
* The data type of an array is object
* The data type of a date is object
* The data type of null is object
* The data type of an undefined variable is undefined

|  |  |
| --- | --- |
| **Note** | You cannot use **typeof** to define if a JavaScript object is an array (or a date). |

**The delete Operator**

The **delete** operator deletes a property from an object:

**Example**

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};  
delete person.age;   // or delete person["age"];

[Try it Yourself »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_delete)

The delete operator deletes both the value of the property and the property itself.

After deletion, the property cannot be used before it is added back again.

The delete operator is designed to be used on object properties. It has no effect on variables or functions.

**Note:** The delete operator should not be used on predefined JavaScript object properties. It can crash your application.

**The in Operator**

The **in** operator returns true if the specified property is in the specified object, otherwise false:

**Example**

// Arrays  
var cars = ["Saab", "Volvo", "BMW"];  
"Saab" in cars          // Returns false (specify the index number instead of value)  
0 in cars               // Returns true  
1 in cars               // Returns true  
4 in cars               // Returns false (does not exist)  
"length" in cars        // Returns true  (length is an Array property)  
  
// Objects  
var person = {firstName:"John", lastName:"Doe", age:50};  
"firstName" in person   // Returns true  
"age" in person         // Returns true  
  
// Predefined objects  
"PI" in Math            // Returns true  
"NaN" in Number         // Returns true  
"length" in String      // Returns true

[Try it Yourself »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_in)

**The instanceof Operator**

The **instanceof** operator returns true if the specified object is an instance of the specified object:

**Example**

var cars = ["Saab", "Volvo", "BMW"];  
  
cars instanceof Array;          // Returns true  
cars instanceof Object;         // Returns true  
cars instanceof String;         // Returns false  
cars instanceof Number;         // Returns false

[Try it Yourself »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_instanceof)

**The void Operator**

The **void** operator evaluates an expression and returns **undefined**. This operator is often used to obtain the undefined primitive value, using "void(0)" (useful when evaluating an expression without using the return value).

**Example**

<a href="javascript:void(0);">  
  Useless link  
</a>  
  
<a href="javascript:void(document.body.style.backgroundColor='red');">  
  Click me to change the background color of body to red  
</a>

[Try it Yourself »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_oper_void)

**JavaScript Statements Reference**
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**JavaScript Statements**

In HTML, JavaScript statements are "instructions" to be "executed" by the web browser.

This statement tells the browser to write "Hello Dolly." inside an HTML element with id="demo":

**Example**

document.getElementById("demo").innerHTML = "Hello Dolly.";

[Try it Yourself »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_statement)

For a tutorial about Statements, read our [JavaScript Statements Tutorial](http://www.w3schools.com/js/js_statements.asp).

**JavaScript Statement Identifiers**

JavaScript statements often start with a **statement identifier** to identify the JavaScript action to be performed.

Statement identifiers are reserved words and cannot be used as variable names (or any other things).

The following table lists all JavaScript statements:

|  |  |
| --- | --- |
| **Statement** | **Description** |
| [break](http://www.w3schools.com/jsref/jsref_break.asp) | Exits a switch or a loop |
| [continue](http://www.w3schools.com/jsref/jsref_continue.asp) | Breaks one iteration (in the loop) if a specified condition occurs, and continues with the next iteration in the loop |
| [debugger](http://www.w3schools.com/jsref/jsref_debugger.asp) | Stops the execution of JavaScript, and calls (if available) the debugging function |
| [do ... while](http://www.w3schools.com/jsref/jsref_dowhile.asp) | Executes a block of statements and repeats the block while a condition is true |
| [for](http://www.w3schools.com/jsref/jsref_for.asp) | Marks a block of statements to be executed as long as a condition is true |
| [for ... in](http://www.w3schools.com/jsref/jsref_forin.asp) | Marks a block of statements to be executed for each element of an object (or array) |
| [function](http://www.w3schools.com/jsref/jsref_function.asp) | Declares a function |
| [if ... else ... else if](http://www.w3schools.com/jsref/jsref_if.asp) | Marks a block of statements to be executed depending on a condition |
| [return](http://www.w3schools.com/jsref/jsref_return.asp) | Stops the execution of a function and returns a value from that function |
| [switch](http://www.w3schools.com/jsref/jsref_switch.asp) | Marks a block of statements to be executed depending on different cases |
| [throw](http://www.w3schools.com/jsref/jsref_throw.asp) | Throws (generates) an error |
| [try ... catch ... finally](http://www.w3schools.com/jsref/jsref_try_catch.asp) | Marks the block of statements to be executed when an error occurs in a try block, and implements error handling |
| [var](http://www.w3schools.com/jsref/jsref_var.asp) | Declares a variable |
| [while](http://www.w3schools.com/jsref/jsref_while.asp) | Marks a block of statements to be executed while a condition is true |

**JavaScript Math Reference**
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**Math Object**

The Math object allows you to perform mathematical tasks.

Math is not a constructor. All properties/methods of Math can be called by using Math as an object, without creating it.

**Syntax**

var x = Math.PI;            // Returns PI  
var y = Math.sqrt(16);      // Returns the square root of 16

For a tutorial about the Math object, read our [JavaScript Math Tutorial](http://www.w3schools.com/js/js_math.asp).

**Math Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [E](http://www.w3schools.com/jsref/jsref_e.asp) | Returns Euler's number (approx. 2.718) |
| [LN2](http://www.w3schools.com/jsref/jsref_ln2.asp) | Returns the natural logarithm of 2 (approx. 0.693) |
| [LN10](http://www.w3schools.com/jsref/jsref_ln10.asp) | Returns the natural logarithm of 10 (approx. 2.302) |
| [LOG2E](http://www.w3schools.com/jsref/jsref_log2e.asp) | Returns the base-2 logarithm of E (approx. 1.442) |
| [LOG10E](http://www.w3schools.com/jsref/jsref_log10e.asp) | Returns the base-10 logarithm of E (approx. 0.434) |
| [PI](http://www.w3schools.com/jsref/jsref_pi.asp) | Returns PI (approx. 3.14) |
| [SQRT1\_2](http://www.w3schools.com/jsref/jsref_sqrt1_2.asp) | Returns the square root of 1/2 (approx. 0.707) |
| [SQRT2](http://www.w3schools.com/jsref/jsref_sqrt2.asp) | Returns the square root of 2 (approx. 1.414) |

**Math Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [abs(x)](http://www.w3schools.com/jsref/jsref_abs.asp) | Returns the absolute value of x |
| [acos(x)](http://www.w3schools.com/jsref/jsref_acos.asp) | Returns the arccosine of x, in radians |
| [asin(x)](http://www.w3schools.com/jsref/jsref_asin.asp) | Returns the arcsine of x, in radians |
| [atan(x)](http://www.w3schools.com/jsref/jsref_atan.asp) | Returns the arctangent of x as a numeric value between -PI/2 and PI/2 radians |
| [atan2(y,x)](http://www.w3schools.com/jsref/jsref_atan2.asp) | Returns the arctangent of the quotient of its arguments |
| [ceil(x)](http://www.w3schools.com/jsref/jsref_ceil.asp) | Returns x, rounded upwards to the nearest integer |
| [cos(x)](http://www.w3schools.com/jsref/jsref_cos.asp) | Returns the cosine of x (x is in radians) |
| [exp(x)](http://www.w3schools.com/jsref/jsref_exp.asp) | Returns the value of Ex |
| [floor(x)](http://www.w3schools.com/jsref/jsref_floor.asp) | Returns x, rounded downwards to the nearest integer |
| [log(x)](http://www.w3schools.com/jsref/jsref_log.asp) | Returns the natural logarithm (base E) of x |
| [max(x,y,z,...,n)](http://www.w3schools.com/jsref/jsref_max.asp) | Returns the number with the highest value |
| [min(x,y,z,...,n)](http://www.w3schools.com/jsref/jsref_min.asp) | Returns the number with the lowest value |
| [pow(x,y)](http://www.w3schools.com/jsref/jsref_pow.asp) | Returns the value of x to the power of y |
| [random()](http://www.w3schools.com/jsref/jsref_random.asp) | Returns a random number between 0 and 1 |
| [round(x)](http://www.w3schools.com/jsref/jsref_round.asp) | Rounds x to the nearest integer |
| [sin(x)](http://www.w3schools.com/jsref/jsref_sin.asp) | Returns the sine of x (x is in radians) |
| [sqrt(x)](http://www.w3schools.com/jsref/jsref_sqrt.asp) | Returns the square root of x |
| [tan(x)](http://www.w3schools.com/jsref/jsref_tan.asp) | Returns the tangent of an angle |

**JavaScript Date Reference**
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**Date Object**

The Date object is used to work with dates and times.

Date objects are created with new Date().

There are four ways of instantiating a date:

var d = new Date();  
var d = new Date(*milliseconds*);  
var d = new Date(*dateString*);  
var d = new Date(*year*, *month*, *day*, *hours*, *minutes*, *seconds*, *milliseconds*);

For a tutorial about date and times, read our [JavaScript Date Tutorial](http://www.w3schools.com/js/js_dates.asp).

**Date Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](http://www.w3schools.com/jsref/jsref_constructor_date.asp) | Returns the function that created the Date object's prototype |
| [prototype](http://www.w3schools.com/jsref/jsref_prototype_date.asp) | Allows you to add properties and methods to an object |

**Date Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [getDate()](http://www.w3schools.com/jsref/jsref_getdate.asp) | Returns the day of the month (from 1-31) |
| [getDay()](http://www.w3schools.com/jsref/jsref_getday.asp) | Returns the day of the week (from 0-6) |
| [getFullYear()](http://www.w3schools.com/jsref/jsref_getfullyear.asp) | Returns the year (four digits) |
| [getHours()](http://www.w3schools.com/jsref/jsref_gethours.asp) | Returns the hour (from 0-23) |
| [getMilliseconds()](http://www.w3schools.com/jsref/jsref_getmilliseconds.asp) | Returns the milliseconds (from 0-999) |
| [getMinutes()](http://www.w3schools.com/jsref/jsref_getminutes.asp) | Returns the minutes (from 0-59) |
| [getMonth()](http://www.w3schools.com/jsref/jsref_getmonth.asp) | Returns the month (from 0-11) |
| [getSeconds()](http://www.w3schools.com/jsref/jsref_getseconds.asp) | Returns the seconds (from 0-59) |
| [getTime()](http://www.w3schools.com/jsref/jsref_gettime.asp) | Returns the number of milliseconds since midnight Jan 1, 1970 |
| [getTimezoneOffset()](http://www.w3schools.com/jsref/jsref_gettimezoneoffset.asp) | Returns the time difference between UTC time and local time, in minutes |
| [getUTCDate()](http://www.w3schools.com/jsref/jsref_getutcdate.asp) | Returns the day of the month, according to universal time (from 1-31) |
| [getUTCDay()](http://www.w3schools.com/jsref/jsref_getutcday.asp) | Returns the day of the week, according to universal time (from 0-6) |
| [getUTCFullYear()](http://www.w3schools.com/jsref/jsref_getutcfullyear.asp) | Returns the year, according to universal time (four digits) |
| [getUTCHours()](http://www.w3schools.com/jsref/jsref_getutchours.asp) | Returns the hour, according to universal time (from 0-23) |
| [getUTCMilliseconds()](http://www.w3schools.com/jsref/jsref_getutcmilliseconds.asp) | Returns the milliseconds, according to universal time (from 0-999) |
| [getUTCMinutes()](http://www.w3schools.com/jsref/jsref_getutcminutes.asp) | Returns the minutes, according to universal time (from 0-59) |
| [getUTCMonth()](http://www.w3schools.com/jsref/jsref_getutcmonth.asp) | Returns the month, according to universal time (from 0-11) |
| [getUTCSeconds()](http://www.w3schools.com/jsref/jsref_getutcseconds.asp) | Returns the seconds, according to universal time (from 0-59) |
| getYear() | Deprecated. Use the [getFullYear()](http://www.w3schools.com/jsref/jsref_getfullyear.asp) method instead |
| [parse()](http://www.w3schools.com/jsref/jsref_parse.asp) | Parses a date string and returns the number of milliseconds since January 1, 1970 |
| [setDate()](http://www.w3schools.com/jsref/jsref_setdate.asp) | Sets the day of the month of a date object |
| [setFullYear()](http://www.w3schools.com/jsref/jsref_setfullyear.asp) | Sets the year (four digits) of a date object |
| [setHours()](http://www.w3schools.com/jsref/jsref_sethours.asp) | Sets the hour of a date object |
| [setMilliseconds()](http://www.w3schools.com/jsref/jsref_setmilliseconds.asp) | Sets the milliseconds of a date object |
| [setMinutes()](http://www.w3schools.com/jsref/jsref_setminutes.asp) | Set the minutes of a date object |
| [setMonth()](http://www.w3schools.com/jsref/jsref_setmonth.asp) | Sets the month of a date object |
| [setSeconds()](http://www.w3schools.com/jsref/jsref_setseconds.asp) | Sets the seconds of a date object |
| [setTime()](http://www.w3schools.com/jsref/jsref_settime.asp) | Sets a date to a specified number of milliseconds after/before January 1, 1970 |
| [setUTCDate()](http://www.w3schools.com/jsref/jsref_setutcdate.asp) | Sets the day of the month of a date object, according to universal time |
| [setUTCFullYear()](http://www.w3schools.com/jsref/jsref_setutcfullyear.asp) | Sets the year of a date object, according to universal time (four digits) |
| [setUTCHours()](http://www.w3schools.com/jsref/jsref_setutchours.asp) | Sets the hour of a date object, according to universal time |
| [setUTCMilliseconds()](http://www.w3schools.com/jsref/jsref_setutcmilliseconds.asp) | Sets the milliseconds of a date object, according to universal time |
| [setUTCMinutes()](http://www.w3schools.com/jsref/jsref_setutcminutes.asp) | Set the minutes of a date object, according to universal time |
| [setUTCMonth()](http://www.w3schools.com/jsref/jsref_setutcmonth.asp) | Sets the month of a date object, according to universal time |
| [setUTCSeconds()](http://www.w3schools.com/jsref/jsref_setutcseconds.asp) | Set the seconds of a date object, according to universal time |
| setYear() | Deprecated. Use the [setFullYear()](http://www.w3schools.com/jsref/jsref_setfullyear.asp) method instead |
| [toDateString()](http://www.w3schools.com/jsref/jsref_todatestring.asp) | Converts the date portion of a Date object into a readable string |
| toGMTString() | Deprecated. Use the [toUTCString()](http://www.w3schools.com/jsref/jsref_toutcstring.asp) method instead |
| [toISOString()](http://www.w3schools.com/jsref/jsref_toisostring.asp) | Returns the date as a string, using the ISO standard |
| [toJSON()](http://www.w3schools.com/jsref/jsref_tojson.asp) | Returns the date as a string, formatted as a JSON date |
| [toLocaleDateString()](http://www.w3schools.com/jsref/jsref_tolocaledatestring.asp) | Returns the date portion of a Date object as a string, using locale conventions |
| [toLocaleTimeString()](http://www.w3schools.com/jsref/jsref_tolocaletimestring.asp) | Returns the time portion of a Date object as a string, using locale conventions |
| [toLocaleString()](http://www.w3schools.com/jsref/jsref_tolocalestring.asp) | Converts a Date object to a string, using locale conventions |
| [toString()](http://www.w3schools.com/jsref/jsref_tostring_date.asp) | Converts a Date object to a string |
| [toTimeString()](http://www.w3schools.com/jsref/jsref_totimestring.asp) | Converts the time portion of a Date object to a string |
| [toUTCString()](http://www.w3schools.com/jsref/jsref_toutcstring.asp) | Converts a Date object to a string, according to universal time |
| [UTC()](http://www.w3schools.com/jsref/jsref_utc.asp) | Returns the number of milliseconds in a date since midnight of January 1, 1970, according to UTC time |
| [valueOf()](http://www.w3schools.com/jsref/jsref_valueof_date.asp) | Returns the primitive value of a Date object |

**JavaScript Array Reference**
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**Array Object**

The Array object is used to store multiple values in a single variable:

var cars = ["Saab", "Volvo", "BMW"];

Array indexes are zero-based: The first element in the array is 0, the second is 1, and so on.

For a tutorial about Arrays, read our [JavaScript Array Tutorial](http://www.w3schools.com/js/js_arrays.asp).

**Array Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](http://www.w3schools.com/jsref/jsref_constructor_array.asp) | Returns the function that created the Array object's prototype |
| [length](http://www.w3schools.com/jsref/jsref_length_array.asp) | Sets or returns the number of elements in an array |
| [prototype](http://www.w3schools.com/jsref/jsref_prototype_array.asp) | Allows you to add properties and methods to an Array object |

**Array Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [concat()](http://www.w3schools.com/jsref/jsref_concat_array.asp) | Joins two or more arrays, and returns a copy of the joined arrays |
| [indexOf()](http://www.w3schools.com/jsref/jsref_indexof_array.asp) | Search the array for an element and returns its position |
| [join()](http://www.w3schools.com/jsref/jsref_join.asp) | Joins all elements of an array into a string |
| [lastIndexOf()](http://www.w3schools.com/jsref/jsref_lastindexof_array.asp) | Search the array for an element, starting at the end, and returns its position |
| [pop()](http://www.w3schools.com/jsref/jsref_pop.asp) | Removes the last element of an array, and returns that element |
| [push()](http://www.w3schools.com/jsref/jsref_push.asp) | Adds new elements to the end of an array, and returns the new length |
| [reverse()](http://www.w3schools.com/jsref/jsref_reverse.asp) | Reverses the order of the elements in an array |
| [shift()](http://www.w3schools.com/jsref/jsref_shift.asp) | Removes the first element of an array, and returns that element |
| [slice()](http://www.w3schools.com/jsref/jsref_slice_array.asp) | Selects a part of an array, and returns the new array |
| [sort()](http://www.w3schools.com/jsref/jsref_sort.asp) | Sorts the elements of an array |
| [splice()](http://www.w3schools.com/jsref/jsref_splice.asp) | Adds/Removes elements from an array |
| [toString()](http://www.w3schools.com/jsref/jsref_tostring_array.asp) | Converts an array to a string, and returns the result |
| [unshift()](http://www.w3schools.com/jsref/jsref_unshift.asp) | Adds new elements to the beginning of an array, and returns the new length |
| [valueOf()](http://www.w3schools.com/jsref/jsref_valueof_array.asp) | Returns the primitive value of an array |

**JavaScript Boolean Reference**
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**JavaScript Booleans**

JavaScript booleans can have one of two values: **true** or **false**.

**The Boolean() Function**

You can use the Boolean() function to find out if an expression is true:

**Example**

Boolean(10 > 9)       // returns true

[Try it Yourself »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_boolean_expression1)

Or even easier:

**Example**

(10 > 9)              // also returns true  
10 > 9                // also returns true

[Try it Yourself »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_boolean_expression2)

For a tutorial about booleans, read our [JavaScript Boolean Tutorial](http://www.w3schools.com/js/js_booleans.asp).

**Boolean Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](http://www.w3schools.com/jsref/jsref_constructor_boolean.asp) | Returns the function that created JavaScript's Boolean prototype |
| [prototype](http://www.w3schools.com/jsref/jsref_prototype_boolean.asp) | Allows you to add properties and methods to the Boolean prototype |

**Boolean Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [toString()](http://www.w3schools.com/jsref/jsref_tostring_boolean.asp) | Converts a boolean value to a string, and returns the result |
| [valueOf()](http://www.w3schools.com/jsref/jsref_valueof_boolean.asp) | Returns the primitive value of a boolean |

**JavaScript RegExp Reference**
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**RegExp Object**

A regular expression is an object that describes a pattern of characters.

Regular expressions are used to perform pattern-matching and "search-and-replace" functions on text.

**Syntax**

/*pattern*/*modifiers*;

**Example**

var patt = /w3schools/i

Example explained:

* **/w3schools/i**  is a regular expression.
* **w3schools**  is a pattern (to be used in a search).
* **i**  is a modifier (modifies the search to be case-insensitive).

For a tutorial about Regular Expressions, read our [JavaScript RegExp Tutorial](http://www.w3schools.com/js/js_regexp.asp).

**Modifiers**

Modifiers are used to perform case-insensitive and global searches:

|  |  |
| --- | --- |
| **Modifier** | **Description** |
| [i](http://www.w3schools.com/jsref/jsref_regexp_i.asp) | Perform case-insensitive matching |
| [g](http://www.w3schools.com/jsref/jsref_regexp_g.asp) | Perform a global match (find all matches rather than stopping after the first match) |
| [m](http://www.w3schools.com/jsref/jsref_regexp_m.asp) | Perform multiline matching |

**Brackets**

Brackets are used to find a range of characters:

|  |  |
| --- | --- |
| **Expression** | **Description** |
| [[abc]](http://www.w3schools.com/jsref/jsref_regexp_charset.asp) | Find any character between the brackets |
| [[^abc]](http://www.w3schools.com/jsref/jsref_regexp_charset_not.asp) | Find any character NOT between the brackets |
| [[0-9]](http://www.w3schools.com/jsref/jsref_regexp_0-9.asp) | Find any digit between the brackets |
| [[^0-9]](http://www.w3schools.com/jsref/jsref_regexp_not_0-9.asp) | Find any digit NOT between the brackets |
| [(x|y)](http://www.w3schools.com/jsref/jsref_regexp_xy.asp) | Find any of the alternatives specified |

**Metacharacters**

Metacharacters are characters with a special meaning:

|  |  |
| --- | --- |
| **Metacharacter** | **Description** |
| [.](http://www.w3schools.com/jsref/jsref_regexp_dot.asp) | Find a single character, except newline or line terminator |
| [\w](http://www.w3schools.com/jsref/jsref_regexp_wordchar.asp) | Find a word character |
| [\W](http://www.w3schools.com/jsref/jsref_regexp_wordchar_non.asp) | Find a non-word character |
| [\d](http://www.w3schools.com/jsref/jsref_regexp_digit.asp) | Find a digit |
| [\D](http://www.w3schools.com/jsref/jsref_regexp_digit_non.asp) | Find a non-digit character |
| [\s](http://www.w3schools.com/jsref/jsref_regexp_whitespace.asp) | Find a whitespace character |
| [\S](http://www.w3schools.com/jsref/jsref_regexp_whitespace_non.asp) | Find a non-whitespace character |
| [\b](http://www.w3schools.com/jsref/jsref_regexp_begin.asp) | Find a match at the beginning/end of a word |
| [\B](http://www.w3schools.com/jsref/jsref_regexp_begin_not.asp) | Find a match not at the beginning/end of a word |
| [\0](http://www.w3schools.com/jsref/jsref_regexp_nul.asp) | Find a NUL character |
| [\n](http://www.w3schools.com/jsref/jsref_regexp_newline.asp) | Find a new line character |
| [\f](http://www.w3schools.com/jsref/jsref_regexp_formfeed.asp) | Find a form feed character |
| [\r](http://www.w3schools.com/jsref/jsref_regexp_carriagereturn.asp) | Find a carriage return character |
| [\t](http://www.w3schools.com/jsref/jsref_regexp_tab.asp) | Find a tab character |
| [\v](http://www.w3schools.com/jsref/jsref_regexp_vtab.asp) | Find a vertical tab character |
| [\xxx](http://www.w3schools.com/jsref/jsref_regexp_octal.asp) | Find the character specified by an octal number xxx |
| [\xdd](http://www.w3schools.com/jsref/jsref_regexp_hex.asp) | Find the character specified by a hexadecimal number dd |
| [\uxxxx](http://www.w3schools.com/jsref/jsref_regexp_unicode_hex.asp) | Find the Unicode character specified by a hexadecimal number xxxx |

**Quantifiers**

|  |  |
| --- | --- |
| **Quantifier** | **Description** |
| [n+](http://www.w3schools.com/jsref/jsref_regexp_onemore.asp) | Matches any string that contains at least one *n* |
| [n\*](http://www.w3schools.com/jsref/jsref_regexp_zeromore.asp) | Matches any string that contains zero or more occurrences of *n* |
| [n?](http://www.w3schools.com/jsref/jsref_regexp_zeroone.asp) | Matches any string that contains zero or one occurrences of *n* |
| [n{X}](http://www.w3schools.com/jsref/jsref_regexp_nx.asp) | Matches any string that contains a sequence of *X* *n*'s |
| [n{X,Y}](http://www.w3schools.com/jsref/jsref_regexp_nxy.asp) | Matches any string that contains a sequence of X to Y *n*'s |
| [n{X,}](http://www.w3schools.com/jsref/jsref_regexp_nxcomma.asp) | Matches any string that contains a sequence of at least X *n*'s |
| [n$](http://www.w3schools.com/jsref/jsref_regexp_ndollar.asp) | Matches any string with *n* at the end of it |
| [^n](http://www.w3schools.com/jsref/jsref_regexp_ncaret.asp) | Matches any string with *n* at the beginning of it |
| [?=n](http://www.w3schools.com/jsref/jsref_regexp_nfollow.asp) | Matches any string that is followed by a specific string *n* |
| [?!n](http://www.w3schools.com/jsref/jsref_regexp_nfollow_not.asp) | Matches any string that is not followed by a specific string *n* |

**RegExp Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](http://www.w3schools.com/jsref/jsref_regexp_constructor.asp) | Returns the function that created the RegExp object's prototype |
| [global](http://www.w3schools.com/jsref/jsref_regexp_global.asp) | Checks whether the "g" modifier is set |
| [ignoreCase](http://www.w3schools.com/jsref/jsref_regexp_ignorecase.asp) | Checks whether the "i" modifier is set |
| [lastIndex](http://www.w3schools.com/jsref/jsref_regexp_lastindex.asp) | Specifies the index at which to start the next match |
| [multiline](http://www.w3schools.com/jsref/jsref_regexp_multiline.asp) | Checks whether the "m" modifier is set |
| [source](http://www.w3schools.com/jsref/jsref_regexp_source.asp) | Returns the text of the RegExp pattern |

**RegExp Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [compile()](http://www.w3schools.com/jsref/jsref_regexp_compile.asp) | Deprecated in version 1.5. Compiles a regular expression |
| [exec()](http://www.w3schools.com/jsref/jsref_regexp_exec.asp) | Tests for a match in a string. Returns the first match |
| [test()](http://www.w3schools.com/jsref/jsref_regexp_test.asp) | Tests for a match in a string. Returns true or false |
| [toString()](http://www.w3schools.com/jsref/jsref_regexp_tostring.asp) | Returns the string value of the regular expression |

**JavaScript Global Reference**
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The JavaScript global properties and functions can be used with all the built-in JavaScript objects.

**JavaScript Global Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [Infinity](http://www.w3schools.com/jsref/jsref_infinity.asp) | A numeric value that represents positive/negative infinity |
| [NaN](http://www.w3schools.com/jsref/jsref_nan.asp) | "Not-a-Number" value |
| [undefined](http://www.w3schools.com/jsref/jsref_undefined.asp) | Indicates that a variable has not been assigned a value |

**JavaScript Global Functions**

|  |  |
| --- | --- |
| **Function** | **Description** |
| [decodeURI()](http://www.w3schools.com/jsref/jsref_decodeuri.asp) | Decodes a URI |
| [decodeURIComponent()](http://www.w3schools.com/jsref/jsref_decodeuricomponent.asp) | Decodes a URI component |
| [encodeURI()](http://www.w3schools.com/jsref/jsref_encodeuri.asp) | Encodes a URI |
| [encodeURIComponent()](http://www.w3schools.com/jsref/jsref_encodeuricomponent.asp) | Encodes a URI component |
| [escape()](http://www.w3schools.com/jsref/jsref_escape.asp) | Deprecated in version 1.5. Use [encodeURI()](http://www.w3schools.com/jsref/jsref_encodeuri.asp) or [encodeURIComponent()](http://www.w3schools.com/jsref/jsref_encodeuricomponent.asp) instead |
| [eval()](http://www.w3schools.com/jsref/jsref_eval.asp) | Evaluates a string and executes it as if it was script code |
| [isFinite()](http://www.w3schools.com/jsref/jsref_isfinite.asp) | Determines whether a value is a finite, legal number |
| [isNaN()](http://www.w3schools.com/jsref/jsref_isnan.asp) | Determines whether a value is an illegal number |
| [Number()](http://www.w3schools.com/jsref/jsref_number.asp) | Converts an object's value to a number |
| [parseFloat()](http://www.w3schools.com/jsref/jsref_parsefloat.asp) | Parses a string and returns a floating point number |
| [parseInt()](http://www.w3schools.com/jsref/jsref_parseint.asp) | Parses a string and returns an integer |
| [String()](http://www.w3schools.com/jsref/jsref_string.asp) | Converts an object's value to a string |
| [unescape()](http://www.w3schools.com/jsref/jsref_unescape.asp) | Deprecated in version 1.5. Use [decodeURI()](http://www.w3schools.com/jsref/jsref_decodeuri.asp) or [decodeURIComponent()](http://www.w3schools.com/jsref/jsref_decodeuricomponent.asp) instead |

**JavaScript Type Conversion**
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**JavaScript Type Conversion Table**

The table below shows the result of converting different JavaScript values to Number, String, and Boolean:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Original Value** | **Converted to Number** | **Converted to String** | **Converted to Boolean** | **Try it** |
| false | 0 | "false" | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_false) |
| true | 1 | "true" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_true) |
| 0 | 0 | "0" | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_number_0) |
| 1 | 1 | "1" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_number_1) |
| "0" | 0 | "0" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_string_0) |
| "1" | 1 | "1" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_string_1) |
| NaN | NaN | "NaN" | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_nan) |
| Infinity | Infinity | "Infinity" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_infinity) |
| -Infinity | -Infinity | "-Infinity" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_infinity_minus) |
| "" | 0 | "" | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_string_empty) |
| "20" | 20 | "20" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_string_number) |
| "twenty" | NaN | "twenty" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_string_text) |
| [ ] | 0 | "" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_array_empty) |
| [20] | 20 | "20" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_array_one_number) |
| [10,20] | NaN | "10,20" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_array_two_numbers) |
| ["twenty"] | NaN | "twenty" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_array_one_string) |
| ["ten","twenty"] | NaN | "ten,twenty" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_array_two_strings) |
| function(){} | NaN | "function(){}" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_function) |
| { } | NaN | "[object Object]" | true | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_object) |
| null | 0 | "null" | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_null) |
| undefined | NaN | "undefined" | false | [Try it »](http://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_type_convert_undefined) |

**Note:** Values in quotes ("") indicate string values. Values in red indicate values (some) programmers might not expect.

For a tutorial about JavaScript Type Conversion, read our [JavaScript Type Conversion Tutorial](http://www.w3schools.com/js/js_type_conversion.asp).

**Window Object**

The window object represents an open window in a browser.

If a document contain frames (<iframe> tags), the browser creates one window object for the HTML document, and one additional window object for each frame.

**Note:** There is no public standard that applies to the Window object, but all major browsers support it.

**Window Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [closed](http://www.w3schools.com/jsref/prop_win_closed.asp) | Returns a Boolean value indicating whether a window has been closed or not |
| [defaultStatus](http://www.w3schools.com/jsref/prop_win_defaultstatus.asp) | Sets or returns the default text in the statusbar of a window |
| [document](http://www.w3schools.com/jsref/dom_obj_document.asp) | Returns the Document object for the window ([See Document object](http://www.w3schools.com/jsref/dom_obj_document.asp)) |
| [frameElement](http://www.w3schools.com/jsref/prop_win_frameElement.asp) | Returns the <iframe> element in which the current window is inserted |
| [frames](http://www.w3schools.com/jsref/prop_win_frames.asp) | Returns all <iframe> elements in the current window |
| [history](http://www.w3schools.com/jsref/obj_history.asp) | Returns the History object for the window ([See History object](http://www.w3schools.com/jsref/obj_history.asp)) |
| [innerHeight](http://www.w3schools.com/jsref/prop_win_innerheight.asp) | Returns the inner height of a window's content area |
| [innerWidth](http://www.w3schools.com/jsref/prop_win_innerheight.asp) | Returns the inner width of a window's content area |
| [length](http://www.w3schools.com/jsref/prop_win_length.asp) | Returns the number of <iframe> elements in the current window |
| localStorage | Returns a reference to the local storage object used to store data. Stores data with no expiration date |
| [location](http://www.w3schools.com/jsref/obj_location.asp) | Returns the Location object for the window ([See Location object](http://www.w3schools.com/jsref/obj_location.asp)) |
| [name](http://www.w3schools.com/jsref/prop_win_name.asp) | Sets or returns the name of a window |
| [navigator](http://www.w3schools.com/jsref/obj_navigator.asp) | Returns the Navigator object for the window ([See Navigator object](http://www.w3schools.com/jsref/obj_navigator.asp)) |
| [opener](http://www.w3schools.com/jsref/prop_win_opener.asp) | Returns a reference to the window that created the window |
| [outerHeight](http://www.w3schools.com/jsref/prop_win_outerheight.asp) | Returns the outer height of a window, including toolbars/scrollbars |
| [outerWidth](http://www.w3schools.com/jsref/prop_win_outerheight.asp) | Returns the outer width of a window, including toolbars/scrollbars |
| [pageXOffset](http://www.w3schools.com/jsref/prop_win_pagexoffset.asp) | Returns the pixels the current document has been scrolled (horizontally) from the upper left corner of the window |
| [pageYOffset](http://www.w3schools.com/jsref/prop_win_pagexoffset.asp) | Returns the pixels the current document has been scrolled (vertically) from the upper left corner of the window |
| [parent](http://www.w3schools.com/jsref/prop_win_parent.asp) | Returns the parent window of the current window |
| [screen](http://www.w3schools.com/jsref/obj_screen.asp) | Returns the Screen object for the window [(See Screen object)](http://www.w3schools.com/jsref/obj_screen.asp) |
| [screenLeft](http://www.w3schools.com/jsref/prop_win_screenleft.asp) | Returns the horizontal coordinate of the window relative to the screen |
| [screenTop](http://www.w3schools.com/jsref/prop_win_screenleft.asp) | Returns the vertical coordinate of the window relative to the screen |
| [screenX](http://www.w3schools.com/jsref/prop_win_screenx.asp) | Returns the horizontal coordinate of the window relative to the screen |
| [screenY](http://www.w3schools.com/jsref/prop_win_screenx.asp) | Returns the vertical coordinate of the window relative to the screen |
| sessionStorage | Returns a reference to the local storage object used to store data. Stores data for one session (lost when the browser tab is closed) |
| scrollX | An alias of [pageXOffset](http://www.w3schools.com/jsref/prop_win_pagexoffset.asp) |
| scrollY | An alias of [pageYOffset](http://www.w3schools.com/jsref/prop_win_pagexoffset.asp) |
| [self](http://www.w3schools.com/jsref/prop_win_self.asp) | Returns the current window |
| [status](http://www.w3schools.com/jsref/prop_win_status.asp) | Sets or returns the text in the statusbar of a window |
| [top](http://www.w3schools.com/jsref/prop_win_top.asp) | Returns the topmost browser window |

**Window Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [alert()](http://www.w3schools.com/jsref/met_win_alert.asp) | Displays an alert box with a message and an OK button |
| [atob()](http://www.w3schools.com/jsref/met_win_atob.asp) | Decodes a base-64 encoded string |
| [blur()](http://www.w3schools.com/jsref/met_win_blur.asp) | Removes focus from the current window |
| [btoa()](http://www.w3schools.com/jsref/met_win_btoa.asp) | Encodes a string in base-64 |
| [clearInterval()](http://www.w3schools.com/jsref/met_win_clearinterval.asp) | Clears a timer set with setInterval() |
| [clearTimeout()](http://www.w3schools.com/jsref/met_win_cleartimeout.asp) | Clears a timer set with setTimeout() |
| [close()](http://www.w3schools.com/jsref/met_win_close.asp) | Closes the current window |
| [confirm()](http://www.w3schools.com/jsref/met_win_confirm.asp) | Displays a dialog box with a message and an OK and a Cancel button |
| [createPopup()](http://www.w3schools.com/jsref/met_win_createpopup.asp) | Creates a pop-up window |
| [focus()](http://www.w3schools.com/jsref/met_win_focus.asp) | Sets focus to the current window |
| getComputedStyle() | Gets the current computed CSS styles applied to an element |
| getSelection() | Returns a Selection object representing the range of text selected by the user |
| matchMedia() | Returns a MediaQueryList object representing the specified CSS media query string |
| [moveBy()](http://www.w3schools.com/jsref/met_win_moveby.asp) | Moves a window relative to its current position |
| [moveTo()](http://www.w3schools.com/jsref/met_win_moveto.asp) | Moves a window to the specified position |
| [open()](http://www.w3schools.com/jsref/met_win_open.asp) | Opens a new browser window |
| [print()](http://www.w3schools.com/jsref/met_win_print.asp) | Prints the content of the current window |
| [prompt()](http://www.w3schools.com/jsref/met_win_prompt.asp) | Displays a dialog box that prompts the visitor for input |
| [resizeBy()](http://www.w3schools.com/jsref/met_win_resizeby.asp) | Resizes the window by the specified pixels |
| [resizeTo()](http://www.w3schools.com/jsref/met_win_resizeto.asp) | Resizes the window to the specified width and height |
| scroll() | Deprecated. This method has been replaced by the [scrollTo()](http://www.w3schools.com/jsref/met_win_scrollto.asp) method. |
| [scrollBy()](http://www.w3schools.com/jsref/met_win_scrollby.asp) | Scrolls the document by the specified number of pixels |
| [scrollTo()](http://www.w3schools.com/jsref/met_win_scrollto.asp) | Scrolls the document to the specified coordinates |
| [setInterval()](http://www.w3schools.com/jsref/met_win_setinterval.asp) | Calls a function or evaluates an expression at specified intervals (in milliseconds) |
| [setTimeout()](http://www.w3schools.com/jsref/met_win_settimeout.asp) | Calls a function or evaluates an expression after a specified number of milliseconds |
| [stop()](http://www.w3schools.com/jsref/met_win_stop.asp) | Stops the window from loading |

**The Navigator Object**
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**Navigator Object**

The navigator object contains information about the browser.

**Note:** There is no public standard that applies to the navigator object, but all major browsers support it.

**Navigator Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [appCodeName](http://www.w3schools.com/jsref/prop_nav_appcodename.asp) | Returns the code name of the browser |
| [appName](http://www.w3schools.com/jsref/prop_nav_appname.asp) | Returns the name of the browser |
| [appVersion](http://www.w3schools.com/jsref/prop_nav_appversion.asp) | Returns the version information of the browser |
| [cookieEnabled](http://www.w3schools.com/jsref/prop_nav_cookieenabled.asp) | Determines whether cookies are enabled in the browser |
| [geolocation](http://www.w3schools.com/jsref/prop_nav_geolocation.asp) | Returns a Geolocation object that can be used to locate the user's position |
| [language](http://www.w3schools.com/jsref/prop_nav_language.asp) | Returns the language of the browser |
| [onLine](http://www.w3schools.com/jsref/prop_nav_online.asp) | Determines whether the browser is online |
| [platform](http://www.w3schools.com/jsref/prop_nav_platform.asp) | Returns for which platform the browser is compiled |
| [product](http://www.w3schools.com/jsref/prop_nav_product.asp) | Returns the engine name of the browser |
| [userAgent](http://www.w3schools.com/jsref/prop_nav_useragent.asp) | Returns the user-agent header sent by the browser to the server |

**Navigator Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [javaEnabled()](http://www.w3schools.com/jsref/met_nav_javaenabled.asp) | Specifies whether or not the browser has Java enabled |
| [taintEnabled()](http://www.w3schools.com/jsref/met_nav_taintenabled.asp) | Removed in JavaScript version 1.2. Specifies whether the browser has data tainting enabled |

**The Screen Object**
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**Screen Object**

The screen object contains information about the visitor's screen.

**Note:** There is no public standard that applies to the screen object, but all major browsers support it.

**Screen Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [availHeight](http://www.w3schools.com/jsref/prop_screen_availheight.asp) | Returns the height of the screen (excluding the Windows Taskbar) |
| [availWidth](http://www.w3schools.com/jsref/prop_screen_availwidth.asp) | Returns the width of the screen (excluding the Windows Taskbar) |
| [colorDepth](http://www.w3schools.com/jsref/prop_screen_colordepth.asp) | Returns the bit depth of the color palette for displaying images |
| [height](http://www.w3schools.com/jsref/prop_screen_height.asp) | Returns the total height of the screen |
| [pixelDepth](http://www.w3schools.com/jsref/prop_screen_pixeldepth.asp) | Returns the color resolution (in bits per pixel) of the screen |
| [width](http://www.w3schools.com/jsref/prop_screen_width.asp) | Returns the total width of the screen |

**The History Object**
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**History Object**

The history object contains the URLs visited by the user (within a browser window).

The history object is part of the window object and is accessed through the window.history property.

**Note:** There is no public standard that applies to the history object, but all major browsers support it.

**History Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [length](http://www.w3schools.com/jsref/prop_his_length.asp) | Returns the number of URLs in the history list |

**History Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [back()](http://www.w3schools.com/jsref/met_his_back.asp) | Loads the previous URL in the history list |
| [forward()](http://www.w3schools.com/jsref/met_his_forward.asp) | Loads the next URL in the history list |
| [go()](http://www.w3schools.com/jsref/met_his_go.asp) | Loads a specific URL from the history list |

**The Location Object**
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**Location Object**

The location object contains information about the current URL.

The location object is part of the window object and is accessed through the window.location property.

**Note:** There is no public standard that applies to the location object, but all major browsers support it.

**Location Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [hash](http://www.w3schools.com/jsref/prop_loc_hash.asp) | Sets or returns the anchor part (#) of a URL |
| [host](http://www.w3schools.com/jsref/prop_loc_host.asp) | Sets or returns the hostname and port number of a URL |
| [hostname](http://www.w3schools.com/jsref/prop_loc_hostname.asp) | Sets or returns the hostname of a URL |
| [href](http://www.w3schools.com/jsref/prop_loc_href.asp) | Sets or returns the entire URL |
| [origin](http://www.w3schools.com/jsref/prop_loc_origin.asp) | Returns the protocol, hostname and port number of a URL |
| [pathname](http://www.w3schools.com/jsref/prop_loc_pathname.asp) | Sets or returns the path name of a URL |
| [port](http://www.w3schools.com/jsref/prop_loc_port.asp) | Sets or returns the port number of a URL |
| [protocol](http://www.w3schools.com/jsref/prop_loc_protocol.asp) | Sets or returns the protocol of a URL |
| [search](http://www.w3schools.com/jsref/prop_loc_search.asp) | Sets or returns the querystring part of a URL |

**Location Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [assign()](http://www.w3schools.com/jsref/met_loc_assign.asp) | Loads a new document |
| [reload()](http://www.w3schools.com/jsref/met_loc_reload.asp) | Reloads the current document |
| [replace()](http://www.w3schools.com/jsref/met_loc_replace.asp) | Replaces the current document with a new one |

**The HTML DOM Document Object**
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**HTML DOM Nodes**

In the HTML DOM (Document Object Model), everything is a **node**:

* The document itself is a document node
* All HTML elements are element nodes
* All HTML attributes are attribute nodes
* Text inside HTML elements are text nodes
* Comments are comment nodes

**The Document Object**

When an HTML document is loaded into a web browser, it becomes a **document object**.

The document object is the root node of the HTML document and the "owner" of all other nodes:  
(element nodes, text nodes, attribute nodes, and comment nodes).

The document object provides properties and methods to access all node objects, from within JavaScript.

**Tip:** The document is a part of the Window object and can be accessed as window.document.

**Browser Support**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Object** |  |  |  |  |  |
| Document | Yes | Yes | Yes | Yes | Yes |

The Document Object is supported in all major browsers.

**Document Object Properties and Methods**

The following properties and methods can be used on HTML documents:

|  |  |
| --- | --- |
| **Property / Method** | **Description** |
| [document.activeElement](http://www.w3schools.com/jsref/prop_document_activeelement.asp) | Returns the currently focused element in the document |
| [document.addEventListener()](http://www.w3schools.com/jsref/met_document_addeventlistener.asp) | Attaches an event handler to the document |
| [document.adoptNode()](http://www.w3schools.com/jsref/met_document_adoptnode.asp) | Adopts a node from another document |
| [document.anchors](http://www.w3schools.com/jsref/coll_doc_anchors.asp) | Returns a collection of all <a> elements in the document that have a name attribute |
| [document.applets](http://www.w3schools.com/jsref/coll_doc_applets.asp) | Returns a collection of all <applet> elements in the document |
| [document.baseURI](http://www.w3schools.com/jsref/prop_doc_baseuri.asp) | Returns the absolute base URI of a document |
| [document.body](http://www.w3schools.com/jsref/prop_doc_body.asp) | Sets or returns the document's body (the <body> element) |
| [document.close()](http://www.w3schools.com/jsref/met_doc_close.asp) | Closes the output stream previously opened with document.open() |
| [document.cookie](http://www.w3schools.com/jsref/prop_doc_cookie.asp) | Returns all name/value pairs of cookies in the document |
| [document.createAttribute()](http://www.w3schools.com/jsref/met_document_createattribute.asp) | Creates an attribute node |
| [document.createComment()](http://www.w3schools.com/jsref/met_document_createcomment.asp) | Creates a Comment node with the specified text |
| [document.createDocumentFragment()](http://www.w3schools.com/jsref/met_document_createdocumentfragment.asp) | Creates an empty DocumentFragment node |
| [document.createElement()](http://www.w3schools.com/jsref/met_document_createelement.asp) | Creates an Element node |
| [document.createTextNode()](http://www.w3schools.com/jsref/met_document_createtextnode.asp) | Creates a Text node |
| [document.doctype](http://www.w3schools.com/jsref/prop_document_doctype.asp) | Returns the Document Type Declaration associated with the document |
| [document.documentElement](http://www.w3schools.com/jsref/prop_document_documentelement.asp) | Returns the Document Element of the document (the <html> element) |
| [document.documentMode](http://www.w3schools.com/jsref/prop_doc_documentmode.asp) | Returns the mode used by the browser to render the document |
| [document.documentURI](http://www.w3schools.com/jsref/prop_document_documenturi.asp) | Sets or returns the location of the document |
| [document.domain](http://www.w3schools.com/jsref/prop_doc_domain.asp) | Returns the domain name of the server that loaded the document |
| document.domConfig | Obsolete. Returns the DOM configuration of the document |
| [document.embeds](http://www.w3schools.com/jsref/coll_doc_embeds.asp) | Returns a collection of all <embed> elements the document |
| [document.forms](http://www.w3schools.com/jsref/coll_doc_forms.asp) | Returns a collection of all <form> elements in the document |
| [document.getElementById()](http://www.w3schools.com/jsref/met_document_getelementbyid.asp) | Returns the element that has the ID attribute with the specified value |
| [document.getElementsByClassName()](http://www.w3schools.com/jsref/met_document_getelementsbyclassname.asp) | Returns a NodeList containing all elements with the specified class name |
| [document.getElementsByName()](http://www.w3schools.com/jsref/met_doc_getelementsbyname.asp) | Returns a NodeList containing all elements with a specified name |
| [document.getElementsByTagName()](http://www.w3schools.com/jsref/met_document_getelementsbytagname.asp) | Returns a NodeList containing all elements with the specified tag name |
| [document.hasFocus()](http://www.w3schools.com/jsref/met_document_hasfocus.asp) | Returns a Boolean value indicating whether the document has focus |
| [document.head](http://www.w3schools.com/jsref/prop_doc_head.asp) | Returns the <head> element of the document |
| [document.images](http://www.w3schools.com/jsref/coll_doc_images.asp) | Returns a collection of all <img> elements in the document |
| [document.implementation](http://www.w3schools.com/jsref/prop_document_implementation.asp) | Returns the DOMImplementation object that handles this document |
| [document.importNode()](http://www.w3schools.com/jsref/met_document_importnode.asp) | Imports a node from another document |
| [document.inputEncoding](http://www.w3schools.com/jsref/prop_document_inputencoding.asp) | Returns the encoding, character set, used for the document |
| [document.lastModified](http://www.w3schools.com/jsref/prop_doc_lastmodified.asp) | Returns the date and time the document was last modified |
| [document.links](http://www.w3schools.com/jsref/coll_doc_links.asp) | Returns a collection of all <a> and <area> elements in the document that have a href attribute |
| [document.normalize()](http://www.w3schools.com/jsref/met_document_normalize.asp) | Removes empty Text nodes, and joins adjacent nodes |
| [document.normalizeDocument()](http://www.w3schools.com/jsref/met_document_normalizedocument.asp) | Removes empty Text nodes, and joins adjacent nodes |
| [document.open()](http://www.w3schools.com/jsref/met_doc_open.asp) | Opens an HTML output stream to collect output from document.write() |
| [document.querySelector()](http://www.w3schools.com/jsref/met_document_queryselector.asp) | Returns the first element that matches a specified CSS selector(s) in the document |
| [document.querySelectorAll()](http://www.w3schools.com/jsref/met_document_queryselectorall.asp) | Returns a static NodeList containing all elements that matches a specified CSS selector(s) in the document |
| [document.readyState](http://www.w3schools.com/jsref/prop_doc_readystate.asp) | Returns the (loading) status of the document |
| [document.referrer](http://www.w3schools.com/jsref/prop_doc_referrer.asp) | Returns the URL of the document that loaded the current document |
| [document.removeEventListener()](http://www.w3schools.com/jsref/met_document_removeeventlistener.asp) | Removes an event handler from the document (that has been attached with the [addEventListener()](http://www.w3schools.com/jsref/met_document_addeventlistener.asp) method) |
| [document.renameNode()](http://www.w3schools.com/jsref/met_document_renamenode.asp) | Renames the specified node |
| [document.scripts](http://www.w3schools.com/jsref/coll_doc_scripts.asp) | Returns a collection of <script> elements in the document |
| [document.strictErrorChecking](http://www.w3schools.com/jsref/prop_document_stricterrorchecking.asp) | Sets or returns whether error-checking is enforced or not |
| [document.title](http://www.w3schools.com/jsref/prop_doc_title.asp) | Sets or returns the title of the document |
| [document.URL](http://www.w3schools.com/jsref/prop_doc_url.asp) | Returns the full URL of the HTML document |
| [document.write()](http://www.w3schools.com/jsref/met_doc_write.asp) | Writes HTML expressions or JavaScript code to a document |
| [document.writeln()](http://www.w3schools.com/jsref/met_doc_writeln.asp) | Same as write(), but adds a newline character after each statement |

**Warning !!!**

In the W3C DOM Core, the Document object inherits all properties and methods from the Node object.

Many of these properties and methods make no sense used on documents.

**Avoid using these node object properties and methods on HTML document objects:**

|  |  |
| --- | --- |
| **Property / Method** | **Reason for avoiding** |
| document.attributes | Documents don't have attributes |
| document.hasAttributes() | Documents don't have attributes |
| document.nextSibling | Documents don't have siblings |
| document.nodeName | This is always #document |
| document.nodeType | This is always 9 (DOCUMENT\_NODE) |
| document.nodeValue | Documents don't have an node value |
| document.ownerDocument | Documents don't have an owner document |
| document.ownerElement | Documents don't have an owner element |
| document.parentNode | Documents don't have a parent node |
| document.previousSibling | Documents don't have siblings |
| document.textContent | Documents don't have a text content |

**The HTML DOM Element Object**
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**HTML DOM Nodes**

In the HTML DOM (Document Object Model), everything is a **node**:

* The document itself is a document node
* All HTML elements are element nodes
* All HTML attributes are attribute nodes
* Text inside HTML elements are text nodes
* Comments are comment nodes

**The Element Object**

In the HTML DOM, the **Element object** represents an HTML element.

Element objects can have **child nodes** of type element nodes, text nodes, or comment nodes.

A **NodeList object** represents a list of nodes, like an HTML element's collection of child nodes.

Elements can also have attributes. Attributes are attribute nodes (See next chapter).

**Browser Support**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Object** |  |  |  |  |  |
| Element | Yes | Yes | Yes | Yes | Yes |
| NodeList | Yes | Yes | Yes | Yes | Yes |

The Element Object and the NodeList Object is supported in all major browsers.

**Properties and Methods**

The following properties and methods can be used on all HTML elements:

|  |  |
| --- | --- |
| **Property / Method** | **Description** |
| [*element*.accessKey](http://www.w3schools.com/jsref/prop_html_accesskey.asp) | Sets or returns the accesskey attribute of an element |
| [*element*.addEventListener()](http://www.w3schools.com/jsref/met_element_addeventlistener.asp) | Attaches an event handler to the specified element |
| [*element*.appendChild()](http://www.w3schools.com/jsref/met_node_appendchild.asp) | Adds a new child node, to an element, as the last child node |
| [*element*.attributes](http://www.w3schools.com/jsref/prop_node_attributes.asp) | Returns a NamedNodeMap of an element's attributes |
| [*element*.blur()](http://www.w3schools.com/jsref/met_html_blur.asp) | Removes focus from an element |
| [*element*.childElementCount](http://www.w3schools.com/jsref/prop_element_childelementcount.asp) | Returns the number of child elements an element has |
| [*element*.childNodes](http://www.w3schools.com/jsref/prop_node_childnodes.asp) | Returns a collection of an element's child nodes (including text and comment nodes) |
| [*element*.children](http://www.w3schools.com/jsref/prop_element_children.asp) | Returns a collection of an element's child element (excluding text and comment nodes) |
| [*element*.classList](http://www.w3schools.com/jsref/prop_element_classlist.asp) | Returns the class name(s) of an element |
| [*element*.className](http://www.w3schools.com/jsref/prop_html_classname.asp) | Sets or returns the value of the class attribute of an element |
| [*element*.click()](http://www.w3schools.com/jsref/met_html_click.asp) | Simulates a mouse-click on an element |
| [*element*.clientHeight](http://www.w3schools.com/jsref/prop_element_clientheight.asp) | Returns the height of an element, including padding |
| [*element*.clientLeft](http://www.w3schools.com/jsref/prop_element_clientleft.asp) | Returns the width of the left border of an element |
| [*element*.clientTop](http://www.w3schools.com/jsref/prop_element_clienttop.asp) | Returns the width of the top border of an element |
| [*element*.clientWidth](http://www.w3schools.com/jsref/prop_element_clientwidth.asp) | Returns the width of an element, including padding |
| [*element*.cloneNode()](http://www.w3schools.com/jsref/met_node_clonenode.asp) | Clones an element |
| [*element*.compareDocumentPosition()](http://www.w3schools.com/jsref/met_node_comparedocumentposition.asp) | Compares the document position of two elements |
| [*element*.contains()](http://www.w3schools.com/jsref/met_node_contains.asp) | Returns true if a node is a descendant of a node, otherwise false |
| [*element*.contentEditable](http://www.w3schools.com/jsref/prop_html_contenteditable.asp) | Sets or returns whether the content of an element is editable or not |
| [*element*.dir](http://www.w3schools.com/jsref/prop_html_dir.asp) | Sets or returns the value of the dir attribute of an element |
| [*element*.firstChild](http://www.w3schools.com/jsref/prop_node_firstchild.asp) | Returns the first child node of an element |
| [*element*.firstElementChild](http://www.w3schools.com/jsref/prop_element_firstelementchild.asp) | Returns the first child element of an element |
| [*element*.focus()](http://www.w3schools.com/jsref/met_html_focus.asp) | Gives focus to an element |
| [*element*.getAttribute()](http://www.w3schools.com/jsref/met_element_getattribute.asp) | Returns the specified attribute value of an element node |
| [*element*.getAttributeNode()](http://www.w3schools.com/jsref/met_element_getattributenode.asp) | Returns the specified attribute node |
| [*element*.getElementsByClassName()](http://www.w3schools.com/jsref/met_element_getelementsbyclassname.asp) | Returns a collection of all child elements with the specified class name |
| [*element*.getElementsByTagName()](http://www.w3schools.com/jsref/met_element_getelementsbytagname.asp) | Returns a collection of all child elements with the specified tag name |
| *element*.getFeature() | Returns an object which implements the APIs of a specified feature |
| [*element*.hasAttribute()](http://www.w3schools.com/jsref/met_element_hasattribute.asp) | Returns true if an element has the specified attribute, otherwise false |
| [*element*.hasAttributes()](http://www.w3schools.com/jsref/met_node_hasattributes.asp) | Returns true if an element has any attributes, otherwise false |
| [*element*.hasChildNodes()](http://www.w3schools.com/jsref/met_node_haschildnodes.asp) | Returns true if an element has any child nodes, otherwise false |
| [*element*.id](http://www.w3schools.com/jsref/prop_html_id.asp) | Sets or returns the value of the id attribute of an element |
| [*element*.innerHTML](http://www.w3schools.com/jsref/prop_html_innerhtml.asp) | Sets or returns the content of an element |
| [*element*.insertBefore()](http://www.w3schools.com/jsref/met_node_insertbefore.asp) | Inserts a new child node before a specified, existing, child node |
| [*element*.isContentEditable](http://www.w3schools.com/jsref/prop_html_iscontenteditable.asp) | Returns true if the content of an element is editable, otherwise false |
| [*element*.isDefaultNamespace()](http://www.w3schools.com/jsref/met_node_isdefaultnamespace.asp) | Returns true if a specified namespaceURI is the default, otherwise false |
| [*element*.isEqualNode()](http://www.w3schools.com/jsref/met_node_isequalnode.asp) | Checks if two elements are equal |
| [*element*.isSameNode()](http://www.w3schools.com/jsref/met_node_issamenode.asp) | Checks if two elements are the same node |
| [*element*.isSupported()](http://www.w3schools.com/jsref/met_node_issupported.asp) | Returns true if a specified feature is supported on the element |
| [*element*.lang](http://www.w3schools.com/jsref/prop_html_lang.asp) | Sets or returns the value of the lang attribute of an element |
| [*element*.lastChild](http://www.w3schools.com/jsref/prop_node_lastchild.asp) | Returns the last child node of an element |
| [*element*.lastElementChild](http://www.w3schools.com/jsref/prop_element_lastelementchild.asp) | Returns the last child element of an element |
| [*element*.namespaceURI](http://www.w3schools.com/jsref/prop_node_namespaceuri.asp) | Returns the namespace URI of an element |
| [*element*.nextSibling](http://www.w3schools.com/jsref/prop_node_nextsibling.asp) | Returns the next node at the same node tree level |
| [*element*.nextElementSibling](http://www.w3schools.com/jsref/prop_element_nextelementsibling.asp) | Returns the next element at the same node tree level |
| [*element*.nodeName](http://www.w3schools.com/jsref/prop_node_nodename.asp) | Returns the name of a node |
| [*element*.nodeType](http://www.w3schools.com/jsref/prop_node_nodetype.asp) | Returns the node type of a node |
| [*element*.nodeValue](http://www.w3schools.com/jsref/prop_node_nodevalue.asp) | Sets or returns the value of a node |
| [*element*.normalize()](http://www.w3schools.com/jsref/met_node_normalize.asp) | Joins adjacent text nodes and removes empty text nodes in an element |
| [*element*.offsetHeight](http://www.w3schools.com/jsref/prop_element_offsetheight.asp) | Returns the height of an element, including padding, border and scrollbar |
| [*element*.offsetWidth](http://www.w3schools.com/jsref/prop_element_offsetwidth.asp) | Returns the width of an element, including padding, border and scrollbar |
| *element*.offsetLeft | Returns the horizontal offset position of an element |
| *element*.offsetParent | Returns the offset container of an element |
| *element*.offsetTop | Returns the vertical offset position of an element |
| [*element*.ownerDocument](http://www.w3schools.com/jsref/prop_node_ownerdocument.asp) | Returns the root element (document object) for an element |
| [*element*.parentNode](http://www.w3schools.com/jsref/prop_node_parentnode.asp) | Returns the parent node of an element |
| [*element*.parentElement](http://www.w3schools.com/jsref/prop_node_parentelement.asp) | Returns the parent element node of an element |
| [*element*.previousSibling](http://www.w3schools.com/jsref/prop_node_previoussibling.asp) | Returns the previous node at the same node tree level |
| [*element*.previousElementSibling](http://www.w3schools.com/jsref/prop_element_previouselementsibling.asp) | Returns the previous element at the same node tree level |
| [*element*.querySelector()](http://www.w3schools.com/jsref/met_element_queryselector.asp) | Returns the first child element that matches a specified CSS selector(s) of an element |
| [*element*.querySelectorAll()](http://www.w3schools.com/jsref/met_element_queryselectorall.asp) | Returns all child elements that matches a specified CSS selector(s) of an element |
| [*element*.removeAttribute()](http://www.w3schools.com/jsref/met_element_removeattribute.asp) | Removes a specified attribute from an element |
| [*element*.removeAttributeNode()](http://www.w3schools.com/jsref/met_element_removeattributenode.asp) | Removes a specified attribute node, and returns the removed node |
| [*element*.removeChild()](http://www.w3schools.com/jsref/met_node_removechild.asp) | Removes a child node from an element |
| [*element*.replaceChild()](http://www.w3schools.com/jsref/met_node_replacechild.asp) | Replaces a child node in an element |
| [*element*.removeEventListener()](http://www.w3schools.com/jsref/met_element_removeeventlistener.asp) | Removes an event handler that has been attached with the addEventListener() method |
| [*element*.scrollHeight](http://www.w3schools.com/jsref/prop_element_scrollheight.asp) | Returns the entire height of an element, including padding |
| [*element*.scrollLeft](http://www.w3schools.com/jsref/prop_element_scrollleft.asp) | Sets or returns the number of pixels an element's content is scrolled horizontally |
| [*element*.scrollTop](http://www.w3schools.com/jsref/prop_element_scrolltop.asp) | Sets or returns the number of pixels an element's content is scrolled vertically |
| [*element*.scrollWidth](http://www.w3schools.com/jsref/prop_element_scrollwidth.asp) | Returns the entire width of an element, including padding |
| [*element*.setAttribute()](http://www.w3schools.com/jsref/met_element_setattribute.asp) | Sets or changes the specified attribute, to the specified value |
| [*element*.setAttributeNode()](http://www.w3schools.com/jsref/met_element_setattributenode.asp) | Sets or changes the specified attribute node |
| [*element*.style](http://www.w3schools.com/jsref/prop_html_style.asp) | Sets or returns the value of the style attribute of an element |
| [*element*.tabIndex](http://www.w3schools.com/jsref/prop_html_tabindex.asp) | Sets or returns the value of the tabindex attribute of an element |
| [*element*.tagName](http://www.w3schools.com/jsref/prop_element_tagname.asp) | Returns the tag name of an element |
| [*element*.textContent](http://www.w3schools.com/jsref/prop_node_textcontent.asp) | Sets or returns the textual content of a node and its descendants |
| [*element*.title](http://www.w3schools.com/jsref/prop_html_title.asp) | Sets or returns the value of the title attribute of an element |
| *element*.toString() | Converts an element to a string |
|  |  |
| [*nodelist*.item()](http://www.w3schools.com/jsref/met_nodelist_item.asp) | Returns the node at the specified index in a NodeList |
| [*nodelist*.length](http://www.w3schools.com/jsref/prop_nodelist_length.asp) | Returns the number of nodes in a NodeList |

**The HTML DOM Attribute Object**
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**HTML DOM Nodes**

In the HTML DOM (Document Object Model), everything is a **node**:

* The document itself is a document node
* All HTML elements are element nodes
* All HTML attributes are attribute nodes
* Text inside HTML elements are text nodes
* Comments are comment nodes

**The Attr Object**

In the HTML DOM, the **Attr object** represents an HTML attribute.

An HTML attribute always belongs to an HTML element.

**The NamedNodeMap Object**

In the HTML DOM, the **NamedNodeMap object** represents an unordered collection of an elements attribute nodes.

Nodes in a NamedNodeMap can be accessed by name or by index (number).

**Browser Support**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Object** |  |  |  |  |  |
| Attr | Yes | Yes | Yes | Yes | Yes |
| NamedNodeMap | Yes | Yes | Yes | Yes | Yes |

The Attr Object and the NamedNodeMap Object is supported in all major browsers.

**Properties and Methods**

|  |  |
| --- | --- |
| **Property / Method** | **Description** |
| [*attr*.isId](http://www.w3schools.com/jsref/prop_attr_isid.asp) | Returns true if the attribute is of type Id, otherwise it returns false |
| [*attr*.name](http://www.w3schools.com/jsref/prop_attr_name.asp) | Returns the name of an attribute |
| [*attr*.value](http://www.w3schools.com/jsref/prop_attr_value.asp) | Sets or returns the value of the attribute |
| [*attr*.specified](http://www.w3schools.com/jsref/prop_attr_specified.asp) | Returns true if the attribute has been specified, otherwise it returns false |
|  |  |
| [*nodemap*.getNamedItem()](http://www.w3schools.com/jsref/met_namednodemap_getnameditem.asp) | Returns a specified attribute node from a NamedNodeMap |
| [*nodemap*.item()](http://www.w3schools.com/jsref/met_namednodemap_item.asp) | Returns the attribute node at a specified index in a NamedNodeMap |
| [*nodemap*.length](http://www.w3schools.com/jsref/prop_namednodemap_length.asp) | Returns the number of attribute nodes in a NamedNodeMap |
| [*nodemap*.removeNamedItem()](http://www.w3schools.com/jsref/met_namednodemap_removenameditem.asp) | Removes a specified attribute node |
| [*nodemap*.setNamedItem()](http://www.w3schools.com/jsref/met_namednodemap_setnameditem.asp) | Sets the specified attribute node (by name) |
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In the W3C DOM Core, the Attr (attribute) object inherits all properties and methods from the Node object.

In DOM 4, the Attr object no longer inherits from Node.

**For future code quality, you should avoid using node object properties and methods on attribute objects:**

|  |  |
| --- | --- |
| **Property / Method** | **Reason for avoiding** |
| *attr*.appendChild() | Attributes don't have child nodes |
| *attr*.attributes | Attributes don't have attributes |
| *attr*.baseURI | use document.baseURI instead |
| *attr*.childNodes | Attributes don't have child nodes |
| *attr*.cloneNode() | Get or set the *attr*.value instead |
| *attr*.firstChild | Attributes don't have child nodes |
| *attr*.hasAttributes() | Attributes don't have attributes |
| *attr*.hasChildNodes | Attributes don't have child nodes |
| *attr*.insertBefore() | Attributes don't have child nodes |
| *attr*.isEqualNode() | Makes no sense |
| *attr*.isSameNode() | Makes no sense |
| *attr*.isSupported() | Is always true |
| *attr*.lastChild | Attributes don't have child nodes |
| *attr*.nextSibling | Attributes don't have siblings |
| *attr*.nodeName | Use *attr*.name instead |
| *attr*.nodeType | This is always 2 (ATTRIBUTE\_NODE) |
| *attr*.nodeValue | Use *attr*.value instead |
| *attr*.normalize() | Attributes cannot be normalized |
| *attr*.ownerDocument | This is always your HTML document |
| *attr*.ownerElement | This is the HTML element you used to access the attribute |
| *attr*.parentNode | This is the HTML element you used to access the attribute |
| *attr*.previousSibling | Attributes don't have siblings |
| *attr*.removeChild | Attributes don't have child nodes |
| *attr*.replaceChild | Attributes don't have child nodes |
| *attr*.textContent | Use *attr*.value instead |

**HTML DOM Events**

[« Previous](http://www.w3schools.com/jsref/dom_obj_attributes.asp)

[Next Reference »](http://www.w3schools.com/jsref/dom_obj_anchor.asp)

**HTML DOM Events**

HTML DOM events allow JavaScript to register different event handlers on elements in an HTML document.

Events are normally used in combination with functions, and the function will not be executed before the event occurs (such as when a user clicks a button).

**Tip:** The event model was standardized by the W3C in DOM Level 2.

**HTML DOM Events**

**DOM:** Indicates in which DOM Level the property was introduced.

**Mouse Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [onclick](http://www.w3schools.com/jsref/event_onclick.asp) | The event occurs when the user clicks on an element | 2 |
| [oncontextmenu](http://www.w3schools.com/jsref/event_oncontextmenu.asp) | The event occurs when the user right-clicks on an element to open a context menu | 3 |
| [ondblclick](http://www.w3schools.com/jsref/event_ondblclick.asp) | The event occurs when the user double-clicks on an element | 2 |
| [onmousedown](http://www.w3schools.com/jsref/event_onmousedown.asp) | The event occurs when the user presses a mouse button over an element | 2 |
| [onmouseenter](http://www.w3schools.com/jsref/event_onmouseenter.asp) | The event occurs when the pointer is moved onto an element | 2 |
| [onmouseleave](http://www.w3schools.com/jsref/event_onmouseleave.asp) | The event occurs when the pointer is moved out of an element | 2 |
| [onmousemove](http://www.w3schools.com/jsref/event_onmousemove.asp) | The event occurs when the pointer is moving while it is over an element | 2 |
| [onmouseover](http://www.w3schools.com/jsref/event_onmouseover.asp) | The event occurs when the pointer is moved onto an element, or onto one of its children | 2 |
| [onmouseout](http://www.w3schools.com/jsref/event_onmouseout.asp) | The event occurs when a user moves the mouse pointer out of an element, or out of one of its children | 2 |
| [onmouseup](http://www.w3schools.com/jsref/event_onmouseup.asp) | The event occurs when a user releases a mouse button over an element | 2 |

**Keyboard Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [onkeydown](http://www.w3schools.com/jsref/event_onkeydown.asp) | The event occurs when the user is pressing a key | 2 |
| [onkeypress](http://www.w3schools.com/jsref/event_onkeypress.asp) | The event occurs when the user presses a key | 2 |
| [onkeyup](http://www.w3schools.com/jsref/event_onkeyup.asp) | The event occurs when the user releases a key | 2 |

**Frame/Object Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [onabort](http://www.w3schools.com/jsref/event_onabort.asp) | The event occurs when the loading of a resource has been aborted | 2 |
| [onbeforeunload](http://www.w3schools.com/jsref/event_onbeforeunload.asp) | The event occurs before the document is about to be unloaded | 2 |
| [onerror](http://www.w3schools.com/jsref/event_onerror.asp) | The event occurs when an error occurs while loading an external file | 2 |
| [onhashchange](http://www.w3schools.com/jsref/event_onhashchange.asp) | The event occurs when there has been changes to the anchor part of a URL | 3 |
| [onload](http://www.w3schools.com/jsref/event_onload.asp) | The event occurs when an object has loaded | 2 |
| [onpageshow](http://www.w3schools.com/jsref/event_onpageshow.asp) | The event occurs when the user navigates to a webpage | 3 |
| [onpagehide](http://www.w3schools.com/jsref/event_onpagehide.asp) | The event occurs when the user navigates away from a webpage | 3 |
| [onresize](http://www.w3schools.com/jsref/event_onresize.asp) | The event occurs when the document view is resized | 2 |
| [onscroll](http://www.w3schools.com/jsref/event_onscroll.asp) | The event occurs when an element's scrollbar is being scrolled | 2 |
| [onunload](http://www.w3schools.com/jsref/event_onunload.asp) | The event occurs once a page has unloaded (for <body>) | 2 |

**Form Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [onblur](http://www.w3schools.com/jsref/event_onblur.asp) | The event occurs when an element loses focus | 2 |
| [onchange](http://www.w3schools.com/jsref/event_onchange.asp) | The event occurs when the content of a form element, the selection, or the checked state have changed (for <input>, <keygen>, <select>, and <textarea>) | 2 |
| [onfocus](http://www.w3schools.com/jsref/event_onfocus.asp) | The event occurs when an element gets focus | 2 |
| [onfocusin](http://www.w3schools.com/jsref/event_onfocusin.asp) | The event occurs when an element is about to get focus | 2 |
| [onfocusout](http://www.w3schools.com/jsref/event_onfocusout.asp) | The event occurs when an element is about to lose focus | 2 |
| [oninput](http://www.w3schools.com/jsref/event_oninput.asp) | The event occurs when an element gets user input | 3 |
| [oninvalid](http://www.w3schools.com/jsref/event_oninvalid.asp) | The event occurs when an element is invalid | 3 |
| [onreset](http://www.w3schools.com/jsref/event_onreset.asp) | The event occurs when a form is reset | 2 |
| [onsearch](http://www.w3schools.com/jsref/event_onsearch.asp) | The event occurs when the user writes something in a search field (for <input="search">) | 3 |
| [onselect](http://www.w3schools.com/jsref/event_onselect.asp) | The event occurs after the user selects some text (for <input> and <textarea>) | 2 |
| [onsubmit](http://www.w3schools.com/jsref/event_onsubmit.asp) | The event occurs when a form is submitted | 2 |

**Drag Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [ondrag](http://www.w3schools.com/jsref/event_ondrag.asp) | The event occurs when an element is being dragged | 3 |
| [ondragend](http://www.w3schools.com/jsref/event_ondragend.asp) | The event occurs when the user has finished dragging an element | 3 |
| [ondragenter](http://www.w3schools.com/jsref/event_ondragenter.asp) | The event occurs when the dragged element enters the drop target | 3 |
| [ondragleave](http://www.w3schools.com/jsref/event_ondragleave.asp) | The event occurs when the dragged element leaves the drop target | 3 |
| [ondragover](http://www.w3schools.com/jsref/event_ondragover.asp) | The event occurs when the dragged element is over the drop target | 3 |
| [ondragstart](http://www.w3schools.com/jsref/event_ondragstart.asp) | The event occurs when the user starts to drag an element | 3 |
| [ondrop](http://www.w3schools.com/jsref/event_ondrop.asp) | The event occurs when the dragged element is dropped on the drop target | 3 |

**Clipboard Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [oncopy](http://www.w3schools.com/jsref/event_oncopy.asp) | The event occurs when the user copies the content of an element |  |
| [oncut](http://www.w3schools.com/jsref/event_oncut.asp) | The event occurs when the user cuts the content of an element |  |
| [onpaste](http://www.w3schools.com/jsref/event_onpaste.asp) | The event occurs when the user pastes some content in an element |  |

**Print Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [onafterprint](http://www.w3schools.com/jsref/event_onafterprint.asp) | The event occurs when a page has started printing, or if the print dialogue box has been closed | 3 |
| [onbeforeprint](http://www.w3schools.com/jsref/event_onbeforeprint.asp) | The event occurs when a page is about to be printed | 3 |

**Media Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [onabort](http://www.w3schools.com/jsref/event_onabort_media.asp) | The event occurs when the loading of a media is aborted | 3 |
| [oncanplay](http://www.w3schools.com/jsref/event_oncanplay.asp) | The event occurs when the browser can start playing the media (when it has buffered enough to begin) | 3 |
| [oncanplaythrough](http://www.w3schools.com/jsref/event_oncanplaythrough.asp) | The event occurs when the browser can play through the media without stopping for buffering | 3 |
| [ondurationchange](http://www.w3schools.com/jsref/event_ondurationchange.asp) | The event occurs when the duration of the media is changed | 3 |
| onemptied | The event occurs when something bad happens and the media file is suddenly unavailable (like unexpectedly disconnects) | 3 |
| [onended](http://www.w3schools.com/jsref/event_onended.asp) | The event occurs when the media has reach the end (useful for messages like "thanks for listening") | 3 |
| [onerror](http://www.w3schools.com/jsref/event_onerror_media.asp) | The event occurs when an error occurred during the loading of a media file | 3 |
| [onloadeddata](http://www.w3schools.com/jsref/event_onloadeddata.asp) | The event occurs when media data is loaded | 3 |
| [onloadedmetadata](http://www.w3schools.com/jsref/event_onloadedmetadata.asp) | The event occurs when meta data (like dimensions and duration) are loaded | 3 |
| [onloadstart](http://www.w3schools.com/jsref/event_onloadstart.asp) | The event occurs when the browser starts looking for the specified media | 3 |
| [onpause](http://www.w3schools.com/jsref/event_onpause.asp) | The event occurs when the media is paused either by the user or programmatically | 3 |
| [onplay](http://www.w3schools.com/jsref/event_onplay.asp) | The event occurs when the media has been started or is no longer paused | 3 |
| [onplaying](http://www.w3schools.com/jsref/event_onplaying.asp) | The event occurs when the media is playing after having been paused or stopped for buffering | 3 |
| [onprogress](http://www.w3schools.com/jsref/event_onprogress.asp) | The event occurs when the browser is in the process of getting the media data (downloading the media) | 3 |
| [onratechange](http://www.w3schools.com/jsref/event_onratechange.asp) | The event occurs when the playing speed of the media is changed | 3 |
| [onseeked](http://www.w3schools.com/jsref/event_onseeked.asp) | The event occurs when the user is finished moving/skipping to a new position in the media | 3 |
| [onseeking](http://www.w3schools.com/jsref/event_onseeking.asp) | The event occurs when the user starts moving/skipping to a new position in the media | 3 |
| [onstalled](http://www.w3schools.com/jsref/event_onstalled.asp) | The event occurs when the browser is trying to get media data, but data is not available | 3 |
| [onsuspend](http://www.w3schools.com/jsref/event_onsuspend.asp) | The event occurs when the browser is intentionally not getting media data | 3 |
| [ontimeupdate](http://www.w3schools.com/jsref/event_ontimeupdate.asp) | The event occurs when the playing position has changed (like when the user fast forwards to a different point in the media) | 3 |
| [onvolumechange](http://www.w3schools.com/jsref/event_onvolumechange.asp) | The event occurs when the volume of the media has changed (includes setting the volume to "mute") | 3 |
| [onwaiting](http://www.w3schools.com/jsref/event_onwaiting.asp) | The event occurs when the media has paused but is expected to resume (like when the media pauses to buffer more data) | 3 |

**Animation Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [animationend](http://www.w3schools.com/jsref/event_animationend.asp) | The event occurs when a CSS animation has completed | 3 |
| [animationiteration](http://www.w3schools.com/jsref/event_animationiteration.asp) | The event occurs when a CSS animation is repeated | 3 |
| [animationstart](http://www.w3schools.com/jsref/event_animationstart.asp) | The event occurs when a CSS animation has started | 3 |

**Transition Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [transitionend](http://www.w3schools.com/jsref/event_transitionend.asp) | The event occurs when a CSS transition has completed | 3 |

**Server-Sent Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| [onerror](http://www.w3schools.com/jsref/event_onerror_sse.asp) | The event occurs when an error occurs with the event source |  |
| [onmessage](http://www.w3schools.com/jsref/event_onmessage_sse.asp) | The event occurs when a message is received through the event source |  |
| [onopen](http://www.w3schools.com/jsref/event_onopen_sse.asp) | The event occurs when a connection with the event source is opened |  |

**Misc Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| onmessage | The event occurs when a message is received through or from an object (WebSocket, Web Worker, Event Source or a child frame or a parent window) | 3 |
| onmousewheel | Deprecated. Use the [onwheel](http://www.w3schools.com/jsref/event_onwheel.asp) event instead |  |
| [ononline](http://www.w3schools.com/jsref/event_ononline.asp) | The event occurs when the browser starts to work online | 3 |
| [onoffline](http://www.w3schools.com/jsref/event_onoffline.asp) | The event occurs when the browser starts to work offline | 3 |
| onpopstate | The event occurs when the window's history changes | 3 |
| [onshow](http://www.w3schools.com/jsref/event_onshow.asp) | The event occurs when a <menu> element is shown as a context menu | 3 |
| onstorage | The event occurs when a Web Storage area is updated | 3 |
| [ontoggle](http://www.w3schools.com/jsref/event_ontoggle.asp) | The event occurs when the user opens or closes the <details> element | 3 |
| [onwheel](http://www.w3schools.com/jsref/event_onwheel.asp) | The event occurs when the mouse wheel rolls up or down over an element | 3 |

**Touch Events**

|  |  |  |
| --- | --- | --- |
| **Event** | **Description** | **DOM** |
| ontouchcancel | The event occurs when the touch is interrupted |  |
| ontouchend | The event occurs when a finger is removed from a touch screen |  |
| ontouchmove | The event occurs when a finger is dragged across the screen |  |
| ontouchstart | The event occurs when a finger is placed on a touch screen |  |

**Event Object**

**Constants**

|  |  |  |
| --- | --- | --- |
| **Constant** | **Description** | **DOM** |
| CAPTURING\_PHASE | The current event phase is the capture phase (1) | 1 |
| AT\_TARGET | The current event is in the target phase, i.e. it is being evaluated at the event target (2) | 2 |
| BUBBLING\_PHASE | The current event phase is the bubbling phase (3) | 3 |

**Properties**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| [bubbles](http://www.w3schools.com/jsref/event_bubbles.asp) | Returns whether or not a specific event is a bubbling event | 2 |
| [cancelable](http://www.w3schools.com/jsref/event_cancelable.asp) | Returns whether or not an event can have its default action prevented | 2 |
| [currentTarget](http://www.w3schools.com/jsref/event_currenttarget.asp) | Returns the element whose event listeners triggered the event | 2 |
| [defaultPrevented](http://www.w3schools.com/jsref/event_defaultprevented.asp) | Returns whether or not the preventDefault() method was called for the event | 3 |
| [eventPhase](http://www.w3schools.com/jsref/event_eventphase.asp) | Returns which phase of the event flow is currently being evaluated | 2 |
| [isTrusted](http://www.w3schools.com/jsref/event_istrusted.asp) | Returns whether or not an event is trusted | 3 |
| [target](http://www.w3schools.com/jsref/event_target.asp) | Returns the element that triggered the event | 2 |
| [timeStamp](http://www.w3schools.com/jsref/event_timestamp.asp) | Returns the time (in milliseconds relative to the epoch) at which the event was created | 2 |
| [type](http://www.w3schools.com/jsref/event_type.asp) | Returns the name of the event | 2 |
| [view](http://www.w3schools.com/jsref/event_view.asp) | Returns a reference to the Window object where the event occured | 2 |

**Methods**

|  |  |  |
| --- | --- | --- |
| **Method** | **Description** | **DOM** |
| [preventDefault()](http://www.w3schools.com/jsref/event_preventdefault.asp) | Cancels the event if it is cancelable, meaning that the default action that belongs to the event will not occur | 2 |
| [stopImmediatePropagation()](http://www.w3schools.com/jsref/event_stopimmediatepropagation.asp) | Prevents other listeners of the same event from being called | 3 |
| stopPropagation() | Prevents further propagation of an event during event flow | 2 |

**MouseEvent Object**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| [altKey](http://www.w3schools.com/jsref/event_altkey.asp) | Returns whether the "ALT" key was pressed when the mouse event was triggered | 2 |
| [button](http://www.w3schools.com/jsref/event_button.asp) | Returns which mouse button was pressed when the mouse event was triggered | 2 |
| [buttons](http://www.w3schools.com/jsref/event_buttons.asp) | Returns which mouse buttons were pressed when the mouse event was triggered | 3 |
| [clientX](http://www.w3schools.com/jsref/event_clientx.asp) | Returns the horizontal coordinate of the mouse pointer, relative to the current window, when the mouse event was triggered | 2 |
| [clientY](http://www.w3schools.com/jsref/event_clienty.asp) | Returns the vertical coordinate of the mouse pointer, relative to the current window, when the mouse event was triggered | 2 |
| [ctrlKey](http://www.w3schools.com/jsref/event_ctrlkey.asp) | Returns whether the "CTRL" key was pressed when the mouse event was triggered | 2 |
| [detail](http://www.w3schools.com/jsref/event_detail.asp) | Returns a number that indicates how many times the mouse was clicked | 2 |
| [metaKey](http://www.w3schools.com/jsref/event_metakey.asp) | Returns whether the "META" key was pressed when an event was triggered | 2 |
| [relatedTarget](http://www.w3schools.com/jsref/event_relatedtarget.asp) | Returns the element related to the element that triggered the mouse event | 2 |
| [screenX](http://www.w3schools.com/jsref/event_screenx.asp) | Returns the horizontal coordinate of the mouse pointer, relative to the screen, when an event was triggered | 2 |
| [screenY](http://www.w3schools.com/jsref/event_screeny.asp) | Returns the vertical coordinate of the mouse pointer, relative to the screen, when an event was triggered | 2 |
| [shiftKey](http://www.w3schools.com/jsref/event_shiftkey.asp) | Returns whether the "SHIFT" key was pressed when an event was triggered | 2 |
| [which](http://www.w3schools.com/jsref/event_which.asp) | Returns which mouse button was pressed when the mouse event was triggered | 2 |

**KeyboardEvent Object**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| [altKey](http://www.w3schools.com/jsref/event_key_altkey.asp) | Returns whether the "ALT" key was pressed when the key event was triggered | 2 |
| [ctrlKey](http://www.w3schools.com/jsref/event_key_ctrlkey.asp) | Returns whether the "CTRL" key was pressed when the key event was triggered | 2 |
| [charCode](http://www.w3schools.com/jsref/event_key_charcode.asp) | Returns the Unicode character code of the key that triggered the onkeypress event | 2 |
| [key](http://www.w3schools.com/jsref/event_key_key.asp) | Returns the key value of the key represented by the event | 3 |
| [keyCode](http://www.w3schools.com/jsref/event_key_keycode.asp) | Returns the Unicode character code of the key that triggered the onkeypress event, or the Unicode key code of the key that triggered the onkeydown or onkeyup event | 2 |
| [location](http://www.w3schools.com/jsref/event_key_location.asp) | Returns the location of a key on the keyboard or device | 3 |
| [metaKey](http://www.w3schools.com/jsref/event_key_metakey.asp) | Returns whether the "meta" key was pressed when the key event was triggered | 2 |
| [shiftKey](http://www.w3schools.com/jsref/event_key_shiftkey.asp) | Returns whether the "SHIFT" key was pressed when the key event was triggered | 2 |
| [which](http://www.w3schools.com/jsref/event_key_which.asp) | Returns the Unicode character code of the key that triggered the onkeypress event, or the Unicode key code of the key that triggered the onkeydown or onkeyup event | 2 |

**HashChangeEvent Object**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| [newURL](http://www.w3schools.com/jsref/event_hashchange_newurl.asp) | Returns the URL of the document, after the hash has been changed |  |
| [oldURL](http://www.w3schools.com/jsref/event_hashchange_oldurl.asp) | Returns the URL of the document, before the hash was changed |  |

**PageTransitionEvent Object**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| [persisted](http://www.w3schools.com/jsref/event_pagetransition_persisted.asp) | Returns whether the webpage was cached by the browser |  |

**FocusEvent Object**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| [relatedTarget](http://www.w3schools.com/jsref/event_focus_relatedtarget.asp) | Returns the element related to the element that triggered the event | 3 |

**AnimationEvent Object**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| [animationName](http://www.w3schools.com/jsref/event_animation_animationName.asp) | Returns the name of the animation |  |
| [elapsedTime](http://www.w3schools.com/jsref/event_animation_elapsedtime.asp) | Returns the number of seconds an animation has been running |  |

**TransitionEvent Object**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| [propertyName](http://www.w3schools.com/jsref/event_transition_propertyName.asp) | Returns the name of the CSS property associated with the transition |  |
| [elapsedTime](http://www.w3schools.com/jsref/event_transition_elapsedtime.asp) | Returns the number of seconds a transition has been running |  |

**WheelEvent Object**

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **DOM** |
| deltaX | Returns the horizontal scroll amount of a mouse wheel (x-axis) | 3 |
| deltaY | Returns the vertical scroll amount of a mouse wheel (y-axis) | 3 |
| deltaZ | Returns the scroll amount of a mouse wheel for the z-axis | 3 |
| deltaMode | Returns a number that represents the unit of measurements for delta values (pixels, lines or pages) |  |